

[image: cover.eps]



Smashing WordPress Themes®


Table of Contents

Introduction

Part I: What Are WordPress Themes?

Part II: Hacking a Theme

Part III: Building Your Own Theme

Part IV: Taking Themes Further


	Chapter 1: Getting Started with WordPress

Installing WordPress in Just Five Minutes

Running WordPress Using a Web Host

Running WordPress Locally


Fine Tuning Your WordPress Settings

Permalinks

Media Settings and the Upload Folder

Other noteworthy Settings

Shameless Self Promotion


WordPress Theme Files

WordPress As a CMS

Posts, Pages, and New Custom Post Types

Taxonomies

Custom Post Types


The WordPress Codex

Wrapping It Up


	Chapter 2: This is a Theme

About Themes

The Stylesheet

Theme Declaration

Set tags for your theme

Define a child theme

Add comments for developers


The template files at your disposal

Header and Footer Template Files

The Loop and your Content


What is the Wordpress Loop?

The Loop TEMPLATE tag

Using the Loop in TEMPLATE FILEs


The Functions.PHP File

Using Page Templates

Creating a Page Template

Why use Page Templates?


Understanding Template Tags

Wrapping It Up


	Chapter 3: Digging into the Twenty Ten Theme

Working With the loop

The external loop.php file

Do I have to use loop.php?


The Twenty Ten loop

Displaying Posts with loops

Example: Listing Only Titles in Category Archives


Working With Template Tags

Passing parameters

about strings, booleans, and integers

Finding the template tag you want

A few words about localization


Conditional Content with Conditional Tags

Working with conditional tags

Example: Adding Conditional Sidebars 


Enabling Features in functions.php

Add the add_theme_support template tag

Pass the correct parameters


Adding Widgets using template files

Define widget areas

Add widget areas to the template files

Put widgets to good use

Example: Adding a New Widget Area 


The Power of Custom Page templates

Create a Custom page template

Example: Creating an Archives Page Template


Finding Your Way With custom Menus

Declare a Menu Area

Add A Menu area to your template files

Example: Adding a Menu Area


Changing your Header Image

Define the header in functions.php

Display the header in your theme

Example: Adding a Custom Header


Adjusting Your Site Background

Wrapping It Up


	Chapter 4: Using Child Themes

The Child Theme Concept

Why are child themes so great?


How Child Themes Work

Getting parent theme styles into a child theme

Finding images in child themes

Functions and child themes

Example: Creating a Simple Child Theme


The perfect Twenty Ten project

Twenty Ten and Child Themes

Example: Adding a Second Sidebar


Using Child Themes in Multiple Network Sites

Wrapping It Up


	Chapter 5: Choosing a Theme

Picking the Right Theme

Design issues

Layout issues

Development issues


Theme Frameworks

What Is A Good Framework, Then?


Commercial themes

The Official Themes Directory

Things to be Wary About

Wrapping It Up


	Chapter 6: Planning the Theme

Plan Before You Build

The site concept stage

The site design


Your Own Theme Framework

The purpose of a framework

Should you build a theme framework?


Releasing Themes to the public

Getting your themes on wordpress.org

Picking the right license

Localization 


The Checklists

The theme checklist

The theme framework checklist

The child theme checklist


Wrapping It Up


	Chapter 7: A Semi-Static Theme

WordPress and Semi-Static web Sites

Our fictional semi-static Web site

Web site requirements


Making Categories and Pages Work in Harmony

Fixing the category URLs

Why is this important?


The Semi-Static Theme Layout

What is what in the mock-ups?


Building the semi-static Site

The fundamentals: style.css and functions.php

theme files for our shell (header, footer, and index)

The various sidebars

The loop template

The front page template

Wait, what about the stylesheet?


And We’re Done!

Get the semi-static theme for free

Building child themes on Semi-Static sites


Wrapping It Up


	Chapter 8: A Media Theme

Building sites for Images and Video

Site layout


Making Everything Fit Together

The content flow


Building the Media site

The functions.PHP file

Setting up the basic shell

Single posts and attachments

The attachment sidebar

Thumbnail browsing in posts

Taking care of the footer


Spicing It Up with Plugins

Lightboxes


Wrapping It Up


	Chapter 9: A Magazine Theme

Planning an Online Magazine

The Notes Mag 1.0 theme layout

Dynamic elements for Notes Mag


Building The magazine site

The basic site structure

Starting with the header

Ending with the footer

Getting to the content

Creating the stylesheet

Viewing The theme thus far


Adding Functionality

Starting with functions.php

Adding widget areas

Planning the custom menu

Adding Our custom header logo

Creating Action Hooks

Viewing our final functions.php


Templates, Templates, Templates

Setting up the front page

Populating The front page with content

Single Posts and Pages

The archives


Making Notes Mag Look Good

Styling the menu

A quick look at the archives

Single posts and Pages


Wrapping It Up


	Chapter 10: The Buddypress Community

What is BuddyPress?

Should I use BuddyPress?


The BuddyPress Template Pack

The BuddyPress template files overview

Adding the BuddyPress Template Pack to a WordPress site


Case Study: Adding buddypress Community Features to a site

A few words about buddypress upgrades

Modifying the template files to fit a site

What are all those new tags?

Fixing permalinks and localization

Adding bbPress to Your Groups


About BuddyPress Themes

Focus on community features

Child theming BuddyPress themes


Wrapping It Up


	Chapter 11: Extending with Plugins

When Should You USE Plugins?

Developing themes that rely on plugins

How to pick the right plugin


25 Truly Great Plugins

Commenting plugins

Content related stuff

Lightbox Plugins

CMS plugins


Writing Your Own Plugins

Wrapping It Up





		
			
				Smashing WordPress Themes

				Making Wordpress Beautiful

				Thord Daniel Hedengren

				[image: UK_Simply wiley_logo.eps]

			

			
			
			
			
				This edition first published 2011

				© 2011 John Wiley & Sons, Ltd.

				Registered office

				John Wiley & Sons Ltd, The Atrium, Southern Gate, Chichester, West Sussex, PO19 8SQ, United Kingdom 

				Editorial office

				John Wiley & Sons Ltd, The Atrium, Southern Gate, Chichester, West Sussex, PO19 8SQ, United Kingdom 

				For details of our global editorial offices, for customer services and for information about how to apply for permission to reuse the copyright material in this book please see our website at www.wiley.com.

				The right of the author to be identified as the author of this work has been asserted in accordance with the Copyright, Designs and Patents Act 1988. 

				All rights reserved. No part of this publication may be reproduced, stored in a retrieval system, or transmitted, in any form or by any means, electronic, mechanical, photocopying, recording or otherwise, except as permitted by the UK Copyright, Designs and Patents Act 1988, without the prior permission of the publisher.

				Wiley also publishes its books in a variety of electronic formats. Some content that appears in print may not be available in electronic books.

				Designations used by companies to distinguish their products are often claimed as trademarks. All brand names and product names used in this book are trade names, service marks, trademarks or registered trademarks of their respective owners. The publisher is not associated with any product or vendor mentioned in this book. This publication is designed to provide accurate and authoritative information in regard to the subject matter covered. It is sold on the understanding that the publisher is not engaged in rendering professional services. If professional advice or other expert assistance is required, the services of a competent professional should be sought.

				Trademarks: Wiley and the Wiley Publishing logo are trademarks or registered trademarks of John Wiley and Sons, Inc. and/ or its affiliates in the United States and/or other countries, and may not be used without written permission. iPhone, iPad and iPod are trademarks of Apple Computer, Inc. All other trademarks are the property of their respective owners. Wiley Publishing, Inc. is not associated with any product or vendor mentioned in the book. This book is not endorsed by Apple Computer, Inc.

				A catalogue record for this book is available from the British Library.

				ISBN 978-0-470-66990-7

				Set in Minion Pro 10/12 by Wiley Composition Services 

				Printed in U.S. by CJK 

				February 2011

			

			
				Publisher’s Acknowledgments

				Some of the people who helped bring this book to market include the following:

				Editorial and Production

				VP Consumer and Technology Publishing Director: Michelle Leete

				Associate Director-Book Content Management: Martin Tribe

				Associate Publisher: Chris Webb

				Publishing Assistant: Ellie Scott

				Project Editor: Susan B. Cohen

				Copy Editor: Susan B. Cohen

				Technical Editor: John O’Nolan

				Editorial Manager: Jodi Jensen

				Senior Project Editor: Sara Shlaer

				Editorial Assistant: Leslie Saxman

				Marketing

				Senior Marketing Manager: Louise Breinholt

				Marketing Executive: Kate Parrett

				Composition Services

				Compositor: Indianapolis Composition Services

				Proofreader: Susan Hobbs

				Indexer: Potomac Indexing, LLC

			

			
				Smashing WordPress Themes is dedicated to the WordPress community.

				We’re all playing an important part by making free speech easier online. The more people can express their thoughts, dreams, and ideas, the better for everyone. Open source in general, and WordPress in particular, play an important role in the free speech movement.

				Keep up the great work, dear community.

				Thord Daniel Hedengren

			

			
				About the Author

				Thord Daniel Hedengren is addicted to words, which led him to launch his first online newsletter in 1996. It all went downhill from there, with dozens of Web sites, and a career as an editor and freelancer in both Sweden and abroad.

				His international career began with a blog post, which led to a book deal for Smashing WordPress: Beyond the Blog, with Wiley Publishing, Inc., and an even stronger voice in the WordPress community. You’re now holding Thord’s second book.

				When not obsessed with words, Thord and his friends build cool Web sites using WordPress at his Web design firm, Odd Alice. He also edits magazines and writes freelance articles for both print and Web publications (in Swedish and English). You can follow everything Thord on http://tdh.me.

				Thord lives in the land of kings, Sweden.

			

		

	
		
			
				Introduction

				Smashing WordPress Themes is all about making your WordPress site look beautiful. But, the beautiful part is a very personal thing, because we all have different preferences. So in essence, my book isn’t on Web design, but rather about giving you, dear reader, the tools to build the kind of site that you want to create, using WordPress elements.

				A theme is the skin of your WordPress content, your site template so to speak. A huge community of people design and use themes, offering many high-quality designs. With this book, you can now contribute to that community.

				As with my previous book, Smashing WordPress: Beyond the Blog, this book mainly targets those of you who know a bit about Web development already. If you know some HTML, PHP, CSS, or have fiddled around a bit with WordPress, then this book is for you. If that sounds like Greek to you (or any other language you may not understand), then you should read up a bit before you tackle this. But because even more experienced Web developers need a quick recap at times, you all may find this book a welcome reminder of existing features.

				As I write this book, WordPress has reached version 3.0.1, and is rocking the publishing world. Some of the code in this book is based on themes that are available online, but since the Web is an ever-changing entity, the online code may be somewhat different from the examples that you see in this book. Just keep that in mind if things suddenly don’t seem to add up.

				You can download the example code files from the companion Web site for this book at www.wiley.com/go/smashingwordpressthemes.

				Before I wrap this up and let you get started with WordPress theming, here are a few links that you may find interesting.

				• Code snippets for this book are available at my Web site at http://tdh.me. Go to Smashing WordPress Themes under “Books.” (The companion Web site for this book at www.wiley.com/go/smashingwordpressthemes also contains all the code.)

				• Everything Notes related, including themes, plugins, code examples, and so on is available at http://notesblog.com.

				• The official WordPress manual, The WordPress Codex, is at http://codex.wordpress.org.

				You can also become a fan on my Facebook business Page at http://facebook.com/tdhftw — and follow @tdhedengren on Twitter for the latest from yours truly.

				Right! So let’s build some cool themes! Welcome to Smashing WordPress Themes: Making WordPress Beautiful. I hope you’ll enjoy the ride. To properly convey this information, this book is divided into four parts.

				Part 1: What Are WordPress Themes?

				WordPress themes are what make your Web site look good and function well. They are the visual skin, the look and design of your site, what your visitors will see. On the outside, your WordPress site looks and behaves like any other Web site, basically — just working better and looking more gorgeous, hopefully.

				The inside of a theme is a completely different beast. It contains stylesheets, template files, and — to the outsider — weird mumbo-jumbo code. You’ll find that your theme files are powerful tools that help you control your site’s function. It is not just visual bling; it is the actual code that makes it tick, residing on top of the WordPress software platform.

				PART II: Hacking a Theme

				Just because you’re a grand WordPress theme superstar designer doesn’t mean you can’t look at, and perhaps even use, other people’s themes. In fact, that is one of the best ways to learn theming, because you’ll get new ideas and find new approaches to problems and situations that you may not have encountered otherwise. It is easy to get caught in the “I have to do everything myself” maelstrom.

				You should take advantage of the vast themes community out there in cyberspace. So, I dedicate Part II to working with themes that you have not built yourself.

				PART III: Building Your Own Theme

				If you want complete control over your WordPress site, build your own theme. Not only does building your own theme make it easier for you to achieve your goals, it is often the best way to keep your site lean and focused on its purpose. After all, while other theme designers may have done a great job building a theme that you can use, the parts of that theme that don’t fit your goals will need reworking in some way.

				In Part III, I focus on building original themes, with concrete examples and ideas for you to take with you to your own projects. Consider the practical examples as food for thought on how you can solve your own problems as you build your theme, and take inspiration from the solutions herein.

				PART IV: Taking Themes Further

				Whether you create your own theme from scratch, or use and modify someone else’s work, sometimes you still do not get the effect you want for your Web site. That’s when the wonderful world of WordPress plugins comes into play. You can write your own plugin for release to the WordPress community (for major stuff), or just put it in own your theme’s functions.php (for smaller features). Or, simply download someone else’s plugin, and save a lot of time.

				In this part, I look at the various ways to use plugins to further enhance your WordPress site.
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				Chapter 1: Getting Started with WordPress

				WordPress is a most extraordinary beast. Not only can you run just about any Web site using WordPress as a content management system (CMS), it is also so very easy to get started with. Gone are the days when installing a publishing platform is a bore and a hassle. With quality open-source software, such as WordPress, suddenly you are the one doing the install, not an expensive Web agency or IT consultant.

				With WordPress, anyone can get into online publishing. All you need is a domain name and a compatible Web host, and then you’re ready to begin.

				In this chapter you start by installing WordPress and reviewing a few basics about this software system. I discuss the content of theme folders, and briefly describe the use of posts and Pages, custom taxonomies, and custom posts.

				Later in the book, you move on to actually hacking an existing theme, and even build one of your own. Welcome to the wonderful world of online publishing, WordPress-style!

				For advanced WordPress programming professionals, go to Part III to build your own WordPress themes. 

				Installing WordPress in Just Five Minutes

				WordPress prides itself on something they call the five-minute install. Truth is, it rarely takes five minutes to install WordPress, it is usually a lot faster. But sure, if you consider download time and if your Web host is a slow one, then five minutes may be accurate.

				While this book assumes that you know a thing or two about WordPress, it makes sense to go over the install just to be thorough. So here it is; how to install WordPress.

				Running WordPress Using a Web Host

				First, find a Web host that meets the WordPress software requirements. The host needs to run PHP and MySQL, and preferably Apache or Nginx as well, so that you can get permalinks out of the box without any tweaking. Most decent Web hosts will do, but you should go to http://wordpress.org/about/requirements to check the latest needs for the current WordPress version, just in case. Ask your Web host if you’re uncertain (see Figure 1-1 to download the WordPress software files).

				[image: 9780470669907-fg0101.eps]

				Figure 1-1: Download the WordPress software files at wordpress.org/download

				Second, you need to set up everything with your Web host. That means that you need to set up a MySQL database and a user with read and write privileges. How you do this will depend on your Web host, so consult their control panel or ask the support staff. Just keep the database name, and the username and password handy; you need them to install WordPress.

				Now you can get started! Download the latest software version from http://wordpress.org/download. I start by going over the hands-on, edit-everything-yourself install, and then I get to the WordPress guided steps. Start by opening wp-config-sample.php. Find these lines:

				// ** MySQL settings - You can get this info from your web host ** //

				/** The name of the database for WordPress */

				define(‘DB_NAME’, ‘database_name_here’);

				/** MySQL database username */

				define(‘DB_USER’, ‘username_here’);

				/** MySQL database password */

				define(‘DB_PASSWORD’, ‘password_here’);

				/** MySQL hostname */

				define(‘DB_HOST’, ‘localhost’);

				/** Database Charset to use in creating database tables. */

				define(‘DB_CHARSET’, ‘utf8’);

				/** The Database Collate type. Don’t change this if in doubt. */

				define(‘DB_COLLATE’, ‘’);

				This is where you add the database information: the database name, the username, and the password. In some cases, you’ll need to swap localhost for a database server if your Web host has one of those. Again, consult your Web host if you’re uncertain.

				This is how it could look when filled out:

				// ** MySQL settings - You can get this info from your web host ** //

				/** The name of the database for WordPress */

				define(‘DB_NAME’, ‘swpt_WordPress’);

				/** MySQL database username */

				define(‘DB_USER’, ‘kingofkong’);

				/** MySQL database password */

				define(‘DB_PASSWORD’, ‘Xgg%4ZZ89QwC’);

				/** MySQL hostname */

				define(‘DB_HOST’, ‘localhost’);

				/** Database Charset to use in creating database tables. */

				define(‘DB_CHARSET’, ‘utf8’);

				/** The Database Collate type. Don’t change this if in doubt. */

				define(‘DB_COLLATE’, ‘’);

				Now, while that would do it, you should be sure to get the necessary secret keys to help prevent malicious use of your software. You can find these lines in the wp-config-sample.php file:

				/**#@+

				 * Authentication Unique Keys and Salts.

				 *

				 * Change these to different unique phrases!

				 * You can generate these using the {@link https://api.wordpress.org/secret-key/1.1/salt/ WordPress.org secret-key service}

				 * You can change these at any point in time to invalidate all existing cookies. This will force all users to have to log in again.

				 *

				 * @since 2.6.0

				 */

				define(‘AUTH_KEY’,         ‘put your unique phrase here’);

				define(‘SECURE_AUTH_KEY’,  ‘put your unique phrase here’);

				define(‘LOGGED_IN_KEY’,    ‘put your unique phrase here’);

				define(‘NONCE_KEY’,        ‘put your unique phrase here’);

				define(‘AUTH_SALT’,        ‘put your unique phrase here’);

				define(‘SECURE_AUTH_SALT’, ‘put your unique phrase here’);

				define(‘LOGGED_IN_SALT’,   ‘put your unique phrase here’);

				define(‘NONCE_SALT’,       ‘put your unique phrase here’);

				Now, open your favorite Web browser and go to https://api.wordpress.org/secret-key/1.1/salt. Here you’ll get some random lines of secret keys (as you see in Figure 1-2), different keys with each browser reload. Copy these, and replace the lines in the wp-config-sample.php file. The results could look something like this:

				/**#@+

				 * Authentication Unique Keys and Salts.

				 *

				 * Change these to different unique phrases!

				 * You can generate these using the {@link https://api.wordpress.org/secret-key/1.1/salt/ WordPress.org secret-key service}

				 * You can change these at any point in time to invalidate all existing cookies. This will force all users to have to log in again.

				 *

				 * @since 2.6.0

				 */

				define(‘AUTH_KEY’,         ‘/4t`.1}GnupQ(]XMS}6o6Qcv|.]t{K`v[50DzU~|juF]|z2yoZ >Ya$riv)2R];Z’);

				define(‘SECURE_AUTH_KEY’,  ‘0S}v/wtac{N-YxX]b_r6`W;cm2FWonA_^2os|XbFz{M<Q;n|e$LrNEy}Ft2|0c|N’);

				define(‘LOGGED_IN_KEY’,    ‘rZU|=os,q?sFKgru]p=|Ur4;xO=hTZC-TWh@w ep2G2I=JFt3?`+(0thNHwif2$|’);

				define(‘NONCE_KEY’,        ‘3~Im%^2b3quR]3i=OHxVib-h`npIW4u%]BGq03BgB?8%O@H}76TKLp1|~X/!<xJ-’);

				define(‘AUTH_SALT’,        ‘XWLUdK^7SvEd`|XE,SDh`LkP]AvmB=-Aq(~wh.d5q1Zo7@g C=H6#|C?O+q+5-8?’);

				define(‘SECURE_AUTH_SALT’, ‘KM=Qr1FVvY>vEtkvw^vJZC/U#J}-il*BWLn`nZ+%8>6d-F=Pl*sUxT6yNg[t6,4.’);

				define(‘LOGGED_IN_SALT’,   ‘GW7z3!E@ rHQv#QPdA_SE?kR3*YBnO.`(,V<_L 0L{O};k}`,t)xQ|qN?wFR`d=s’);

				define(‘NONCE_SALT’,       ‘|/R:TYW><?k?`ogGp+N{ge+( )|y-F(J$ff&E#xMnH.o|ulrDs=+Uy<A9[FQPsxI’);

				[image: 9780470669907-fg0102.eps]

				Figure 1-2: The secret keys change with every reload

				Finally, you may want to change the default language. I’m Swedish, so I usually launch blogs in Sweden in my native language. A listing of all language files are available at http://codex.wordpress.org/WordPress_in_Your_Language in the WordPress Codex. I save these language files for later, and then upload them with all the other WordPress files. For now, all I need to know is the language code. For Swedish, it is sv_SE, as I can see from the language filenames listed on the Codex page.

				To change the default language, find this section of code:

				/**

				 * WordPress Localized Language, defaults to English.

				 *

				 * Change this to localize WordPress.  A corresponding MO file for the chosen

				 * language must be installed to wp-content/languages. For example, install

				 * de.mo to wp-content/languages and set WPLANG to ‘de’ to enable German

				 * language support.

				 */

				define (‘WPLANG’, ‘’);

				All I need to do is type my language code so that WordPress knows to swap the default English language with the one that I pick. After I set the install to use Swedish as the default language, the rest of the process will be in Swedish.

				/**

				 * WordPress Localized Language, defaults to English.

				 *

				 * Change this to localize WordPress.  A corresponding MO file for the chosen

				 * language must be installed to wp-content/languages. For example, install

				 * de.mo to wp-content/languages and set WPLANG to ‘de’ to enable German

				 * language support.

				 */

				define (‘WPLANG’, ‘sv_SE’);

				When you’re done, change the filename from wp-config-sample.php to wp-config.php. The sample filename is just a sample, after all. 

				For more information about localization, see Chapter 6.

				But wait! Sometimes all these steps are completely unnecessary. If your host supports it, you can just upload WordPress (which you’ll do in the next step, otherwise) and point your Web browser to your URL. A guide takes you through the process. You basically fill out the database details, and that’s that. However, you can’t change the language this way, so it helps to know your way around the wp-config.php file!

				Not everyone feels confident installing WordPress using the Web browser, especially since it involves sending your MySQL username and password unencrypted. It is safer to do the edits in wp-config-sample.php, rename it to wp-config.php, and then upload it using FTP with a secure connection (which your host needs to support). Otherwise, someone could sniff your online traffic and pick up your database username and password.

				Now upload the whole thing. Open up your favorite FTP client (if you don’t have one, just get Filezilla from http://filezilla-project.org) and connect to your Web host. (If that sounds like Greek to you, consult your Web host for help.)

				When connected to your Web host with FTP, find the folder in which you want to install WordPress. Upload the WordPress files within the wordpress folder, which you got from http://wordpress.org. If you changed the default language in wp-config.php, you’ll also want to upload the language file. Create a folder called language in wp-content, and upload the language file to that folder.

				After all the files are uploaded, you can install WordPress. Just point your Web browser to the folder where you installed the WordPress files, and you are asked to fill in a name for your blog, as well as the contact e-mail address. Click the Next button and you get an admin username and a password. Now, click the Finish button and then you log in. Do that with your admin username and password, and there you go: you’ve installed WordPress!

				You’ll want to review each option in the Settings part of the WordPress admin panel. Just start from the top and make sure that you activate permalinks, since it looks better and search engines like them. I get to the ideal settings later in this chapter, so either wait until then or set everything up the way you see fit for now.

				Did it take five minutes? I bet less. Reading this section definitely took longer than installing the software, didn’t it?

				Running WordPress Locally

				You don’t actually need a Web host to start using WordPress, at least not for your own testing and development purposes. All you need is a local server environment that is WordPress-compatible, which is a breeze these days. Long gone is the need for an old Linux server in the closet. Instead, you can run WordPress on your Mac or PC using MAMP (that is, Mac, Apache, MySql, and PHP, Perl, or Python) or WAMP (that is, Windows, Apache, MySql, and PHP, Perl, or Python) respectively.

				In fact, although several ways exist to run the program locally, both MAMP and WAMP are free to download and use, so I focus on those to get you started. 

				Setting Up MAMP for your Mac

				MAMP is the best solution for running Web sites locally on your Mac. It is free, although there is a Pro version available (and included in the download as well), and it is very easy to use.

				First, go to www.mamp.info to download the MAMP package. After you download the software, you have the option to install MAMP or MAMP PRO — you want the former unless you want to pay more for some reason. Just install it like you always do on a Mac, by dropping the program in Applications.

				Next, launch MAMP (for the Mac installation, see Figure 1-3), which is in Applications/MAMP unless you’ve installed it elsewhere.

				[image: 9780470669907-fg0103.eps]

				Figure 1-3: Use MAMP to run a Web site locally on your Mac

				You might want to go through the settings, but in most cases you can just leave it. It works out of the box. Only change these settings if you know you need to do something particular to your computer setup.

				One thing you might want to change is where the htdocs folder is located. This folder is your local server root, so to speak. Because it is located under the MAMP folder by default, you may want to move it somewhere else; this is entirely optional and managed in the MAMP settings. You need to open the actual MAMP software to access these settings; there are no links or buttons to the settings panels from the Dashboard widget (see Figure 1-4).

				[image: 9780470669907-fg0104.eps]

				Figure 1-4: The MAMP Dashboard widget

				The last thing you need to do, barring actually starting the MAMP server (which is done through the app, or the excellent Dashboard widget), is to create a database for your local install. You’ll find a link to PhpMyAdmin on the MAMP start page (Figure 1-5 shows where to create your database), easily reached from the MAMP program, if you forget the URL or accidentally close it. Log in with your MySQL credentials, which you’ll find on the MAMP start page in your Web browser. 

				[image: 9780470669907-fg0105.eps]

				Figure 1-5: The MAMP start page in your default Web browser

				In PhpMyAdmin (see Figure 1-6), just create a new database by giving it a name, and then click the Create button.

				[image: 9780470669907-fg0106.eps]

				Figure 1-6: PhpMyAdmin home page

				That’s it! Now you can install WordPress just like you would if this were a normal Web server. Just copy the WordPress files where you want the install, under htdocs obviously, and then install it like you usually do.

				Setting Up Wampserver for your PC

				WampServer is one of several WAMP solutions for Windows PCs. Just like MAMP, it is free to use and simple to install and manage. (As you can see in Figure 1-7, I have the French version.)

				To download the WampServer software, go to http://www.wampserver.com. It is released under the GPL license and comes as an executable installer file (a dot EXE), so no worries there. Just download it and install it wherever you want.

				After you install (and launch, obviously) the software, you see a menu icon on the bottom right of your screen, which gives you access to your Wampserver settings and files. So if you need to hack the php.ini file, for example, you can get to that quickly from here. It is actually pretty neat the way the Wampserver is always at your disposal in this way. What you want to do for now, however, is launch your localhost default page (unlike in Figure 1-8, you may launch your version in English).
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				Figure 1-7: Get Wampserver for free for your PC
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				Figure 1-8: The localhost default page

				After you launch your Web browser and the localhost page, you can gain quick access to the most necessary information. You can find PhpMyAdmin (to install WordPress on a PC, see Figure 1-9), as well as the phpinfo page, which displays what’s running in a nifty manner. PhpMyAdmin works just as it does under MAMP, so all you need to do is to create a database and go from there.
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				Figure 1-9: PhpMyAdmin, again

				Where you actually store your files depends on how you’ve set up Wampserver. Just look for the Wampserver icon on the bottom right of your screen to find your way. That’s about all there is to it!

				What About Linux?

				As one might guess, there are many options for running a local server under Linux, including the popular LAMP package (Linux, Apache, MySQL, and PHP). If you have Linux installed, chances are that you’ve already got it under the hood, which actually is true for Mac OS X, as well. If you know what you’re doing, you can just use Apache, MySQL, and PHP without relying on any MAMP or Wampserver-like software, but otherwise turn to Google (or any other search engine) to find a solution that fits your Linux distribution of choice. 

				Fine Tuning Your WordPress Settings

				You can adjust the site settings in the WordPress admin panel, more specifically in the options found under Settings in the left column. After completing the installation, you may want to take a closer look at them. Go over them all and set up your site according to your needs, with time zones and whatnot. Some of the settings are a bit more important (that is, more crucial) than others, so let’s take a closer look at those.

				Permalinks

				First, be sure to enable the permalinks feature, which tells WordPress how the URLs for your posts and Pages will look. You find these settings under Settings, and then Permalinks (Figure 1-10 shows the Permalink Settings screen located in the admin panel). Your actual setup is up to you; just pick settings that you feel make sense. Many theories exist as to what leads to the best rankings in search engines like Google, but I stay clear of those in this book. Research for yourself, but in short, make sure that the post name is in the permalink. See the Codex page on permalinks for more funky options than the suggested defaults: http://codex.wordpress.org/Using_Permalinks.

				[image: 9780470669907-fg0110.eps]

				Figure 1-10: The Permalink Settings screen found on a WordPress site

				It’s worth mentioning here that for the permalink settings to work you need to be able to write to the .htaccess file on your Web host. If WordPress can write to the server, it will create an .htaccess file for you; otherwise, you’ll have to do it and make it writeable. If this sounds scary, just follow the instructions on-screen should WordPress not be able to save to the .htaccess file. You’ll get a box with the necessary code; just copy and paste it into a text file. Upload that to your WordPress directory (where you’ve got wp-config.php, among other things); rename it .htaccess, and you’ll be fine.

				Media Settings and the Upload Folder

				The Media settings are important since they tell your WordPress install how to scale images and manage embeds in your theme. Every image that you upload though the media manager in WordPress, whether it is when writing a post or from the Media Settings screen in the admin panel, is actually saved in up to three sizes. First, there’s the thumbnail, which is a small, cropped thumbnail-size version of the image. Then there’s the medium-size image, and a large-size one, which are both uncropped versions of the original image, scaled down. These three image sizes are scaled according to the settings on the Media Settings screen (Figure 1-11 is where you specify image dimensions). Make sure that they fit your site. For example, the medium-size image could be used on some Pages where the amount of space is limited, while the large image is the full width available. Take these sizes into consideration when designing your own themes in the future.

				Obviously the original image, the one you uploaded, is saved in full size as well. You can add more sizes with themes and plugins, so you’re in no way limited to these three sizes. Should the original image be smaller than, say the large image, you won’t get one of those, obviously. WordPress only scales down images, never up, since the scaled-up images look bad.
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				Figure 1-11: Media Settings located under Settings in your admin panel

				Finally, under the Miscellaneous settings, also found under Settings in the admin panel, you can decide where you want your uploads stored. Usually you won’t touch this, but sometimes you may need it. Take a look and remember that the folder that you specify needs to be writable so that WordPress can save your images there. If you ever get an error that your uploads folder isn’t working, check these settings.

				Other noteworthy Settings

				Also check out the General, Writing, Reading, Discussion, and Privacy settings under Settings in the admin panel. The General Settings allow you to change your WordPress tagline, “Just another WordPress site,” which may not be what you want to convey. The settings for dates, e-mail, and things like that are all pretty straightforward.

				The Reading and Writing settings let you specify how many posts to show per page, whether the front page displays your latest posts or is a static Page, and so on. The Discussion settings page contains information for your comment sections, such as if you allow threaded comments, avatars, and things like that. You can also hide your site from search engines in the Privacy settings. Again, these settings are pretty straightforward, so dig in and get yourself acquainted with your options.

				Shameless Self Promotion

				For more on the WordPress install, consult the Codex (http://codex.wordpress.org). You might also want to get the book Smashing WordPress: Beyond the Blog (Wiley Publishing, Inc.), which discusses the install in detail and talks more about securing it, moving it to a different folder, and related items. Incidentally, it is written by yours truly!

				WordPress Theme Files

				This book is all about themes, and as such it is important that you get the lingo right from the start. Since you’re a WordPress user, you already know that a theme is something of a skin for your WordPress site, containing all the styles necessary to make it look great. The theme can also contain functionality normally associated with plugins, but that’s a different matter.

				Your theme resides in the themes folder, found within the wp-content folder, which sits in the root of your WordPress install. Every theme has its own folder, and that theme folder contains a stylesheet, template files, and possibly images and other files needed. The stylesheet is mandatory, the template files are usually necessary, and the rest is icing on the cake (view the theme folders in Figure 1-12). So the essential WordPress theme files are, as follows:

				• Stylesheet file: Defines the appearance of your theme 

				• Template file: Outputs your content to your Web site

				• Functions.php file: Allows you to add other new features (such as widget areas)

				• Other files: Includes images (such as JPEGs) or Java Scripts, for example

				Your stylesheet file is named style.css and contains the theme information at the top, in a predetermined format unique to WordPress. Other than that, style.css is a regular stylesheet and you use it as such. That means you can style your links, set your fonts, and do all those things here, or at least import other stylesheets where you do so if you want to put everything in its own stylesheet. The important thing is that your style.css, the primary stylesheet file, contains the theme information.

				The template files are PHP files containing the code that outputs content from your WordPress site. The code is a mixture of PHP, HTML, and the WordPress template tags, which in turn are PHP themselves. I get to that later. What’s important is that you know that template files are PHP files used to output your content. That means that the index.php, header.php, footer.php files, and so on in your theme are template files.
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				Figure 1-12: The default WordPress TwentyTen theme’s folder as seen via FTP

				Functions.php is one PHP file that is a little different from the others. This little file doesn’t display any particular Page or part of your WordPress site (unless you count pages in the admin area, which can be created from functions.php), but rather contains plugin-like functionality, your widget declarations, and related items. In short, while functions.php is a template file, it is also primarily used to add features that you can use globally across your theme.

				As I said, the rest is icing on the cake. Most themes contain images, some have JavaScript files, and so on. A theme can contain just about anything that you need, so it isn’t limited to the stylesheet and the template files. It is also worth noting that while your theme must reside in a folder in wp-content/themes, the theme folder itself can have subfolders. That’s handy if you want to put images in one place, stylesheets (but not style.css) in another, and so on.

				WordPress As a CMS

				As a regular WordPress user, you may already know how to publish posts and Pages, change current themes and install new ones, and activate plugins. You can drop widgets in their widget areas, and add users with the appropriate capabilities. If you feel uncertain of any of this, you should play around with your WordPress install, publish some posts and Pages, swap a few themes, and use some widgets.

				But while a lot of us use WordPress for traditional blogging, you can clearly do a lot more than that. The evolution of the platform is stunning, and you’ll soon find that mere blogging is the simplest form of WordPress usage. (Maybe static corporate sites are even simpler, but that really doesn’t matter.)

				What I want to do is plant the thought that WordPress is a lot more than a blogging platform. It’s a CMS, and with WordPress 3.0 or later and the addition of custom post types (which I get to in a little bit), it gets a lot easier to do cool stuff with the platform.

				Don’t think too much about WordPress’ blogging past. It is still a great blogging platform, but it can be so much more. A community, the basis for an e-commerce site, a photo portfolio, a newspaper, an online magazine . . . . All it needs is for you to create the themes for it.

				For several versions the WordPress developers have been able to build pretty advanced Web sites using WordPress. That’s nothing new, but with the change of the default “Just another WordPress blog” tagline to “Just another WordPress site,” both the developers and the platform are telling us that this is something more than just blogging. If you read my book Smashing WordPress: Beyond the Blog this is old news to you. I’ve already shown you that you can build many types of sites with WordPress, and I continue doing that in this book as well.

				Posts, Pages, and New Custom Post Types

				As you know, the two primary types of content in WordPress are posts for your typical blog, and Pages, which in the same typical blog is the static content, such as About and Contact pages. Note that Pages is spelled with a capital P; this is to make it clear that it is the Pages in the context of WordPress that is intended, and not a regular page on a Web site.

				Posts are used with categories and tags (known as taxonomies), and are in the WordPress content flow (or loop). Posts are obviously ideal for blog posts, but also for news, reviews, tips, and other kinds of content that are updated frequently. (By updated I really mean added to, since you add more posts rather than update your current ones.)

				Pages, on the other hand, lack both categories and tags, and are meant just for static content. The About page example on your typical blog applies, as do contact information pages, staff listings, and things like that. Pages are more static; you create them, publish them, and then you might update them once in a while, but that’s about it. The idea is that Pages aren’t in the content flow in the sense that they show up on the front page like posts traditionally do. Pages stand on their own.

				When building WordPress sites you should always consider what parts of the site will be posts and what will be Pages. Need a news section? That’s probably a category with a bunch of news posts in it. Want to publish a Google Map with the direction to your office? You should probably do that on a Page since there’s no need to update it other than when you move.

				Taxonomies

				Categories and tags are both default examples of taxonomies, as they are ways to file your posts. Taxonomies only work with posts, not with Pages, so you need to keep that in mind.

				• Category: Hierarchical by nature. That means that you can add a category, and then add a subcategory should you want to. A post can belong to several categories, or just one.

				• Tag: Basically a keyword that you can add to your post. You type it in (or pick from the suggested ones), and that’s it. Tags have no relationship with each other; they just associate the post with the keywords you’ve added.

				• Custom taxonomy: An archive distinct from categories and tags that function like tags, but maintain an individual presence. 

				Both categories and tags are great tools to create new parts of a site. A category called “News” shows all posts associated with it, which gives you a news section. Tags, on the other hand, are better used to link posts together by niche topic, so if you have a bunch of news posts about Google, for example, you’d tag them with “Google,” and hence you’ll get an archive with all the posts tagged “Google.” Basic stuff.

				However, you can also create your own taxonomies (Figure 1-13 shows my Artists taxonomy). Sometimes you need more filing options for your posts, and that’s when you’ll add new taxonomies, in addition to categories and tags. For example, say you run a music site and want to separate the artists from your categories and tags, hence creating an artist archive. You can create a custom taxonomy called “Artists,” and tell it to function as a tag. With a few lines of code you end up with a second tag box on the Edit Post screen named “Artists,” and you can tag away. The tags in the “Artists” taxonomy are separate from the default tags, which means that you can use them for whatever needs you have. An artist index perhaps?

				Creating a custom taxonomy is easy. You just declare it in your theme’s functions.php, and then you can start using it. I’ll show you how to do this later on. For now you just need to know that you’re not tied down to just the default categories and tags for filing your posts — you can add your own rules.
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				Figure 1-13: A custom taxonomy box for artists on a new post

				Custom Post Types

				Custom taxonomies aren’t the only cool feature that can help you take control of your content. Another great tool for making WordPress easier to use, both as a designer and in the backend, is custom post types (Figure 1-14 displays my custom Podcast post). Just as custom taxonomies let you create new taxonomies in addition to the default categories and tags, custom post types let you define new kinds of posts. Or, to put it simply, you can create an additional Posts menu in the WordPress admin panel called anything you like — Podcasts, perhaps — and then create Podcasts posts in it. These posts then can live their own lives on your site, or be included in the regular loop if you prefer.

				What’s even better, you can control what your new post types will support. Maybe you don’t want to be able to add custom fields or an excerpt to your custom post type? Then you can remove these boxes. For you and me, this probably doesn’t matter much; we’re used to working with WordPress and aren’t daunted by a custom fields box on the Edit Post screen. Less WordPress-savvy users, however, might find it stressful to have a lot of boxes to fill with information, despite them not being needed.

				Most, if not all, things you can do with custom post types are technically possible with the use of custom fields and a sensible category or tagging setup. However, custom post types mean that you can create a more logical backend for your users, saving them from a bunch of fields and decisions when they really just want to post content.

				We use customs post types in projects in Chapter 9.
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				Figure 1-14: Look at that, a custom post type called Podcasts

				The WordPress Codex

				Your best friend online when working with themes is definitely the WordPress Codex, located at http://codex.wordpress.org. That’s the documentation wiki for WordPress, and while it is not perfect, it contains information on everything from theme files to template tags, and more (Figure 1-15 shows you the Codex Main Page). If you need to know what a specific code snippet can do, you’ll start there. For the basic stuff, you’ll find adequate descriptions of what this and that does, and nice lists of functions you can use and so on. However, as your needs grow, you’ll find that Google (or whatever search engine you fancy) is necessary. The Codex isn’t complete. It is still the go-to place when it comes to finding out what you can do with a specific template tag, for example, but you’ll most likely not find every answer there.

				If you want to you can help fill in the blanks, add examples to tricky parts, or in any other way help update the Codex. There’s a WordPress documentation team that most likely would love to get in touch with you, so get in touch with them if you’d like to help: http://codex.wordpress.org/Documentation team. Just like WordPress, the Codex relies on users to participate in the open-source spirit.

				Other than the Codex, you’ll find great help on the WordPress support forums at http://wordpress.org/support. A lot of talented WordPress users are participating there, and chances are someone else already had your problem, so a quick search might very well answer your question.
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				Figure 1-15: The WordPress Codex

				Wrapping It Up

				Right, that’s it for the basic stuff. You’ve got your install up and running, and an overview of theme files and how things work and relate to each other.

				In other words, it is time to get your hands dirty and dive into the themes themselves. To build themes you need to know about template tags, the PHP code that WordPress uses to actually output something on the screen for your visitors. If the theme is the skin of a WordPress site, and the template files within the theme is the skeleton, then the template tags are the organs that make everything work. Without them, you’ll have no posts or Pages. Sounds like something you need to know about, right?

			

			
		
		

	
		
			
				
				Chapter 2: This is a Theme

				The theme is what your visitors see, it is the skin for your content, the GUI and design of your Web site. Creating a nice-looking design is one thing, translating it to something that WordPress can interpret is another. That is where the theme and its files come in.

				This chapter is all about understanding the theme files, and then doing a few interesting things with them. It is the first step towards further development of your own theme, really.

				About Themes

				I touch this briefly in Chapter 1, so you already know that your theme consists of at least one main stylesheet and some template files. The template files are PHP files containing the code snippets that you need to display your site’s content. A few key template files are header.php, index.php, sidebar.php, and footer.php. And the functions.php template file is a bit different from the other ones; it really isn’t displaying a part of your site, but rather adds functionality to it.

				• Stylesheet file: Defines the appearance of your theme, and contains the WordPress-specific theme declaration at the top

				• Template file: Usually outputs your content to your Web site with the loop

				• Functions.php file: Allows you to add other new features (such as plugins)

				• Other files: Like images, Java Scripts, and so on

				I rely on the Twenty Ten theme to show off these things in this chapter. Twenty Ten replaced the old default theme, formerly known as Kubrick, in WordPress 3.0; the Twenty Ten theme now ships as the WordPress default theme. It is a nice basis to start building WordPress sites on (see an array of themes in Figure 2-1).
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				Figure 2-1: The Manage Themes screen in the WordPress admin panel

				The loop is what really makes WordPress tick. With PHP, you use it to loop through and output content from the database. You’ll find it in most template files that are used to control content. I discuss the loop in more detail later in this chapter, and even further later in the book.

				WordPress then knows what to output thanks to template tags. These are actually PHP functions that you can use in your theme to get the result that you want. A lot of them are used within the loop, to output things like post or Page titles, the content, and so on. I go in depth with them later in this chapter as well, especially when I start building themes of our own. 

				The Stylesheet

				The stylesheet, or style.css, is the theme file that contains the information of the theme. WordPress reads the top part of this file to discern if the files found in wp-content/themes are in fact a theme, or just some random nonsense. This is called the theme declaration.

				Theme Declaration

				The stylesheet, style.css, is necessary for WordPress to understand that your files are in fact a theme. In other words, you need style.css, and you need this data at the very top of that file in this format:

				/*

				Theme Name: The Theme Name Goes Here

				Theme URI: http://your-theme-url.com

				Description: A description of your theme (basic HTML will work).

				Author: Your Name

				Version: 1.0

				Tags: wordpress.org compatible tags

				*/

				Not all of this is necessary. The “Tags” part is for wordpress.org themes directory compatibility, for example. There’s more on making your theme wordpress.org compatible later on. For now, let’s just call it good form.

				For comparison’s sake, here’s the theme declaration for the new default theme (as of WordPress 3.0), Twenty Ten. I get into that in greater detail in Chapter 3.

				/*

				Theme Name: Twenty Ten

				Theme URI: http://wordpress.org/

				Description: The 2010 theme for WordPress is stylish, customizable, simple, and readable -- make it yours with a custom menu, header image, and background. Twenty Ten supports six widgetized areas (two in the sidebar, four in the footer) and featured images (thumbnails for gallery posts and custom header images for posts and pages). It includes stylesheets for print and the admin Visual Editor, special styles for posts in the “Asides” and “Gallery” categories, and has an optional one-column page template that removes the sidebar.

				Author: the WordPress team

				Version: 1.1

				Tags: black, blue, white, two-columns, fixed-width, custom-header, custom-background, threaded-comments, sticky-post, translation-ready, microformats, rtl-language-support, editor-style

				*/

				The theme declaration should always be at the very top of your style.css file. Underneath, you can put whatever you want, but this is necessary at the top, otherwise WordPress won’t get the information it needs (see the Twenty Ten theme in Figure 2-2).
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				Figure 2-2: The Twenty Ten theme packed with test content

				Just put your regular styles under this, just like you would when using an external stylesheet file. It hardly needs to be said that using an external stylesheet in WordPress is the way to go. Don’t put the styles directly in header.php, or things like that, it is bad form.

				Now, that doesn’t mean that you can’t have numerous stylesheets for your theme, it just means that one needs to be called style.css, and that it is prudent to make this the main one. Some people prefer to have their CSS resets in one stylesheet, typography in another, and so on. That is all a matter of taste. You could just as well have everything in your style.css file. Larger sites should be careful not to have too many stylesheets, because you’ll need to call them somehow, either in your style.css file or from the HTML header in header.php. Each call is an HTTP request and this puts more strain on your system and could slow down your site. Splitting up your stylesheet into several files for development purposes may be a good idea, although that is a personal preference and you should do what you feel most comfortable with.

				The following features are some optional things you can do with style.css. They’re optional, and help in various situations, so it is good to know about them. For example, you don’t need to add tags meant for the wordpress.org themes directory if you have no intention of submitting your theme, and so on.

				Set tags for your theme

				If your theme is included in the wordpress.org themes directory, then you can set tags for it in your styles.css file. These tags are predefined and can be found in the theme submission instructions: http://wordpress.org/extend/themes/about. Below is the part of the Twenty Ten stylesheet that lists the tags for that particular theme.

				Tags: black, blue, white, two-columns, fixed-width, custom-header, custom-background, threaded-comments, sticky-post, translation-ready, microformats, rtl-language-support, editor-style

				Define a child theme

				In your style.css file, you can define a parent theme that makes your theme a child. I discuss this further in Chapters 3 and 4, but in short, you define the theme that you want WordPress to consider as the parent of your own theme by adding its folder as a parent in your theme’s style.css. This means that the theme will revert to its parent theme whenever it lacks something. So if the child theme doesn’t have a sidebar.php template but a sidebar is called, it will use the parent theme’s sidebar.php instead.

				When the child theme has a template, it take priority over the parent theme’s template file. This way you can maintain themes with minimal effort if you’ve got a decent setup. In the following example, you’re looking at a dummy theme that relies on the Twenty Ten theme as a parent.

				/*

				Theme Name: Dummy Child Theme

				Theme URI: http://dummy-url.com/

				Description: This is a dummy theme relying on TwentyTen.

				Author: Crash Test Dummy

				Version: 1.0

				Tags: black, blue, white, two-columns, fixed-width, custom-header, custom-background, threaded-comments, sticky-post, translation-ready, microformats, rtl-language-support, editor-style

				Template: twentyten

				*/

				Add comments for developers

				In your stylesheet file, you can also add some comments to your theme for other developers to see. These comments won’t show up in the WordPress admin panel or anything; they are for development purposes only. 

				Maybe you’re using code from someone else and want to credit it, things like that. Just add /*, and then type your comment, ending with */. As you can see from the following example, you can just add your comment to the top, have several lines of code, and add additional comments, as with any stylesheet.

				/*

				Theme Name: Twenty Ten

				Theme URI: http://wordpress.org/

				Description: The 2010 theme for WordPress is stylish, customizable, simple, and readable -- make it yours with a custom menu, header image, and background. Twenty Ten supports six widgetized areas (two in the sidebar, four in the footer) and featured images (thumbnails for gallery posts and custom header images for posts and pages). It includes stylesheets for print and the admin Visual Editor, special styles for posts in the “Asides” and “Gallery” categories, and has an optional one-column page template that removes the sidebar.

				Author: the WordPress team

				Version: 1.1

				Tags: black, blue, white, two-columns, fixed-width, custom-header, custom-background, threaded-comments, sticky-post, translation-ready, microformats, rtl-language-support, editor-style

				        Here are my theme comments, added to TwentyTen’s style.css.

				        Some more! Here!

				        

				        And a third line with a blank one above.

				*/

				body { background: #fff; }

				/* An additional comment in the file! */

				p { font-weight: bold; }

				That’s it for stylesheets; now let’s move on to the PHP template files.

				The template files at your disposal

				This link gives an overview of all the template files that you can play with, and what they default back to should they be absent from your theme’s folder (http://codex.wordpress.org/template).

				The template files are PHP files containing the code snippets needed to display your site’s content. A few key template files are header.php, footer.php, index.php, and sidebar.php, as you probably remember (see Figure 2-3 for an overview of these files).

				Other possible template files for various parts of your site range from the single-post view (single.php for example, which is used when you view a post) to how a 404 page not found should be displayed (404.php). Figure 2-4 shows a single-post view.
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				Figure 2-3: A typical theme setup portrayed using the Twenty Ten theme
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				Figure 2-4: A single post in the Twenty Ten theme, controlled by single.php

				The really nice part is that you don’t need to use all of these template files, because most of them (although not all) will revert to index.php should they be absent. So you don’t need them all, is what I’m saying, although you’ll probably want them when you’re building advanced sites.

				If your theme is lacking a category.php template file, WordPress uses index.php instead. Sometimes there are more than one file to default back to, however, so there is something of a hierarchical order (for an overview of the template file hierarchy, go to http://codex.wordpress.org/Template_Hierarchy). For example, if you have a template file for your News category, you can name that one category-news.php. Should it be absent, WordPress reverts to category.php, and then back to index.php. 

				You don’t need all these template files, you can just as well do everything in index.php with some fancy coding (with conditional tags, I get to that in Chapter 3). In fact, if your site is a simple one, it might not even be all that fancy or hard to pull off. However, this will be a bit messy. Most of the time it is better to split everything up in separate template files than to make index.php do everything at once. It is also a matter of performance, since a massive index.php powering your whole site will mean an unnecessary amount of code being parsed all the time. Utilizing the various template files available is a better choice.

				Header and Footer Template Files

				Besides style.css and index.php (assuming you’re not doing a child theme), the two template files that you need in every theme are header.php and footer.php. These two files start and stop WordPress, are easily called (included really) by template tags in every other template file, and make things a lot easier on you.

				Think about it, having a file containing the top of your site — from logo and menu to the actual wrapping div’s that control the layout — and another file doing the same with the bottom, sure sounds like a good idea, right? It is, and it’s not something the WordPress developers thought of first, and it is common practice.

				Also, another good thing about having a header.php and a footer.php is so you initiate some stuff in the header section of your theme. WordPress then knows what to do, when to start doing it, and things like that. 

				The Header Code

				The following is the header.php file from the Twenty Ten theme (see the final header in Figure 2-5), which contains a whole lot of stuff you might not actually need, and obviously a bunch of important things as well. Code within /* and */ are commented, as are PHP lines with // in front of them.
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				Figure 2-5: The Twenty Ten header

				<?php

				/**

				 * The Header for our theme.

				 *

				 * Displays all of the <head> section and everything up till <div id=”main”>

				 *

				 * @package WordPress

				 * @subpackage Twenty_Ten

				 * @since Twenty Ten 1.0

				 */

				?><!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title><?php

				        /*

				         * Print the <title> tag based on what is being viewed.

				         */

				        global $page, $paged;

				        wp_title( ‘|’, true, ‘right’ );

				        // Add the blog name.

				        bloginfo( ‘name’ );

				        // Add the blog description for the home/front page.

				        $site_description = get_bloginfo( ‘description’, ‘display’ );

				        if ( $site_description && ( is_home() || is_front_page() ) )

				                echo “ | $site_description”;

				        // Add a page number if necessary:

				        if ( $paged >= 2 || $page >= 2 )

				                echo ‘ | ‘ . sprintf( __( ‘Page %s’, ‘twentyten’ ), max( $paged, $page ) );

				        ?></title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php

				        /* We add some JavaScript to pages with the comment form

				         * to support sites with threaded comments (when in use).

				         */

				        if ( is_singular() && get_option( ‘thread_comments’ ) )

				                wp_enqueue_script( ‘comment-reply’ );

				        /* Always have wp_head() just before the closing </head>

				         * tag of your theme, or you will break many plugins, which

				         * generally use this hook to add elements to <head> such

				         * as styles, scripts, and meta tags.

				         */

				        wp_head();

				?>

				</head>

				Now, you don’t need all that in your own theme, but some things are important. For example, it is a good idea to include the stylesheet so that your styles will load:

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				Other parts are necessary to validate, like a proper title for example. However, the one really important piece of code here is the one that kicks off WordPress:

				<?php

				        /* We add some JavaScript to pages with the comment form

				         * to support sites with threaded comments (when in use).

				         */

				        if ( is_singular() && get_option( ‘thread_comments’ ) )

				                wp_enqueue_script( ‘comment-reply’ );

				        /* Always have wp_head() just before the closing </head>

				         * tag of your theme, or you will break many plugins, which

				         * generally use this hook to add elements to <head> such

				         * as styles, scripts, and meta tags.

				         */

				        wp_head();

				?>

				Without that, no WordPress — you need it, it is as simple as that. As the commented part says, you should always put wp_head() just before you close the head tag.

				The Footer Code

				The same goes for the “I’m done now, thank you very much” message to WordPress found in footer.php. Again, this is the footer.php file from the Twenty Ten theme. It contains a widget area and theme specific stuff. See the Twenty Ten footer in Figure 2-6.
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				Figure 2-6: The Twenty Ten footer with some content in the widget areas

				<?php

				/**

				 * The template for displaying the footer.

				 *

				 * Contains the closing of the id=main div and all content

				 * after.  Calls sidebar-footer.php for bottom widgets.

				 *

				 * @package WordPress

				 * @subpackage Twenty_Ten

				 * @since Twenty Ten 1.0

				 */

				?>

				        </div><!-- #main -->

				        <div id=”footer” role=”contentinfo”>

				                <div id=”colophon”>

				<?php

				        /* A sidebar in the footer? Yep. You can can customize

				         * your footer with four columns of widgets.

				         */

				        get_sidebar( ‘footer’ );

				?>

				                        <div id=”site-info”>

				                                <a href=”<?php echo home_url( ‘/’ ) ?>” title=”<?php echo esc_attr( get_bloginfo( ‘name’, ‘display’ ) ); ?>” rel=”home”>

				                                        <?php bloginfo( ‘name’ ); ?>

				                                </a>

				                        </div><!-- #site-info -->

				                        <div id=”site-generator”>

				                                <?php do_action( ‘twentyten_credits’ ); ?>

				                                <a href=”<?php echo esc_url( __(‘http://wordpress.org/’, ‘twentyten’) ); ?>”

				                                                title=”<?php esc_attr_e(‘Semantic Personal Publishing Platform’, ‘twentyten’); ?>” rel=”generator”>

				                                        <?php printf( __(‘Proudly powered by %s.’, ‘twentyten’), ‘WordPress’ ); ?>

				                                </a>

				                        </div><!-- #site-generator -->

				                </div><!-- #colophon -->

				        </div><!-- #footer -->

				</div><!-- #wrapper -->

				<?php

				        /* Always have wp_footer() just before the closing </body>

				         * tag of your theme, or you will break many plugins, which

				         * generally use this hook to reference JavaScript files.

				         */

				        wp_footer();

				?>

				</body>

				</html>

				The only important thing here, besides closing all the HTML tags from the header, as well as the body and html tag, is the wp_footer() template tag. This one tells WordPress that the page is done, everything’s (hopefully) dandy and it can stop running now. You need it for plugins and other things, and WordPress needs it to stop when it should, so make sure you have it in your theme, just before closing the body tag.

				<?php

				        /* Always have wp_footer() just before the closing </body>

				         * tag of your theme, or you will break many plugins, which

				         * generally use this hook to reference JavaScript files.

				         */

				        wp_footer();

				?>

				Both the header.php and footer.php template files can look more or less anyway you’d want. Maybe you prefer tighter header files, or you want to load more stuff, like JavaScript libraries or additional stylesheets (although you could do that from within style.css too, of course) — just do it anyway you like, but make sure that the crucial tags needed to kick off WordPress are there. Likewise, your footer.php will be formed after your needs, both in the actual footer (big or small, full of information or more or less empty — that’s your call) and by the fact that WordPress needs to be told when it is done.

				The Loop and your Content

				Before I go into the template files that control the various parts of your site, I’d like to just touch the essence of what goes in the rest of them, not counting functions.php if that one is present. Most template files in a WordPress theme loads the header, the footer, and the sidebar. This is done with template tags, like this:

				<?php get_header(); ?>

				        THIS IS WHERE THE LOOP OUTPUTS CONTENT.

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				These three simple little custom PHP tags include the header.php, sidebar.php, and footer.php template files, respectively. They could in fact just as well have been regular PHP includes, which you might be familiar with if you’ve built sites using PHP before.

				Anyway, most of the template files include these files, and the magical little thing that makes WordPress tick: The loop. 

				What is the Wordpress Loop?

				The loop, often spelled with a capital L to show that I’m talking about THE loop of loops, is a PHP snippet that pulls your content from the database. It can be a set number of posts (called using a while loop) or just one (fetched using an ID), or it can be a Page. It can also be a custom post type, an archive of posts, an uploaded image, and so on.

				The loop is what displays your content. You need it in every template that is meant to pull content from the database and display it. Obviously you can fill your template tags with static content without using the loop, but that doesn’t make much sense most of the time, now does it? The whole idea is, after all, to use WordPress as a CMS, not to mimic the HTML files of the old days.

				Just to make things a bit more clear, here is a simple template file that first includes the header with get_header(), then outputs content using the loop, includes the sidebar.php file with get_sidebar(), and finally includes the footer.php file with get_footer().

				<?php if ( have_posts() ) : while ( have_posts() ) : the_post(); ?>

				        <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                <h2><a href=”<?php the_permalink(); ?>” title=”<?php the_title(); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                <div class=”entry”>

				                    <?php the_content(); ?>

				                </div>

				        </div>

				<?php endwhile; else: ?>

				        <p>Sorry, we’ve got nothing!</p>

				<?php endif; ?>

				The whole thing starts with a simple if clause that checks to see if there are any posts. Then WordPress outputs the posts (with the_posts) for as long as there are any using the while loop. How many times while will loop depends on your WordPress settings and where you are on the site. If you’re viewing a category listing and have said that you should display 10 posts per page on the Reading Settings page in the admin panel, WordPress will loop 10 times hence displaying 10 posts. Should there be fewer posts, it’ll stop, obviously.

				However, you may be on a single-post screen or on a Page, in which case WordPress will just loop once because it knows that you just want a particular post or Page. You’ll only get that returned.

				Finally, there’s an else section to output something should there not be anything valid to return.

				I work a lot with the loop later on, so this was just a taster to get the principle out there.

				The Loop TEMPLATE tag

				Prior to WordPress 3.0, you would stick your loop in your template files, such as index.php or single.php. You can still do that, but thanks to the get_template_part() template tag you can separate the loop and stick it in its own template file. With get_template_part() you can include loop.php (or loop-single.php, for example) in a fashion similar to get_sidebar(). This means that you can have one or several loop template files which you call upon when you need theme, further separating design and site layout from code.

				I work a lot with get_template_part() later in this book. For now, it is enough to be aware that you can include template files containing the loop using get_template_part().

				Using the Loop in TEMPLATE FILEs

				We won’t dwell long on this topic since I’ll be digging into Twenty Ten in the next chapter, but it might be good to take a quick peek at how the loop is used in template files to control the content on various parts of your site. This could be a single.php (to control your single-post view) or category.php (for your category archive needs), or some other content-related template file in your theme.

				Let’s take a look at index.php from the Twenty Ten theme. It is the final fallback file for any content view, so it isn’t used all that much. That also means that it is pretty general, which suits us perfectly. Here it is:

				<?php

				/**

				 * The main template file.

				 *

				 * This is the most generic template file in a WordPress theme

				 * and one of the two required files for a theme (the other being style.css).

				 * It is used to display a page when nothing more specific matches a query. 

				 * E.g., it puts together the home page when no home.php file exists.

				 * Learn more: http://codex.wordpress.org/Template_Hierarchy

				 *

				 * @package WordPress

				 * @subpackage Twenty_Ten

				 * @since Twenty Ten 1.0

				 */

				get_header(); ?>

				                <div id=”container”>

				                        <div id=”content” role=”main”>

				                        <?php

				                        /* Run the loop to output the posts.

				                         * If you want to overload this in a child theme then include a file

				                         * called loop-index.php and that will be used instead.

				                         */

				                         get_template_part( ‘loop’, ‘index’ );

				                        ?>

				                        </div><!-- #content -->

				                </div><!-- #container -->

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				The parts above get_header() are just comments about what the file is. What you want to be looking at is get_header(), which includes header.php, and then go down to the bottom and note get_sidebar(), which fetches sidebar.php, as well as get_footer() which includes footer.php. The stuff in between, sitting in the div#container, is what I’m really interested in here, because this is where you’ll find the get_template_part() template tag.

				get_template_part( ‘loop’, ‘index’ );

				This includes the loop template, first looking for loop-index.php, but failing that (Twenty Ten doesn’t have that template file), it’ll revert to loop.php. And that is where our loop is, hence you’ve got a working template file relationship here, with all necessary (albeit not possible since loop-index.php is missing, I get to why it is written like this later in the book in Chapter 3) files accounted for. 

				The Functions.PHP File

				Functions.php is a special template file that helps you create widget areas (as you see in Figure 2-7), theme option pages for your theme-specific settings, and doubles as something of a plugin for your theme. It can be almost empty, or loaded with functions and cool stuff that add features to the theme. In fact, functions.php needn’t even exist for your theme, but that would mean that it isn’t widget ready, and you wouldn’t want it that way, right?
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				Figure 2-7: Widgets displayed in the WordPress admin panel

				Working with functions.php can be a bit daunting if you’re not a PHP developer, since most of the code that goes there is pretty advanced stuff for a newbie. Don’t fret; you can copy and paste your way through that part, and mastering functions.php isn’t at all needed to create good looking or cool WordPress themes. However, if you want to really turbo-charge the functionality of your WordPress site, you’ll need to learn, or find someone who can help you with your functions.php file. For now, it’s enough if you’ll manage to copy and paste your way to declaring and then adding widget areas. I get to that in a little bit as well.

				You never need to call on functions.php or include it in any way; if it is there, WordPress will use it. That’s the good part. The bad part is that it can get quite messy if you want to do a lot of things on the admin side of things. Let’s leave those parts be for now and focus on widgets.

				This is the widget code from the Twenty Ten theme, which actually has more than just one widget area, but since they all are pretty much alike, I stick with just one here. The code resides in functions.php, and it needs to be within PHP opening and closing tags, although not necessarily with its own set of those; you can cram several PHP code snippets together if you like.

				<?php

				// Area 1, located at the top of the sidebar.

				register_sidebar( array(

				    ‘name’ => __( ‘Primary Widget Area’, ‘twentyten’ ),

				    ‘id’ => ‘primary-widget-area’,

				    ‘description’ => __( ‘The primary widget area’, ‘twentyten’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h3 class=”widget-title”>’,

				    ‘after_title’ => ‘</h3>’,

				) );

				?>

				The function register_sidebar actually doesn’t register sidebars per se, it registers widget areas commonly referred to as dynamic sidebars. The first five register widget areas are called Sidebar, Footer A, B, C, and D. With this tiny bit of code, you’ll find these in your Widgets settings area in the WordPress admin panel. Obviously you need to add the actual output of the widget area to a template file, otherwise it won’t show up anywhere. I get to that later.

				The last register_sidebar is a bit special in the way it creates the final widget area. Instead of just passing the name to WordPress, you pass a lot more data in an array. The reason for doing this is that widget areas per default are built as lists, using ul and li tags. In this case, you want a widget area for a submenu that relies on a div structure instead, rather than being a list. That’s why you need to tell it what to put before each widget in the area, and after, using before_widget and after_widget.

				Functions.php is a powerful tool for those of us who want to do more advanced stuff. You can extend the functionality of your theme tremendously using functions.php. Theoretically you can have a bunch of plugins residing in the template file, adding functionality that way. There’s no telling what grand ideas you will realize using functions.php, from settings pages for your theme, to brand new features you haven’t thought of yet. Since functions.php essentially lets you run whatever you want (as long as it is PHP), that means that it really has massive potential for theme designers.

				Before you go all crazy about the possibilities, do keep in mind that an overly bloated functions.php file will mean longer loading time for your theme. Functionality that isn’t theme specific should be kept apart, preferably in a plugin. That way it can extend beyond your theme as well.

				Using Page Templates

				Page templates are powerful tools for just about any site using WordPress as a CMS. It doesn’t matter whether you just have a pretty bloggish simple site, or a full-fledged newspaper running on WordPress, you’ll be able to put them to good use either way.

				So what are Page templates, really? As the name implies, they are special templates for Pages. Pages, with the capital P, are obviously the static pages that you can create in WordPress (as opposed to posts). When creating or editing a Page in WordPress, you’ll notice the Template option on the right-hand side of the screen (see Figure 2-8). This is where you pick from your Page templates, on a Page per Page basis.
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				Figure 2-8: The Page template box is usually found to the right of the screen

				Creating a Page Template

				Creating a Page template is easy. All you need to do is put the following little code snippet at the very top of your new template file, and it then appears as a Page template for your Pages:

				<?php

				/*

				Template Name: My Page Template Title

				*/

				?>

				Now, obviously you still need something below that. It could be a different design for a particular Page on your site, or something entirely different. The Page template needn’t even contain the loop, maybe you just want to have a Page on your site with content fetched from someplace else, and not the actual Page content? Then this is the way to do it.

				You’ll create a custom Page template in Chapter 3. For now it is enough to understand that you can add a number of Page template files to your theme that do just about anything by adding those few lines of code.

				Why use Page Templates?

				It can’t be said enough: The possibilities of Page templates are huge. You can do a lot of impressive stuff with Page templates if you put your mind to it. It could be anything from portraying your content in the ideal way, to having multiple loops or even content from external services on a Page within WordPress.

				Since your Page template isn’t limited by the default loop, it means that you can do anything with the loop should you choose to keep it, or just kick it out and do something entirely different with the Page or Pages using the Page template.

				Just to get your mind going, here are some ideas as to what you could do with Page templates. Naturally, I do some cool stuff further on, but it never hurts to mull these things over. 

				• Create a links Page: This one’s pretty obvious, just output the links from the Links settings in WordPress using the wp_list_bookmarks() template tag.

				• Add subsections: Do custom loops containing the material you need. Sometimes the category or tag browsing just isn’t enough, then creating a Page with some custom loops can be the solution.

				• Break your design: Or rather, break out of it. Your Page template can call a completely different header and footer, and it can contain entirely different objects, or at least CSS classes and IDs. If you need parts of your site to be different, Page templates are an easy enough solution most of the time.

				• Include external content: Just forget about the loop and use PHP or JavaScript to include external content. Maybe you want to show off your tweets on a dedicated Page on your site? Then just create a Page template suited for it.

				The possibilities for Page templates are, if not endless, at least very extensive. Consider what you can do with them when building your site, and you might save yourself some headaches.

				Understanding Template Tags

				Before I dig into the theme files, you need to know a thing or two about template tags. In short, template tags are PHP code snippets that WordPress can read and do things with, such as output the title of your post, link it appropriately to your article, display the content in an appealing way, and so on. For example, you can adjust the output to control how a list is rendered. Just about everything you see on a WordPress site that is actual content is output by template tags.

				A commonly used template tag is the_permalink(). With it you can output the link to a post, for example. Per default it will output the URL, which means you often use it when linking titles. Combined with the_title() you can get the title properly linked.

				<a href=“<?php the_permalink(); ?>“><?php the_title(); ?></a>

				Sometimes you pass parameters to template tags, such as the the_bloginfo(‘name’) example you’ve seen previously, and at other times you pass the parameters in a different fashion, but always inside the parenthesis of the template tag. You’ll get your fill of passing parameters in the coming chapters. For now it is enough to know that the stuff within the parenthesis contain your instructions as to how the template tag should be used. Obviously, not all template tags take parameters, the_permalink() is one that doesn’t.

				Wrapping It Up

				Now you know what makes a theme tick, and have gotten your hands on some code as well. Let’s pick up the pace from here on, shall we?

				In Chapter 3, I not only start doing some more advanced stuff, but I also dive into the Twenty Ten theme, adding features and functionality to it. This means that I fiddle with the loop to control the content output, among other things. Twenty Ten is not only a great theme to build WordPress sites with, it is also the perfect learning ground for anyone wanting to get into theming.

				That’s not all. After I discuss the Twenty Ten, you can get started for real. For now, welcome to the wonderful world of WordPress theming. I think you’ll like it.

			

			
		

	
		
			
				
				Chapter 3: Digging into the Twenty Ten Theme

				You can do a ton of things with WordPress themes. Up until now, I have really just scratched the surface. In this chapter, I dig a bit deeper and try some functions and features you may find useful, depending on the goals of the site that you’re building. 

				In this chapter, I cover the rest of the basics that I discuss in Chapter 2, and then you get your hands a bit dirty by working with the Twenty Ten theme. You’ll learn how to work with the custom menu feature, custom header images, and more. The goal is to show you what you can do with WordPress, what fancy features are within a few lines of code’s grasp, and what you’ll need plugins or more advanced coding to achieve.

				Right, let’s go. Bring a shovel.

				Working With the loop

				The loop is what makes WordPress tick, looping through your content and outputting the items that meet your criteria. So if you’re on a category archive, WordPress loops through all the posts that belong to the selected category and outputs them, but only as many times as are set in the Reading Settings screen on your admin panel (as shown in Figure 3-1). So if you’ve set WordPress to show ten posts per page, the loop outputs ten posts, and then stops. Obviously the count is for valid outputs. If WordPress stumbles upon something that doesn’t belong to said category, the loop just skips it and moves on to the next, until ten posts have been reached. This is something you really should know about since getting control over how many posts you want to display is essential for archive pages.
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				Figure 3-1: The Reading Settings screen in WordPress admin panel

				A loop with content

				Let’s take a closer look at the loop and populate it with some content, something really basic to make it easy to understand. You need to add template tags so that WordPress knows where to output the actual content.

				The template tags for the loop:

				• the_title() for outputting the post title

				• the_permalink()for linking the post title

				• the_title_attribute() for the proper link title attribute

				• the_content()for outputting the content

				• the_ID()for getting the ID of the post

				• post_class()to output the correct CSS classes for the post

				That’s it; so let’s have a look.

				<?php if ( have_posts() ) : while ( have_posts() ) : the_post(); ?>

				        

				        <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                <h2>

				                        <a href=”<?php the_permalink(); ?>” title=”Permalink to <?php the_title_attribute(); ?>”>

				                                <?php the_title(); ?>

				                        </a>

				                </h2>

				                <div class=”entry”>

				                        <?php the_content(); ?>

				                </div>

				        </div>

				        

				<?php endwhile; else: ?>

				        <p>Whoa! There’s nothing here!</p>

				<?php endif; ?>

				Each post sits in a div with an id named post-X where X is the ID of the post, thanks to the_ID(). The div also gets a bunch of classes for CSS to use thanks to the post_class() template tag, which outputs them automatically. These classes are then used to style posts differently depending on what category, tag, and so forth they are using.

				Moving on, you have an h2 heading in which the post title is located, linked to the post’s page. The post title is in the link’s title, and is used to output the actual post that the user will see; this is handled with the_title(). The link gets the direct link to the post in question from the_permalink().

				Finally there’s the actual post content, which sits in a div of its own here. How the post content will look when output is up to you. If you’re using the Read More feature in WordPress, you get a default “Read the rest of this entry” link; otherwise, you get the whole content of the post in this case, since you’re using the_content(). An alternative would be to use the_excerpt() to either get a machine created excerpt, or get the excerpt added manually in the WordPress admin panel.

				That’s it. The HTML code that tells the visitor that there are no posts to display is pretty self-explanatory, right? Right.

				The external loop.php file

				There’s a new template in town, and it is called loop.php. This nifty little thing is meant to make life easier for theme designers. You now have the chance to move the code for the loop from your current template files and include it as an external file, loop.php, instead. Much like how header.php and footer.php work.

				The most obvious benefit for using the loop.php file is not having to copy and paste every little change that you make to your loop to every template file in your theme. Instead, you just reference the one file via a template tag. If you need to make changes to the loop, you can update that one file.

				The template tag that you use for loop.php is the brand new get_template_part().

				<?php get_template_part(‘loop’); ?>

				Place this tag where you normally put your loop, and that’s that — now your template files include the loop from one central place, just like get_header() does with header.php.

				However, there’s more. Just like the get_sidebar() template tag lets you define which sidebar to get, get_template_part() can get you a specific loop-X.php template file instead of loop.php.

				<?php get_template_part(‘loop’, ‘author’); ?>

				This call looks for loop-author.php first, and then loop.php. That means that you can still have specific loops for specific parts of your site without having to make changes to your main loop.php. In fact, just like theme template files degrade backwards when called for, and end up using index.php if they’re out of options, so do the loop template files. If loop-author.php does not exist, WordPress tries loop.php instead. That’s why the Twenty Ten theme is using get_template_part(), but looking for loop template files that aren’t in the theme. This way child theme designers can access them easy enough, without having to alter the actual template file.

				To recap, you can put your loop code in loop.php, or in loop-X.php, where X is whatever string parameter you can add to the get_template_part() template tag when including the loop template file. I do all that later on.

				Do I have to use loop.php?

				No, you don’t have to use loop.php, and perhaps you shouldn’t. While it is a nice way to gain more control over your theme, it also means that it won’t work on WordPress versions prior to 3.0. Not all people want to upgrade to the latest version of WordPress, so if you know you’re developing a theme for a version prior to 3.0, you can’t use get_template_part(). What you can do, however, is to include the loop template file using a PHP include function:

				<?php include( TEMPLATEPATH . ‘/loop.php’ ); ?>

				Obviously you’ll lose all the nice degrading previously described and everything, but at least your theme will work.

				It is my firm belief that everyone should run the latest version of WordPress, if for no other reason than to make sure that the install is secure. If you’re building for versions prior to 3.0, they are out of date, so you should try to get them up to speed (and hence be able to use get_template_part() and the loop.php template) rather than resort to half-hearted solutions like the one presented in the previous code snippet.

				The Twenty Ten loop

				It goes without saying that Twenty Ten uses the get_template_part() template tag to include an external loop template.

				Displaying Posts with loops

				The Twenty Ten theme relies on one mammoth loop.php template file for most (but not all) of its loop needs. It is included in the various template files that needs a loop, such as category.php or archive.php, using get_template_part(). Take a look:

				<?php

				/**

				 * The loop that displays posts.

				 *

				 * The loop displays the posts and the post content.  See

				 * http://codex.wordpress.org/The_Loop to understand it and

				 * http://codex.wordpress.org/Template_Tags to understand

				 * the tags used in it.

				 *

				 * This can be overridden in child themes with loop.php or

				 * loop-template.php, where ‘template’ is the loop context

				 * requested by a template. For example, loop-index.php would

				 * be used if it exists and Iask for the loop with:

				 * <code>get_template_part( ‘loop’, ‘index’ );</code>

				 *

				 * @package WordPress

				* @subpackage Twenty_Ten

				* @since Twenty Ten 1.0

				 */

				?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if ( $wp_query->max_num_pages > 1 ) : ?>

				        <div id=”nav-above” class=”navigation”>

				                <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				        </div><!-- #nav-above -->

				<?php endif; ?>

				<?php /* If there are no posts to display, such as an empty archive page */ ?>

				<?php if ( ! have_posts() ) : ?>

				        <div id=”post-0” class=”post error404 not-found”>

				                <h1 class=”entry-title”>

				                        <?php _e( ‘Not Found’, ‘twentyten’ ); ?>

				                </h1>

				                <div class=”entry-content”>

				                        <p><?php _e( ‘Apologies, but no results were found for the requested archive. Perhaps searching will help find a related post.’, ‘twentyten’ ); ?></p>

				                        <?php get_search_form(); ?>

				                </div><!-- .entry-content -->

				        </div><!-- #post-0 -->

				<?php endif; ?>

				<?php

				        /* Start the Loop.

				         *

				         * In Twenty Ten I use the same loop in multiple contexts.

				         * It is broken into three main parts: when I display

				         * posts that are in the gallery category, when I’m displaying

				         * posts in the asides category, and finally all other posts.

				         *

				         * Additionally, I sometimes check for whether I am on an

				         * archive page, a search page, and so on, allowing for small differences

				         * in the loop on each template without actually duplicating

				         * the rest of the loop that is shared.

				         *

				         * Without further ado, the loop:

				         */ ?>

				<?php while ( have_posts() ) : the_post(); ?>

				<?php /* How to display posts in the Gallery category. */ ?>

				        <?php if ( in_category( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				                        <div class=”entry-content”>

				<?php if ( post_password_required() ) : ?>

				                                <?php the_content(); ?>

				<?php else : ?>                        

				                                <?php 

				                                        $images = get_children( array( ‘post_parent’ => $post->ID, ‘post_type’ => ‘attachment’, ‘post_mime_type’ => ‘image’, ‘orderby’ => ‘menu_order’, ‘order’ => ‘ASC’, ‘numberposts’ => 999 ) );

				                                        if ( $images ) :

				                                              $total_images = count( $images );

				                                              $image = array_shift( $images );

				                                                $image_img_tag = wp_get_attachment_image( $image->ID, ‘thumbnail’ );

				                                ?>

				                                                <div class=”gallery-thumb”>

				                                                        <a class=”size-thumbnail” href=”<?php the_permalink(); ?>”><?php echo $image_img_tag; ?></a>

				                                                </div><!-- .gallery-thumb -->

				                                                <p><em><?php printf( __( ‘This gallery contains <a %1$s>%2$s photos</a>.’, ‘twentyten’ ),

				                                                                ‘href=”’ . get_permalink() . ‘” title=”’ . sprintf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ) . ‘” rel=”bookmark”’,

				                                                                $total_images

				                                                        ); ?></em></p>

				                                <?php endif; ?>

				                                                <?php the_excerpt(); ?>

				<?php endif; ?>

				                        </div><!-- .entry-content -->

				                        <div class=”entry-utility”>

				                                <a href=”<?php echo get_term_link( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’), ‘category’ ); ?>” title=”<?php esc_attr_e( ‘View posts in the Gallery category’, ‘twentyten’ ); ?>”><?php _e( ‘More Galleries’, ‘twentyten’ ); ?></a>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				<?php /* How to display posts in the asides category */ ?>

				        <?php elseif ( in_category( _x(‘asides’, ‘asides category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                <?php if ( is_archive() || is_search() ) : // Display excerpts for archives and search. ?>

				                        <div class=”entry-summary”>

				                                <?php the_excerpt(); ?>

				                        </div><!-- .entry-summary -->

				                <?php else : ?>

				                        <div class=”entry-content”>

				                                <?php the_content( __( ‘Continue reading <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?>

				                        </div><!-- .entry-content -->

				                <?php endif; ?>

				                        <div class=”entry-utility”>

				                                <?php twentyten_posted_on(); ?>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				<?php /* How to display all other posts. */ ?>

				        <?php else : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				        <?php if ( is_archive() || is_search() ) : // Only display excerpts for archives and search. ?>

				                        <div class=”entry-summary”>

				                                <?php the_excerpt(); ?>

				                        </div><!-- .entry-summary -->

				        <?php else : ?>

				                        <div class=”entry-content”>

				                                <?php the_content( __( ‘Continue reading <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?>

				                                <?php wp_link_pages( array( ‘before’ => ‘<div class=”page-link”>’ . __( ‘Pages:’, ‘twentyten’ ), ‘after’ => ‘</div>’ ) ); ?>

				                        </div><!-- .entry-content -->

				        <?php endif; ?>

				                        <div class=”entry-utility”>

				                                <?php if ( count( get_the_category() ) ) : ?>

				                                        <span class=”cat-links”>

				                                                <?php printf( __( ‘<span class=”%1$s”>Posted in</span> %2$s’, ‘twentyten’ ), ‘entry-utility-prep entry-utility-prep-cat-links’, get_the_category_list( ‘, ‘ ) ); ?>

				                                        </span>

				                                        <span class=”meta-sep”>|</span>

				                                <?php endif; ?>

				                                <?php

				                                        $tags_list = get_the_tag_list( ‘’, ‘, ‘ );

				                                        if ( $tags_list ):

				                                ?>

				                                        <span class=”tag-links”>

				                                                <?php printf( __( ‘<span class=”%1$s”>Tagged</span> %2$s’, ‘twentyten’ ), ‘entry-utility-prep entry-utility-prep-tag-links’, $tags_list ); ?>

				                                        </span>

				                                        <span class=”meta-sep”>|</span>

				                                <?php endif; ?>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				                <?php comments_template( ‘’, true ); ?>

				        <?php endif; // This was the if statement that broke the loop into three parts based on categories. ?>

				<?php endwhile; // End the loop. Whew. ?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if (  $wp_query->max_num_pages > 1 ) : ?>

				                                <div id=”nav-below” class=”navigation”>

				                                        <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                                        <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				                                </div><!-- #nav-below -->

				<?php endif; ?>

				Wow, that’s a lot of looping! Are you ready to write that kind of loop.php file for your upcoming sites?

				Luckily you won’t have to. In the case of the Twenty Ten, the loop.php template is used to control almost every loop on the site. You don’t have to do it that way, and neither should you really, since it makes the file unnecessarily large when you really just need a small part of it. The idea here is to make it easy for child themes to override the loop, because every template file that calls the loop is in fact calling a specific loop (I discuss child themes in Chapter 4). This is from category.php, for example:

				<?php get_template_part( ‘loop’, ‘category’ ); ?>

				This code will look for loop-category.php, and then default back to loop.php. In the case of Twenty Ten, it does the latter.

				So what part of the code in loop.php would I actually use? Well, since the first two parts are for the Gallery and Asides categories, respectively, I have to go with the loop for all other posts:

				<?php /* How to display all other posts. */ ?>

				        <?php else : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				        <?php if ( is_archive() || is_search() ) : // Only display excerpts for archives and search. ?>

				                        <div class=”entry-summary”>

				                                <?php the_excerpt(); ?>

				                        </div><!-- .entry-summary -->

				        <?php else : ?>

				                        <div class=”entry-content”>

				                                <?php the_content( __( ‘Continue reading <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?>

				                                <?php wp_link_pages( array( ‘before’ => ‘<div class=”page-link”>’ . __( ‘Pages:’, ‘twentyten’ ), ‘after’ => ‘</div>’ ) ); ?>

				                        </div><!-- .entry-content -->

				        <?php endif; ?>

				                        <div class=”entry-utility”>

				                                <?php if ( count( get_the_category() ) ) : ?>

				                                        <span class=”cat-links”>

				                                                <?php printf( __( ‘<span class=”%1$s”>Posted in</span> %2$s’, ‘twentyten’ ), ‘entry-utility-prep entry-utility-prep-cat-links’, get_the_category_list( ‘, ‘ ) ); ?>

				                                        </span>

				                                        <span class=”meta-sep”>|</span>

				                                <?php endif; ?>

				                                <?php

				                                        $tags_list = get_the_tag_list( ‘’, ‘, ‘ );

				                                        if ( $tags_list ):

				                                ?>

				                                        <span class=”tag-links”>

				                                                <?php printf( __( ‘<span class=”%1$s”>Tagged</span> %2$s’, ‘twentyten’ ), ‘entry-utility-prep entry-utility-prep-tag-links’, $tags_list ); ?>

				                                        </span>

				                                        <span class=”meta-sep”>|</span>

				                                <?php endif; ?>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				                <?php comments_template( ‘’, true ); ?>

				That’s basically how the loop.php template works in Twenty Ten. Since the one template file contains almost all the loops that the theme uses, it picks the right loop using conditional tags (which I discuss later in this chapter). The Gallery category check that uses in_category() is one of those conditional tags. It only returns true, and hence uses the loop meant for the Gallery category only, if you in fact are in the Gallery category, and so on. It’s a bit messy, but again, the whole idea is to make it easy for child theme development on top of Twenty Ten, and then it is nice to have a big loop.php like this to fall back on. 

				Example: Listing Only Titles in Category Archives

				Let’s create an alternate loop template for category archives, showing just the title and some post meta data (publishing date and author) for each post. This is stylish and simple, and might fit your site. If nothing else, you’ll learn something, which is kind of the point, right?

				 1. Find the loop template you need. Twenty Ten has a category.php file, and that’s what’s used for category archives as you probably know. A quick look at that reveals this loop inclusion code.

				get_template_part( ‘loop’, ‘category’ );

				 This means that WordPress will look for loop-category.php first, and then fall back to loop.php. Twenty Ten just ships with a single loop.php, which means that you can get to the loop on the category archive pages by creating a loop-category.php file.

				 2. Create loop-category.php. Make a copy of loop.php (don’t overwrite it, it is still needed for the rest of the site!) and rename it loop-category.php. Now you’ve got something like this in a file called loop-category.php:

				<?php

				/**

				 * The loop that displays posts.

				 *

				 * The loop displays the posts and the post content.  See

				 * http://codex.wordpress.org/The_Loop to understand it and

				 * http://codex.wordpress.org/Template_Tags to understand

				 * the tags used in it.

				 *

				 * This can be overridden in child themes with loop.php or

				 * loop-template.php, where ‘template’ is the loop context

				 * requested by a template. For example, loop-index.php would

				 * be used if it exists and I ask for the loop with:

				 * <code>get_template_part( ‘loop’, ‘index’ );</code>

				 *

				 * @package WordPress

				* @subpackage Twenty_Ten

				* @since Twenty Ten 1.0

				 */

				?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if ( $wp_query->max_num_pages > 1 ) : ?>

				        <div id=”nav-above” class=”navigation”>

				                <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				        </div><!-- #nav-above -->

				<?php endif; ?>

				<?php /* If there are no posts to display, such as an empty archive page */ ?>

				<?php if ( ! have_posts() ) : ?>

				        <div id=”post-0” class=”post error404 not-found”>

				                <h1 class=”entry-title”><?php _e( ‘Not Found’, ‘twentyten’ ); ?></h1>

				                <div class=”entry-content”>

				                        <p><?php _e( ‘Apologies, but no results were found for the requested archive. Perhaps searching will help find a related post.’, ‘twentyten’ ); ?></p>

				                        <?php get_search_form(); ?>

				                </div><!-- .entry-content -->

				        </div><!-- #post-0 -->

				<?php endif; ?>

				<?php

				        /* Start the Loop.

				         *

				         * In Twenty Ten I use the same loop in multiple contexts.

				         * It is broken into three main parts: when I display

				         * posts that are in the gallery category, when I display

				         * posts in the asides category, and finally all other posts.

				         *

				         * Additionally, I sometimes check for whether I am on an

				         * archive page, a search page, etc., allowing for small differences

				         * in the loop on each template without actually duplicating

				         * the rest of the loop that is shared.

				         *

				         * Without further ado, the loop:

				         */ ?>

				<?php while ( have_posts() ) : the_post(); ?>

				<?php /* How to display posts in the Gallery category. */ ?>

				        <?php if ( in_category( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				                        <div class=”entry-content”>

				<?php if ( post_password_required() ) : ?>

				                                <?php the_content(); ?>

				<?php else : ?>                        

				                                <?php 

				                                        $images = get_children( array( ‘post_parent’ => $post->ID, ‘post_type’ => ‘attachment’, ‘post_mime_type’ => ‘image’, ‘orderby’ => ‘menu_order’, ‘order’ => ‘ASC’, ‘numberposts’ => 999 ) );

				                                        if ( $images ) :

				                                                $total_images = count( $images );

				                                                $image = array_shift( $images );

				                                                $image_img_tag = wp_get_attachment_image( $image->ID, ‘thumbnail’ );

				                                ?>

				                                                <div class=”gallery-thumb”>

				                                                        <a class=”size-thumbnail” href=”<?php the_permalink(); ?>”><?php echo $image_img_tag; ?></a>

				                                                </div><!-- .gallery-thumb -->

				                                                <p><em><?php printf( __( ‘This gallery contains <a %1$s>%2$s photos</a>.’, ‘twentyten’ ),

				                                                                ‘href=”’ . get_permalink() . ‘” title=”’ . sprintf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ) . ‘” rel=”bookmark”’,

				                                                                $total_images

				                                                        ); ?></em></p>

				                                <?php endif; ?>

				                                                <?php the_excerpt(); ?>

				<?php endif; ?>

				                        </div><!-- .entry-content -->

				                        <div class=”entry-utility”>

				                                <a href=”<?php echo get_term_link( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’), ‘category’ ); ?>” title=”<?php esc_attr_e( ‘View posts in the Gallery category’, ‘twentyten’ ); ?>”><?php _e( ‘More Galleries’, ‘twentyten’ ); ?></a>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				<?php /* How to display posts in the asides category */ ?>

				        <?php elseif ( in_category( _x(‘asides’, ‘asides category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                <?php if ( is_archive() || is_search() ) : // Display excerpts for archives and search. ?>

				                        <div class=”entry-summary”>

				                                <?php the_excerpt(); ?>

				                        </div><!-- .entry-summary -->

				                <?php else : ?>

				                        <div class=”entry-content”>

				                                <?php the_content( __( ‘Continue reading <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?>

				                        </div><!-- .entry-content -->

				                <?php endif; ?>

				                        <div class=”entry-utility”>

				                                <?php twentyten_posted_on(); ?>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				<?php /* How to display all other posts. */ ?>

				        <?php else : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				        <?php if ( is_archive() || is_search() ) : // Only display excerpts for archives and search. ?>

				                        <div class=”entry-summary”>

				                                <?php the_excerpt(); ?>

				                        </div><!-- .entry-summary -->

				        <?php else : ?>

				                        <div class=”entry-content”>

				                                <?php the_content( __( ‘Continue reading <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?>

				                                <?php wp_link_pages( array( ‘before’ => ‘<div class=”page-link”>’ . __( ‘Pages:’, ‘twentyten’ ), ‘after’ => ‘</div>’ ) ); ?>

				                        </div><!-- .entry-content -->

				        <?php endif; ?>

				                        <div class=”entry-utility”>

				                                <?php if ( count( get_the_category() ) ) : ?>

				                                        <span class=”cat-links”>

				                                                <?php printf( __( ‘<span class=”%1$s”>Posted in</span> %2$s’, ‘twentyten’ ), ‘entry-utility-prep entry-utility-prep-cat-links’, get_the_category_list( ‘, ‘ ) ); ?>

				                                        </span>

				                                        <span class=”meta-sep”>|</span>

				                                <?php endif; ?>

				                                <?php

				                                        $tags_list = get_the_tag_list( ‘’, ‘, ‘ );

				                                        if ( $tags_list ):

				                                ?>

				                                        <span class=”tag-links”>

				                                                <?php printf( __( ‘<span class=”%1$s”>Tagged</span> %2$s’, ‘twentyten’ ), ‘entry-utility-prep entry-utility-prep-tag-links’, $tags_list ); ?>

				                                        </span>

				                                        <span class=”meta-sep”>|</span>

				                                <?php endif; ?>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				                <?php comments_template( ‘’, true ); ?>

				        <?php endif; // This was the if statement that broke the loop into three parts based on categories. ?>

				<?php endwhile; // End the loop. Whew. ?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if (  $wp_query->max_num_pages > 1 ) : ?>

				                                <div id=”nav-below” class=”navigation”>

				                                        <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                                        <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				                                </div><!-- #nav-below -->

				<?php endif; ?>

				 3. Cut away (almost) everything. The loop-category.php is way to big! You just want to output the necessary content; no need to have anything related to the Gallery or Asides categories, so start by cutting that away. In fact, you want to get rid of everything that isn’t crucial to displaying the posts in the category archives.

				<?php

				/**

				 * The loop that displays posts.

				 *

				 * The loop displays the posts and the post content.  See

				 * http://codex.wordpress.org/The_Loop to understand it and

				 * http://codex.wordpress.org/Template_Tags to understand

				 * the tags used in it.

				 *

				 * This can be overridden in child themes with loop.php or

				 * loop-template.php, where ‘template’ is the loop context

				 * requested by a template. For example, loop-index.php would

				 * be used if it exists and I ask for the loop with:

				 * <code>get_template_part( ‘loop’, ‘index’ );</code>

				 *

				 * @package WordPress

				* @subpackage Twenty_Ten

				* @since Twenty Ten 1.0

				 */

				?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if ( $wp_query->max_num_pages > 1 ) : ?>

				        <div id=”nav-above” class=”navigation”>

				                <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				        </div><!-- #nav-above -->

				<?php endif; ?>

				<?php /* If there are no posts to display, such as an empty archive page */ ?>

				<?php if ( ! have_posts() ) : ?>

				        <div id=”post-0” class=”post error404 not-found”>

				                <h1 class=”entry-title”><?php _e( ‘Not Found’, ‘twentyten’ ); ?></h1>

				                <div class=”entry-content”>

				                        <p><?php _e( ‘Apologies, but no results were found for the requested archive. Perhaps searching will help find a related post.’, ‘twentyten’ ); ?></p>

				                        <?php get_search_form(); ?>

				                </div><!-- .entry-content -->

				        </div><!-- #post-0 -->

				<?php endif; ?>

				<?php

				        /* Start the Loop.

				         *

				         * In Twenty Ten I use the same loop in multiple contexts.

				         * It is broken into three main parts: when I display

				         * posts that are in the gallery category, when I display

				         * posts in the asides category, and finally all other posts.

				         *

				         * Additionally, I sometimes check for whether I am on an

				         * archive page, a search page, etc., allowing for small differences

				         * in the loop on each template without actually duplicating

				         * the rest of the loop that is shared.

				         *

				         * Without further ado, the loop:

				         */ ?>

				<?php while ( have_posts() ) : the_post(); ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				                </div><!-- #post-## -->

				                <?php comments_template( ‘’, true ); ?>

				<?php endwhile; // End the loop. Whew. ?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if (  $wp_query->max_num_pages > 1 ) : ?>

				                                <div id=”nav-below” class=”navigation”>

				                                        <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                                        <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				                                </div><!-- #nav-below -->

				<?php endif; ?>

				 The stuff before and after the actual loop is still there. That’s for navigational purposes and what’s displayed when the category archive is empty. This is what does the actual post output now:

				<?php while ( have_posts() ) : the_post(); ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				                </div><!-- #post-## -->

				                <?php comments_template( ‘’, true ); ?>

				<?php endwhile; // End the loop. Whew. ?>

				 A quick check on a category archive shows us a listing without anything else but a title and some meta data (Figure 3-2 shows this listing). You might want to style it a bit in style.css to make it a little tighter, but it’ll do for this example.
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				Figure 3-2: Category listing with just title and post meta data

				 4. But wait, what about Gallery and Asides? Yeah, that fancy stuff with thumbnails and asides won’t work in category archives anymore, since the loop-category.php is preferred over loop.php, and the custom display code for those two sits there. But you can change that. Let’s add the custom display to our loop-category.php. Start by locating this code in loop.php, that’s what’s doing all the pretty magic.

				<?php /* How to display posts in the Gallery category. */ ?>

				        <?php if ( in_category( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				                        <div class=”entry-content”>

				<?php if ( post_password_required() ) : ?>

				                                <?php the_content(); ?>

				<?php else : ?>                        

				                                <?php 

				                                        $images = get_children( array( ‘post_parent’ => $post->ID, ‘post_type’ => ‘attachment’, ‘post_mime_type’ => ‘image’, ‘orderby’ => ‘menu_order’, ‘order’ => ‘ASC’, ‘numberposts’ => 999 ) );

				                                        if ( $images ) :

				                                                $total_images = count( $images );

				                                                $image = array_shift( $images );

				                                                $image_img_tag = wp_get_attachment_image( $image->ID, ‘thumbnail’ );

				                                ?>

				                                                <div class=”gallery-thumb”>

				                                                        <a class=”size-thumbnail” href=”<?php the_permalink(); ?>”><?php echo $image_img_tag; ?></a>

				                                                </div><!-- .gallery-thumb -->

				                                                <p><em><?php printf( __( ‘This gallery contains <a %1$s>%2$s photos</a>.’, ‘twentyten’ ),

				                                                                ‘href=”’ . get_permalink() . ‘” title=”’ . sprintf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ) . ‘” rel=”bookmark”’,

				                                                                $total_images

				                                                        ); ?></em></p>

				                                <?php endif; ?>

				                                                <?php the_excerpt(); ?>

				<?php endif; ?>

				                        </div><!-- .entry-content -->

				                        <div class=”entry-utility”>

				                                <a href=”<?php echo get_term_link( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’), ‘category’ ); ?>” title=”<?php esc_attr_e( ‘View posts in the Gallery category’, ‘twentyten’ ); ?>”><?php _e( ‘More Galleries’, ‘twentyten’ ); ?></a>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				<?php /* How to display posts in the asides category */ ?>

				        <?php elseif ( in_category( _x(‘asides’, ‘asides category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                <?php if ( is_archive() || is_search() ) : // Display excerpts for archives and search. ?>

				                        <div class=”entry-summary”>

				                                <?php the_excerpt(); ?>

				                        </div><!-- .entry-summary -->

				                <?php else : ?>

				                        <div class=”entry-content”>

				                                <?php the_content( __( ‘Continue reading <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?>

				                        </div><!-- .entry-content -->

				                <?php endif; ?>

				                        <div class=”entry-utility”>

				                                <?php twentyten_posted_on(); ?>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				 Copy it, and insert it right after the loop starts, which is here:

				<?php while ( have_posts() ) : the_post(); ?>

				 Then go down to where your newly added code ends, before the old code begins, and add this code snippet in between:

				<?php /* How to display all other posts in category listings. */ ?>

				        <?php else : ?>

				 The first line is obviously just for documentation purposes; it helps us find our way in the file. It’s the else part that is important.

				 After that is our old code that displays the title and the post meta. This just needs one more little addition, and that is the ending of the if clause you started when you added the code for the Gallery and Asides types of posts. You want to add the endif just after the comments_template() call, and before the endwhile, which wraps up the whole loop.

				<?php endif; // This was the if statement that broke the loop into three 

				parts based on categories. ?>

				That’s it; now it works! The Gallery and Asides category archives will behave as they do in Twenty Ten, and all other category archives will just list a title and a post meta, like they did after Step 3. In the case of mixed archives where posts belong to more than one category, they will be managed individually, as shown in Figure 3-3.
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				Figure 3-3: Mixed category archive listing 

				Here’s the final loop-category.php code with our Gallery and Asides additions:

				<?php

				/**

				 * The loop that displays posts.

				 *

				 * The loop displays the posts and the post content.  See

				 * http://codex.wordpress.org/The_Loop to understand it and

				 * http://codex.wordpress.org/Template_Tags to understand

				 * the tags used in it.

				 *

				 * This can be overridden in child themes with loop.php or

				 * loop-template.php, where ‘template’ is the loop context

				 * requested by a template. For example, loop-index.php would

				 * be used if it exists and I ask for the loop with:

				 * <code>get_template_part( ‘loop’, ‘index’ );</code>

				 *

				 * @package WordPress

				* @subpackage Twenty_Ten

				* @since Twenty Ten 1.0

				 */

				?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if ( $wp_query->max_num_pages > 1 ) : ?>

				        <div id=”nav-above” class=”navigation”>

				                <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				        </div><!-- #nav-above -->

				<?php endif; ?>

				<?php /* If there are no posts to display, such as an empty archive page */ ?>

				<?php if ( ! have_posts() ) : ?>

				        <div id=”post-0” class=”post error404 not-found”>

				                <h1 class=”entry-title”><?php _e( ‘Not Found’, ‘twentyten’ ); ?></h1>

				                <div class=”entry-content”>

				                        <p><?php _e( ‘Apologies, but no results were found for the requested archive. Perhaps searching will help find a related post.’, ‘twentyten’ ); ?></p>

				                        <?php get_search_form(); ?>

				                </div><!-- .entry-content -->

				        </div><!-- #post-0 -->

				<?php endif; ?>

				<?php

				        /* Start the Loop.

				         *

				         * In Twenty Ten I use the same loop in multiple contexts.

				         * It is broken into three main parts: when I display

				         * posts that are in the gallery category, when I display

				         * posts in the asides category, and finally all other posts.

				         *

				         * Additionally, I sometimes check for whether I am on an

				         * archive page, a search page, etc., allowing for small differences

				         * in the loop on each template without actually duplicating

				         * the rest of the loop that is shared.

				         *

				         * Without further ado, the loop:

				         */ ?>

				<?php while ( have_posts() ) : the_post(); ?>

				<?php /* How to display posts in the Gallery category. */ ?>

				        <?php if ( in_category( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				                        <div class=”entry-content”>

				<?php if ( post_password_required() ) : ?>

				                                <?php the_content(); ?>

				<?php else : ?>                        

				                                <?php 

				                                        $images = get_children( array( ‘post_parent’ => $post->ID, ‘post_type’ => ‘attachment’, ‘post_mime_type’ => ‘image’, ‘orderby’ => ‘menu_order’, ‘order’ => ‘ASC’, ‘numberposts’ => 999 ) );

				                                        if ( $images ) :

				                                                $total_images = count( $images );

				                                                $image = array_shift( $images );

				                                                $image_img_tag = wp_get_attachment_image( $image->ID, ‘thumbnail’ );

				                                ?>

				                                                <div class=”gallery-thumb”>

				                                                        <a class=”size-thumbnail” href=”<?php the_permalink(); ?>”><?php echo $image_img_tag; ?></a>

				                                                </div><!-- .gallery-thumb -->

				                                                <p><em><?php printf( __( ‘This gallery contains <a %1$s>%2$s photos</a>.’, ‘twentyten’ ),

				                                                                ‘href=”’ . get_permalink() . ‘” title=”’ . sprintf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ) . ‘” rel=”bookmark”’,

				                                                                $total_images

				                                                        ); ?></em></p>

				                                <?php endif; ?>

				                                                <?php the_excerpt(); ?>

				<?php endif; ?>

				                        </div><!-- .entry-content -->

				                        <div class=”entry-utility”>

				                                <a href=”<?php echo get_term_link( _x(‘gallery’, ‘gallery category slug’, ‘twentyten’), ‘category’ ); ?>” title=”<?php esc_attr_e( ‘View posts in the Gallery category’, ‘twentyten’ ); ?>”><?php _e( ‘More Galleries’, ‘twentyten’ ); ?></a>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				<?php /* How to display posts in the asides category */ ?>

				        <?php elseif ( in_category( _x(‘asides’, ‘asides category slug’, ‘twentyten’) ) ) : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                <?php if ( is_archive() || is_search() ) : // Display excerpts for archives and search. ?>

				                        <div class=”entry-summary”>

				                                <?php the_excerpt(); ?>

				                        </div><!-- .entry-summary -->

				                <?php else : ?>

				                        <div class=”entry-content”>

				                                <?php the_content( __( ‘Continue reading <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?>

				                        </div><!-- .entry-content -->

				                <?php endif; ?>

				                        <div class=”entry-utility”>

				                                <?php twentyten_posted_on(); ?>

				                                <span class=”meta-sep”>|</span>

				                                <span class=”comments-link”><?php comments_popup_link( __( ‘Leave a comment’, ‘twentyten’ ), __( ‘1 Comment’, ‘twentyten’ ), __( ‘% Comments’, ‘twentyten’ ) ); ?></span>

				                                <?php edit_post_link( __( ‘Edit’, ‘twentyten’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                        </div><!-- .entry-utility -->

				                </div><!-- #post-## -->

				                

				<?php /* How to display all other posts in category listings. */ ?>

				        <?php else : ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php printf( esc_attr__( ‘Permalink to %s’, ‘twentyten’ ), the_title_attribute( ‘echo=0’ ) ); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry-meta”>

				                                <?php twentyten_posted_on(); ?>

				                        </div><!-- .entry-meta -->

				                </div><!-- #post-## -->

				                <?php comments_template( ‘’, true ); ?>

				                

				        <?php endif; // This was the if statement that broke the loop into three parts based on categories. ?>

				<?php endwhile; // End the loop. Whew. ?>

				<?php /* Display navigation to next/previous pages when applicable */ ?>

				<?php if (  $wp_query->max_num_pages > 1 ) : ?>

				                                <div id=”nav-below” class=”navigation”>

				                                        <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘twentyten’ ) ); ?></div>

				                                        <div class=”nav-next”><?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘twentyten’ ) ); ?></div>

				                                </div><!-- #nav-below -->

				<?php endif; ?>

				Working With Template Tags

				We touched on template tags in Chapter 2, but just briefly. When working with your own themes, or just changing existing themes, you need to know how to work with template tags in particular, as well as conditional tags, which I discuss later in this chapter.

				All of the template tags are listed in the WordPress Codex (see Figure 3-4) for your viewing pleasure (http://codex.wordpress.org/Template_Tags). You’ll be using this page frequently since it is the best reference available, aside perhaps from the actual WordPress files should you enjoy digging into them.

				The template tags all work differently, although there are obvious similarities. A lot of them take the same kind of parameters, and you pass them in similar ways. This means that as soon as you understand how template tags work, you can start using them all. 

				Passing parameters

				While most template tags have a default output, sometimes that’s not exactly what you want. That’s why you want to pass parameters to the template tag so that it does what you want. Parameters are your way of telling the template tag what it should and shouldn’t do.

				Before moving on, remember that not all template tags will take a parameter. Sometimes the template tag just does one thing, and then you won’t need to pass anything to it. Just use it as is, with no parameters.
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				Figure 3-4: The template tags page in the Codex

				There are two primary ways to pass parameters to the template tag, but before you can do that you need to know which parameters the template tag can take. After all, they aren’t psychic beings that know exactly what you want! A listing of which parameters the template tag of your choice can take is available in the WordPress Codex page on template tags. Just click the one you want and you’ll get a description with examples and everything.

				Function-style parameters

				Now, the first way to pass parameters to the template tag is often referred to as function-style parameter. A simple and commonly used template tag is bloginfo(), often used to output the name of your site. This is handy if you don’t want to manually change the name of the site in your template files since it will pick up the site title from the General Settings screen in the WordPress admin panel.

				<?php bloginfo(‘name’); ?>

				What you find within the single quotes is the parameter, ‘name’ in this case. The bloginfo() template tag outputs the site’s name. If I want the URL instead, I pass ‘url’ to bloginfo(), which means that I replace name in the previous code example with url.

				<?php bloginfo(‘url’); ?>

				Some template tags take several parameters at once, like the_date(), which outputs the date. It will work on its own, without any parameters, but you can get more control by adding more. In the following code snippet, I get the date output within h1 tags.

				<?php the_title(‘<h1>’, ‘</h1>’); ?>

				You recognize the_title() from previous examples I’m sure; it outputs a post (or Page) title. As you can , you’ve got two parts within the parenthesis, which are each within their own single quotes. Each one contains a parameter. The first one is the h1 tag, which is what goes before the output (again, the post or Page title), and the second one is what comes after. Obviously you want to close our h1 tag here. What you get is the title outputted within h1 tags.

				There’s actually a third parameter that you can pass to the_title(), located last. It is a Boolean parameter, which means it is either TRUE or FALSE, defaulting to TRUE. The only thing it does is control whether the_date() should print the content on the screen (TRUE), or just store it for use in a PHP script (FALSE). Since it is located last you won’t need to declare it, it just defaults to the default value (again, TRUE), but if it were located in the middle of everything, you would have to pass it as well so that you wouldn’t disrupt the order of things. In fact, the order in which you pass the arguments is very important, so get it right.

				Let’s say I wanted to set that last parameter to FALSE. This is how I would do that:

				<?php the_title(‘<h1>’, ‘</h1>’, FALSE); ?>

				Notice the absence of single quotes around the Boolean parameter. TRUE or FALSE values don’t need that.

				Query-style parameters

				The second way you can pass parameters to a template tag is usually used when there are a ton of options. Let’s take a look at wp_tag_cloud(), a template tag that outputs a tag cloud. The default values will get the job done well enough, but perhaps you want to make some changes to the output. For example, maybe you don’t like the default number of tags, which is 45. Let’s say you want 30 instead. Now, wp_tag_cloud() has 13 possible values you can fill. If that was to be managed with the function-style parameter explained in the previous section, that would be quite a string now, wouldn’t it? Luckily, query-style template tags let you change the value of one argument no matter where in the order it is.

				<?php wp_tag_cloud(‘number=30’); ?>

				See that, a quick look at the wp_tag_cloud() page in the Codex told you that the argument you want to change is called number in this case, and then you just add it and tell the template tag which value you want. Simple, huh?

				So what about changing several values then? It’s almost as easy. Suppose you want to change the order of the tags from the default value, which is by name, to how many posts are using the tags instead. A quick check at the Codex page tells you to use orderby and change that from name (which is the default) to count.

				<?php wp_tag_cloud(‘number=30&orderby=count’); ?>

				A simple ampersand (&) separates the two arguments, and that’s that! You can add several arguments just by separating them with ampersands. You don’t need to pass these parameters in any particular order, but it is a good idea to follow the one in the Codex since it will make the code easier to read over time.

				But what if you need to pass an ampersand as a parameter? That won’t work with this method, obviously, because the template tag would think it was supposed to take another argument since ampersands are used as separators. The way around that is to pass the arguments in an array. Here’s the previous example with the added argument separator, which controls what goes between the tags in the tag cloud, and the parameter &bull; which is HTML for a bullet.

				<?php $params = array(‘number’    => 30,

				                      ‘orderby’   => ‘count’,

				                      ‘separator’ => ‘&bull;’ );

				wp_tag_cloud($params); ?>

				This looks a bit different. The array wants you to connect argument with parameter using the => arrow, and then keep both the argument and the parameter inside single quotes of their own. At least when they’re not Booleans (TRUE or FALSE) or integers (a whole number) no single quotes are needed. In the preceding example, the parameter for number is an integer (30). You separate them with a comma, as you can see at the end of each line. All these arguments are stored in $param, which then is passed to wp_tag_cloud() at the end.

				Did that mess with your head? Don’t worry about it; I get into more practical examples later on.

				Now you know how to use template tags. This means that you’re ready to do cooler things with your themes and control the output of content better.

				about strings, booleans, and integers

				A string is a line of text, and can consist of one or several words. It is common that template tags takes strings as parameters. Strings are passed within single quotes.

				A Boolean is either TRUE or FALSE. The parameters can also be passed as true or false, as well as 1 (which is TRUE) or 0 (which is FALSE).

				Finally, an integer is a whole number, which could be 14, 2, -3, 1, and so on. You can pass integers with or without single quotes, it doesn’t matter.

				Finding the template tag you want

				Knowing which template tag is the right one isn’t always that easy. The best way is to read up on them all, but keeping them all fresh in mind is, of course, a bit much to ask. Luckily they are grouped by naming conventions so that it is a bit easier to find them, as you’ve no doubt discovered on the Template Tags page in the WordPress Codex. With this in mind, you can narrow down the possible template tags for what you want to achieve, making it easier to find the right one.

				For example, all wp_list_XXX() template tags behave the same way. So if you’ve figured out how wp_list_pages() work, you’ll have no problem using wp_list_bookmarks(). This can also help you find the right template tag, since you might have used wp_list_pages() before and you know you want a similar styled listing of links. Seeing that there is a wp_list_bookmarks() should point you in the right direction.

				Looking at themes is another great way of learning which template tags do what. Putting template tags to work is still the best way to master them, and that is also how you’ll learn enough to quickly decide which template tag is right for your current problem.

				A few words about localization

				Before moving on, sometimes you’ll see __() around parameters in the code, or perhaps _e(). These notations are for localization purposes, and help the software find the strings that can be translated. They are always within PHP tags. So if you write <?php __(‘This can be translated’, locale); ?> this means that the text “This can be translated” can be translated with the use of language files. 

				You’ve seen this in the Twenty Ten files. It is a fully localized theme, where locale from the preceding example is twentyten. That means that the translation is unique to the theme. It is important to set a suitable locale to make sure there are no language conflicts. There’s more on theme localization later in the book; for now it is enough to understand what these __() and _e() notations represent.

				Conditional Content with Conditional Tags

				Wouldn’t it be handy to be able to check whether you’re on a particular section of your site? For example, if you’re on a Page, post, or perhaps a category archive, you can output one thing, and if you’re not you can output another? Well, you can, thanks to conditional tags that check whether a condition is met. If it is, it returns true (and you can perform one action), and if it is not, it returns false (and you can do something else).

				Conditional tags perform a range of functions, from checking whether you’re on the front page, on a single post or in a specific category, to if the post type is hierarchical, if a post has an excerpt, and so on. In short, whenever you need to check a condition that relates to a location on your site, you can look for an appropriate conditional tag. You’ll find them all in the WordPress Codex, at http://codex.wordpress.org/Conditional_Tags.

				Working with conditional tags

				Some knowledge of PHP is useful when working with conditional tags. Not that it is complicated, but if you’re less experienced with this code, it may be a bit daunting. That being said, simpler things might very well be achieved by copy and pasting your way.

				Try a quick check to see if you’re on a single-post page. If you are, you’ll output a short text snippet. The conditional tag that you use is is_single().

				<?php if (is_single()) {

				        echo ‘Whoa nelly, this is a single post page!’;

				} ?>

				This outputs the text Whoa nelly, this is a single post page! if the page where the code is executed is a single-post page (the Twenty Ten theme in Figure 3-5). Now, this isn’t a book about PHP, but it might be good to know that echo outputs things, simple text, or HTML code for that matter.
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				Figure: 3-5: Here’s a regular single post using the Twenty Ten theme

				Let’s say you want to output an ad block on the home page only. You can use is_home() for this:

				<?php if (is_home()) { ?>

				        <div class=”ad-block”>

				                <a href=”http://tdh.me” title=”Buy the book!”>

				                        Did you know I wrote another book as well?<br />

				                        <strong>Get Smashing WordPress: Beyond the Blog</strong>

				                </a>

				        </div>

				<?php } ?>

				Since the ad block contains a bunch of HTML code, you don’t use the echo function here. Instead, just interrupt the PHP snippet and resume it after the HTML code.

				But what if you want the ad block above to be on the home page and also on Archives? Then you need both is_home() and archive(). You can list several conditions by separating them with double pipes, like this.

				<?php if (is_home() || is_archive()) { ?>

				        <div class=”ad-block”>

				                <a href=”http://tdh.me” title=”Buy the book!”>

				                        Did you know I wrote another book as well?<br />

				                        <strong>Get Smashing WordPress: Beyond the    

				                        Blog</strong>

				                </a>

				        </div>

				<?php } ?>

				Hang on, what about the rest of the site where you’ve got no ads? How about outputting informational text there instead, rather than outputting nothing at all, which is the case right now. Yes, do that:

				<?php if (is_home() || is_archive()) { ?>

				        <div class=”ad-block”>

				                <a href=”http://tdh.me” title=”Buy the book!”>

				                        Did you know I wrote another book as well?<br />

				                        <strong>Get Smashing WordPress: Beyond the 

				                        Blog</strong>

				                </a>

				        </div>

				<?php } else { ?>

				        <div class=”ad-block”>

				                Want to <a href=”/advertise” title=”Advertise here!”>advertise 

				                here?</a>

				        </div>

				<?php } ?>

				The added else part will be used if the conditions within the first if part aren’t met.

				Finally, it may be useful to be able to do things when conditions are NOT met. That’s easy; just add an exclamation mark (!) in front of the conditional tag, like so:

				<?php if (!is_home()) { ?>

				        

				        <p>This paragraph will show up everywhere except on the home page.</p>

				        

				<?php } ?>

				The preceding code outputs the paragraph everywhere except on the home page.

				Example: Adding Conditional Sidebars 

				Sometimes you want different content in your sidebar depending on where you are on your site. It is not uncommon to have one type of content in your sidebar when on posts or archives, but another when on a Page. The following example shows how to handle that.

				 1. Save the old sidebar.php. Find sidebar.php in your theme and rename it OLD_sidebar.php. This way you can revert to the old code anytime you want, which might be a good idea if you are trying this with a theme that you’ve downloaded.

				 2. Create a new sidebar.php. You’ll do this from the ground up, so create a brand new file and name it sidebar.php.

				 3. Get the typical sidebar stuff in there. Let’s assume that your theme follows decent WordPress nomenclature. That means that the following code should get your new sidebar to show up where it should be. If it does not, just copy the classes from OLD_sidebar.php.

				<ul id=”sidebar”>

				        <!-- This is where the sidebar content goes -->

				</ul>

				 4. Check if it’s a Page. Use the following code to check if you are on a Page.

				<ul id=”sidebar”>

				        <?php if (is_page()) { ?>

				                

				                <!-- Stuff here will show up when viewing a Page -->

				                

				        <?php } ?>

				</ul>

				 Now you have a simple if clause with the conditional tag is_page(). If that returns TRUE, whatever’s within the if clause will be returned. Right now, it is just commented HTML code, so you won’t see anything. This is where you want the sidebar content for your Pages.

				 5. Handle the rest of the site. Use a similar technique for the rest of the site.

				<ul id=”sidebar”>

				        <?php if (is_page()) { ?>

				                

				                <!-- Stuff here will show up when viewing a Page -->

				                

				        <?php } else { ?>

				        

				                <!-- The rest of the site will show this, and not the stuff above -->

				        

				        <?php } ?>

				</ul>

				 So, if is_page() is TRUE (which means you are on a Page), you get the first comment, and if it is not, you get the second comment.

				 6. Get some content in there! You can put whatever content you like instead of each of these two comments. It could be template tags listing content, advertisements, widget areas, or whatever:

				<?php register_sidebars(); ?>

				In the preceding example, a single Page just shows links to other Pages (via wp_list_pages(), a template tag), whereas the rest of the site gets a category listing (with wp_list_categories(), another template tag), a simple linked image, and then some links from the wp_list_bookmarks() template tag.

				Enabling Features in functions.php

				Before I move on, I need to talk a little bit about enabling features in functions.php. This beautiful little template file is what adds the ability to post thumbnails, add menu support, enable custom backgrounds and headers, and so on. While all these features work with WordPress 3.0 and later (some actually came in earlier versions), you can’t use them unless you enable them in functions.php. I provide examples for these features later in this chapter. 

				Add the add_theme_support template tag

				The template tag that you use is add_theme_support() and it is prudent to add all your feature enabling early in functions.php so that it is easy to scan the code for what’s enabled and what’s not.

				The add_theme_support()enables

				• Custom headers: Using the parameter custom-header

				• Custom backgrounds: Using the parameter custom-background

				• Post thumbnails: Using the parameter post-thumbnails

				• Menus: Using the parameter menus

				• Automatic feed links: Using the parameter automatic-feed-links

				• Editor styles: Using the parameter editor-style

				Pass the correct parameters

				It is really easy to enable a feature for use with add_theme_support(). All you need to do is define the features you want to add by passing the appropriate parameter to add_theme_support() in functions.php, and it is ready for your use.

				<?php

				        add_theme_support(‘custom-header’);

				        add_theme_support(‘custom-background’);

				        add_theme_support(‘post-thumbnails’);

				        add_theme_support(‘menus’);

				        add_theme_support(‘automatic-feed-links’);

				        add_theme_support(‘editor-style’);

				?>

				This code would add theme support for all of the features mentioned in the preceding list.

				Remember that just because you have added theme support for a feature, it doesn’t mean that it actually shows up somewhere. Take post thumbnails, for example, which need to be output somewhere in your theme’s template files as well (using the_post_thumbnail(), a template tag). However, not enabling the feature means that it won’t work at all, and in the post thumbnail’s case, your users won’t be able to pick images to use as post thumbnails at all, even if you have the appropriate template tag in your theme.

				It might sound like a good idea to always enable all these features, but I recommend against this. After all, why have WordPress show custom header panels in the admin panel if the theme won’t actually show them? Enable the features you need, and add the rest as needed.

				Adding Widgets using template files

				Widget areas, often referred to as dynamic sidebars (despite not being sidebars all the time), are a theme designer’s best friend when developing for clients. These drag-and-drop areas make it easy for anyone to add functionality, info boxes, and what not, just by dropping widgets where you want them. Through plugins, you can extend the available widget functionality almost indefinitely, so having widget areas is a sure way to make a site more flexible.

				Adding widgets is easy enough. The code needed is split in two parts. The widget declaration, which adds the widget areas under Widgets in the WordPress admin panel, is in your theme’s functions.php file (see the Widgets settings in Figure 3-6).

				The second part is the code snippet that you put in your template files, where you want the widget area to appear. This means that if you want a widget area beside your logo located in the header.php template, for example, you’ll add it to that particular place in header.php.

				Define widget areas

				As stated, you define widget areas in your theme’s functions.php. This file can contain a bunch of items, and if you’re looking at the Twenty Ten theme, you’ll notice that it can be quite extensive.

				When defining widget areas, you’re actually registering sidebars with register_sidebars(). Despite the name, a widget area can be anything, not just a sidebar; this is something inherited from WordPress’ past.
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				Figure 3-6: The Widgets settings in the admin panel

				Adding the register_sidebars() tag to your functions.php file automatically registers a widget area called Sidebar:

				<?php register_sidebars(); ?>

				Your functions.php file is often full with other things, so you will probably not need the opening and closing PHP snippets around register_sidebars().

				So what if you want a widget area named Footer? Try this code to pass information to register_sidebars():

				<?php 

				            register_sidebar(array(‘name’=>’Sidebar’));

				            register_sidebar(array(‘name’=>’Footer’));

				?>

				There are two ways for this to occur: one being passed the name Sidebar (which is the default, but since I’m naming them manually, I should name this one too), and one getting the name Footer.

				You obviously can change the name of a widget area by passing a parameter to the name argument, so what other things can you control? The WordPress Codex page for register_sidebars() tells you to pass data to the following arguments:

				• name is the name of the widget area

				• id is the widget area ID

				• before_widget is the code that goes before a widget in the widget area

				• after_widget is the code that goes after a widget in the widget area

				• before_title is the code that goes before the title (if the widget has one) of widgets

				• after_title is the code that goes after the title (if the widget has one) of widgets

				The default values are simple enough, and if you’ve hacked themes before you know them well enough. Widgets go inside li tags, and their titles are wrapped in h2 headings with the class widgettitle for easy access via CSS. By passing other values to the arguments via an array, you can get more control over how widgets behave in a particular widget area.

				To see it in action, check out the Twenty Ten theme’s functions.php; they’re making some alterations there. Another example is the Notes Blog Core Theme (get it from http://notesblog.com), which features a bunch of widget options. The following code is cropped and altered to fit our purpose and shows how you can mix default widget settings with more custom options.

				<?php

				register_sidebar(array(‘name’=>’Sidebar’));

				            register_sidebar(array(‘name’=>’Footer’));

				            register_sidebar(array(

				                        ‘name’ => ‘Submenu’,

				                        ‘id’ => ‘submenu’,

				                        ‘description’ => ‘The submenu area, empty by default’,

				                        ‘before_widget’ => ‘<div class=”submenu-nav”>’,

				                        ‘after_widget’ => ‘</div>’,

				                        ‘before_title’ => ‘<span class=”widgettitle”>’,

				                        ‘after_title’ => ‘</span>’

				                ));

				?>

				You’ll recognize the top of this widget declaration, which gives you the areas Sidebar and Footer with default settings. Below that, however, is a slightly more complicated widget called Submenu. This one has special settings for wrapping widgets in a div rather than an li (and should per definition not sit in a ul, which is common practice). It also puts a span with the class widgettitle around any potential headings through the before_title and after_title arguments.

				Add widget areas to the template files

				Right, so now you know how to define widget areas. The only thing you need to know is how to add them to your template files so that they show up where you want them to. This is even easier thanks to the dynamic_sidebar() function. Just add the following to whichever template file you want to display your widget area in:

				<?php dynamic_sidebar(‘Sidebar’); ?>

				As indicated in the first line of code, the dynamic_sidebar() that you want to show is the one called Sidebar. If you want to show one named Footer instead, just swap the name:

				<?php dynamic_sidebar(‘Footer’); ?>

				Simple, right? Just pop in the name of the widget area you want to use in dynamic_sidebar() and you’re good to go. And, again, just to clarify: This isn’t just for sidebars, but for widget areas in general.

				So what about that placeholder content then? Well, consider this code:

				<?php if ( !dynamic_sidebar(‘Footer’) ) : ?>

				        <li>

				                <h2>Hey there!</h2>

				                <p>This is just a placeholder. You need to drop some widgets 

				                here!</p>

				        </li>

				<?php endif; ?>

				When there are no widgets in the widget area, Footer in this case, an li containing an h2 heading and a paragraph will show up, telling people to drop widgets in the widget area. But as soon as someone actually does, the placeholder code will disappear and only the widgets remain. In other words, if you’ve got nothing as placeholder text, then nothing will be visible until you drop a widget in the area. This is worth thinking about if you want to make certain parts of a theme easy to customize.

				Put widgets to good use

				So what’s the purpose of stepping away from the default values? Well, it would depend on the theme obviously, but the Submenu example shown earlier is actually a sound one, at least in principle, since you now have support for menus in WordPress and having submenus is even better. While WordPress recommends that widget areas are in ul blocks with every widget enclosed in an li that might not always be suitable. And even if it is, perhaps you have one widget area that would benefit greatly from a different class on the heading, or perhaps even on the li items for some reason? You’ll know it when you need it.

				Widgets, in general, are great. The fact that they are drag-and-drop features makes them easy to use. You don’t need to be an experienced WordPress user to manage widgets, and if that isn’t enough, the ease with which you can add features through the use of plugins that offer widgets is hard to match.

				In short, when looking at the parts of a site that isn’t all about the posts and Pages, but still need to be dynamic, widgets are often the way to go.

				Example: Adding a New Widget Area 

				In this example, you put your newfound knowledge of widgets to the test by adding a new widget area to a theme (Figure 3-7 and 3-8 shows the before and after views). Which theme? Any theme!
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				Figure 3-7: This is how the Widgets screen looks if you have no widget areas defined in functions.php
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				Figure 3-8: By comparison, the Twenty Ten theme’s Widgets screen, obviously with widgets defined in functions.php

				 1. Open functions.php. The widget declaration is in functions.php, which is located in your theme’s folder. If there isn’t one, which is highly unlikely, you need to create it yourself. Just create an empty file and name it functions.php.

				 2. Find the widget area declaration. Add a widget area called Hypothetical (you can call it anything you’d like if you’re doing this on a theme that you’ll want to actually use). You need to find the widget declarations in functions.php. They contain register_sidebar() and you need to add an extra line to it.

				 3. Add the new widget area. Assume the widget declarations in your theme looks like this:

				register_sidebar(array(‘name’=>’Sidebar’));

				    register_sidebar(array(‘name’=>’Footer’));

				 Now just add another line where you use register_sidebar() to add your widget area called Hypothetical. (Note that every widget area ends with a semicolon.)

				register_sidebar(array(‘name’=>’Sidebar’));

				    register_sidebar(array(‘name’=>’Footer’));

				    register_sidebar(array(‘name’=>’Hypothetical’));

				 4. But wait, you need another widget area! This one is called Obsessive and needs some special attention in terms of classes for the li and h2 elements that wrap around each widget, and widget heading, respectively. Just add that below your Hypothetical widget area from Step 3:

				register_sidebar(array(‘name’=>’Sidebar’));

				    register_sidebar(array(‘name’=>’Footer’));

				    register_sidebar(array(‘name’=>’Hypothetical’));

				        register_sidebar(array(

				                ‘name’ => Obsessive,

				                ‘id’ => ‘obsessive-widget-area’,

				                ‘description’ => ‘Widget area for obsessive things’,

				                ‘before_widget’ => ‘<li class=”widget-obsessive”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h2 class=”widget-title”>’,

				                ‘after_title’ => ‘</h2>’,

				        ));

				 To achieve the special li and h2 elements, you pass several parameters to the relevant arguments in the array. To top it off, you also add an ID and a description.

				 5. Add the widget areas to the templates. Now that you’ve created your widget areas, you need to display them somewhere on your site. To do that, open whatever template file you feel fits, and just add the following code for the first widget area, the one called Hypothetical.

				<?php if ( !dynamic_sidebar(‘Hypothetical’) ) : ?>

				        <li>

				                <h2>Whoa!</h2>

				                <p>You need to drop some widgets here mate.</p>

				        </li>

				<?php endif; ?>

				 If you forget to drop widgets in the Hypothetical widget area, that placeholder text is sure to get your attention, right?

				 Moving on, the Obsessive widget area should also show up somewhere. However, you may not always be obsessive enough to show something in that part of the site. So when there are no widgets in the area, it shouldn’t say anything. In other words, it’s OK if the Obsessive widget area is empty sometimes:

				<?php dynamic_sidebar(‘Obsessive’); ?>

				There you go; it’s as easy as that to add two widget areas to any theme.

				The Power of Custom Page templates

				Pages, the static part of your WordPress site’s content that’s been there since forever, are in fact a great tool when building more advanced sites. The traditional blog uses Pages for static content like information about the site, advertisement rates, policies, and similar items. This is all well and good, but consider this: Some sites consist primarily of static content. That’s Pages for you, and there’s more. Since you can apply Page templates as custom templates in your theme, to your Pages that means that you can do pretty cool stuff just by creating a template and inserting the code there.

				With some creative coding in Page templates you can build just about anything with WordPress. Create the Page in your admin panel, add the necessary content to it, and do all the funky stuff in the template. Include an outside script, offer alternate content to display — in short: Pages are one potentially powerful ally in creating The Site.

				Create a Custom page template

				A theme can have any number of Page templates. The template file hierarchy indicates that the first thing WordPress will look for is an assigned Page template, which you choose in the Edit Page screen of the admin panel. Obviously your theme will need at least one Page template for this control to show up (as you see in Figure 3-9, click the arrow to select a template).

				After that, you have page-X.php where it first checks to see if X is the Page slug, and then if it is the Page ID. Moving on, WordPress tries to use the generic page.php, and finally uses index.php. That’s all well and good, and sometimes it might be handy to do your custom stuff in a dedicated Page template using the slug or ID version, but more often you create a Page template that you can pick for several Pages, if you want to, manually in the WordPress admin panel.

				So how do you create a Page template? First, you need a few lines of code at the very top of your Page template file so that WordPress knows that it is supposed to let you pick it in the admin panel:

				<?php

				/*

				Template Name: My Brand New Page Template

				*/

				?>
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				Figure: 3-9: Pick a Page template (in the box in the right column)

				Obviously you’ll name your Page template something more descriptive. This is what you see in the Page template drop-down box on the Edit Page screen (in the admin panel).

				Below these few lines of code, type your actual Page template. How this looks depends entirely on what you want to do. Perhaps you just want to alter some things from your regular page.php template, in which case you’d just copy the contents of that file, paste it in your Page template file, and make your changes.

				But hang on, what should your Page template file be called? This is up to you; my-page-template.php works as long as it sits in your theme folder and has the necessary Page template code at the very top of the file. However, it might be a good idea to name your Page template file something in the lines of pagetemplate-my-page-template.php. By having “pagetemplate-” before the actual Page template filename, it will be easier to find the file when working with the theme, especially if you have several Page templates. You shouldn’t just put “page-” in front of the actual Page template filename because WordPress will try and apply it to a slug if you do. Stick with “pagetemplate-” or something similar.

				Example: Creating an Archives Page Template

				In this example, you create an Archives Page template so that you can set up a Page showing the latest posts, a tag cloud, and all our categories easily. You display these using template tags like wp_list_categories() for categories, wp_tag_cloud() for tags, and wp_get_archives() for a monthly post list.

				 1. Find your theme of choice. That’s right, this works with any theme out there. Go with the Notes Blog Core theme, available at http://notesblog.com/core, for this example. You can apply this to just about any theme though (including the Twenty Ten).

				 2. Copy page.php and rename it page-archives.php. To make it easy to see that the template file is a Page template, name it page-X, where X is “archives,” in this case. You want to base this Page template on the basic page.php template, so just copy the contents of that one to a file named page-archives.php.

				 3. Make it a Page template. At the very top of page-archives.php, add the code snippet that tells WordPress that this is a Page template. Name it “Archives,” since that’s what it is.

				<?php

				/*

				Template Name: Archives

				*/

				?>

				 4.  Add the archive goodness. Keep the loop around in this template to make it easy to alter the text at the very top of the archives page, should you want to. Find the loop, and then find the the_content tag. Below it, add the archives code, which is this:

				<h2><?php _e(‘Browse by Month:”, “notesblog”);?></h2>

				<ul>

				    <?php wp_get_archives(‘type=monthly’); ?>

				</ul>

				<h2><?php _e(“Browse by Category:”, “notesblog”);?></h2>

				<ul>

				     <?php wp_list_categories(‘title_li=’); ?>

				</ul>

				<h2><?php _e(“Browse by Tag:”, “notesblog”);?></h2>

				<?php wp_tag_cloud(‘smallest=8&largest=28&number=0&orderby=name&order=ASC’); ?>

				 What you have here is an h2 heading that is localized so that translated versions of the theme can edit it. Then there’s a ul list block that outputs the monthly archive links. Next, another h2 and a category list in its own ul block. Finally you’ve got an h2 heading and then the tag cloud, and that’s about it.

				 Just for clarity’s sake, here’s the full page-archives.php, which is now done:

				<?php

				/*

				Template Name: Archives

				*/

				?>

				<?php get_header(); ?>

				        <div id=”content” class=”widecolumn”>

				        <?php if (have_posts()) : while (have_posts()) : the_post(); ?>

				                        <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                                <h1><?php the_title(); ?></h1>

				                                <div class=”entry”>

				                                        <?php the_content(); ?>

				                                        <h2><?php _e(“Browse by Month:”, “notesblog”);?></h2>

				                                        <ul>

				                                                <?php wp_get_archives(‘type=monthly’); ?>

				                                        </ul>

				                                        <h2><?php _e(“Browse by Category:”, “notesblog”);?></h2>

				                                        <ul>

				                                                 <?php wp_list_categories(‘title_li=’); ?>

				                                        </ul>

				                                        <h2><?php _e(“Browse by Tag:”, “notesblog”);?></h2>

				                                        <?php wp_tag_cloud(‘smallest=8&largest=28&number=0&orderby=name&order=ASC’); ?>

				                                </div>

				                        </div>

				                <?php endwhile; ?>

				        <?php endif; ?>

				        </div>

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				 5. Upload page-archives.php to your theme folder. You obviously need to upload the Page template to use it, so do that now. Place it in your theme’s wp-content/themes folder.

				 6. Create the Page in WordPress. You need to create a Page for your archives in WordPress. For this example, keep it simple and call it Archives (see Figure 3-10), and make sure that it gets the permalink “archives” since that will look good. A short blurb in the content area introduces the visitor to your Archives Page. Above all, it shows the archives functionality since it is output where the_content() is, and you put your archives code below it.

				 7.  Pick the Archives template and admire your work. The only thing left to do is to pick the Archives template in the drop-down box to the right on your Edit Page screen. Save the Archives Page (as in Figure 3-11), and it will use your template, which means that it will include and output the code from page-archives.php.
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				Figure 3-10: Create the Archives Page
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				Figure 3-11: Select the Archives Page template

				 Figure 3-12 shows you what you have created, pretty simple, huh?
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				Figure 3-12: The somewhat unstyled end result on notesblog.com/archives/

				Finding Your Way With custom Menus

				As of WordPress 3.0, you can create menus from the admin panel. This fancy little thing can be likened to a widget area, but for menus created on the Menus interface in WordPress admin panel, under Appearance, if your theme supports it. I’m likening them with widget areas for two reasons:

				• As with widget areas (also known as dynamic sidebars), you define them in functions.php and then add the defined areas to your theme’s template files.

				• Managing the actual menus in the admin panel is fairly similar to widget management.

				There’s also the fact that your Menus (as in menus created with Menus in the admin panel — yes, it’s the pages/Pages semantics all over again) will work perfectly well on a lot of widget areas thanks to the Menus widget (see Figure 3-13). That’s right. You can create a menu using Menus and drop it in any widget area, using said widget.
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				Figure 3-13: The Menus interface on a theme with no official support for it

				Before you get to the actual code for adding this feature, remember that Menus are WordPress 3.0 and later only. If you need to support older versions, you can’t use it. If you still want to add it, check whether the function exists, just like when you include widget areas.

				If you do use the Menus feature on an older version of WordPress, it will degrade to displaying Pages with wp_list_pages(). While your menu could very well consist of just links to Pages, that is not always the case. If you’re building menus for your site and need to keep it backwards compatible, you should stay clear of the Menus feature. After all, you can’t just not show a navigational element, and more often than not you don’t want that list of Pages that wp_list_pages() will get you. Better to use a traditional widget area and make sure that the use of the menu widget element (see Figure 3-14) will look good for your 3.0 users.

				DeclarE a Menu area

				As with widget areas, you need to define menu areas in your theme’s functions.php. The code is simple enough:

				function register_menus() {

				        register_nav_menu( ‘top-navigation’, __( ‘Top Navigation’ ) );

				}

				add_action( ‘init’, ‘register_menus’ );
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				Figure 3-14: A Custom Menu widget on the Available Widgets screen of your admin panel

				This adds a menu called Top Navigation to your theme, for use on the Menus screen in the admin panel. The last line actually adds the functionality; without it nothing will happen.

				As with widget areas, you can add several menu areas at once. The following code adds areas meant for both the sidebar and the footer. You need to declare these in an array; the preceding code will only work with a single menu.

				function register_menus() {

				        register_nav_menus(

				                array(

				                        ‘top-navigation’ => __( ‘Top Navigation’ ),

				                        ‘side-menu’ => __( ‘Side Menu’ ),

				                        ‘bottom-navigation’ => __( ‘Bottom Navigation’ ),)

				                );

				        }

				add_action( ‘init’, ‘register_menus’ );

				That’s it! The only thing left is to actually add the menu areas to your theme’s template files.

				Add A Menu area to your template files

				As you would expect, there’s a template tag for adding a menu area to your theme. The template tag is called wp_nav_menu(), and if you have only one menu added, it will output that, otherwise default to a list of Pages via wp_list_pages().

				Obviously you want to control which menu goes where, so you have to let wp_nav_menu() know. Starting with the menu called Top Navigation in the previous example, pass the theme location parameter from your declaration to wp_nav_menu(), hence telling WordPress which menu area you want it to output.

				<?php wp_nav_menu( array( ‘theme_location’ => ‘top-navigation’ ) ); ?>

				Adding a menu to this area using the Menu admin panel will output it, enclosed in a div with the CSS class menu. That’s default output, but you can control that. Suppose your sidebar menu from above wants to sit in an li instead, because it is enclosed in a ul#sidebar item.

				<?php wp_nav_menu( array( 

				        ’container’                        => ‘li’,

				        ‘container_class’        => ‘menu-sidebar’,

				        ‘theme_location’        => ‘top-navigation’

				) ); ?>

				As you can see, the code uses a different class for this one in order to style it differently. You can also add an ID and control what goes before and after the actual menu within the area, to name a few things. Something that might be handy is a different fallback tag, since wp_list_pages() might not be ideal at all times. Have it output your categories instead, using wp_list_categories():

				<?php wp_nav_menu( array( 

				        ’container’                        => ‘li’,

				        ‘container_class’        => ‘menu-sidebar’,

				        ‘fallback_cb’     => ‘wp_list_categories’,

				        ‘theme_location’        => ‘top-navigation’

				) ); ?>

				Pretty neat, huh?

				Example: Adding a Menu Area

				In this example you add an area for menus in a theme? It’s really simple, and you can throw out any hard-pressed custom menu solutions you may have found or created over the years.

				 1. Declare the menu. Call this menu “Main Menu” and give it the location name “main-menu” since that just makes sense. The former is what you see in the admin panel, the latter will be used with the wp_nav_menus() tag in the template files. The last line adds the functionality. Oh, and you use the array format here despite not needing to. This makes it easy for you to add more menus, if you want to.

				<?php

				        function register_menus() {

				                register_nav_menus(

				                        array(

				                                ‘main-menu’ => __( ‘Main Menu’ )

				                        );

				                }

				        

				        add_action( ‘init’, ‘register_menus’ );

				?>

				 2. Create a menu. Now create a menu so that you have something to output. In the admin panel, click Appearance, and then Menus. Just fill it with something suitable. Perhaps add a Page, a category, and a custom link to some other site that you have.

				 3. Add wp_nav_menus(). Right, so now you add your spanking new menu to your theme. You’ll use it in header.php, but you can put it anywhere of course.

				<?php wp_nav_menu( array( ‘theme_location’ => ‘main-menu’ ) ); ?>

				 That’s it!

				 4. A bit short and simple, right? Let’s add another menu area for good measure, adding to the code in functions.php:

				<?php

				        function register_menus() {

				                register_nav_menus(

				                        array(

				                                ‘main-menu’ => __( ‘Main Menu’ ),

				                                ‘footer-menu’ => __( ‘Footer Menu’ )

				                        );

				                }

				        

				        add_action( ‘init’, ‘register_menus’ );

				?>

				 Now add this to your footer.php file (but again, you could use it anywhere). Because you want this menu to behave slightly differently, give it another CSS class:

				<?php wp_nav_menu( array( 

				        ’container_class’        => ‘menu-footer’,

				        ‘theme_location’        => ‘top-navigation’

				) ); ?>

				 Obviously you can style this in style.css (or any other stylesheet that you might be loading), so just make the type bold for good measure:

				.menu-footer {

				        font-weight:bold;

				        }

				 Still simple; still easy to work with.

				Changing your Header Image

				The feature that allows you to change the header image (Figure 3-15 shows the default image in the Twenty Ten theme) has been created a ton of times in the past, but with WordPress version 3.0, you actually have a custom header function to work with. This is primarily aimed at simpler sites where changing the image header is the only customization needed, but it could come in handy when building larger sites as well.
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				Figure 3-15: The header image as it is used in the Twenty Ten theme

				Adding custom headers is simple enough, and done in functions.php. First you define the data for the header with four constants. Then you write two functions: one for theme view and one for admin panel view. Finally you enable the whole thing with add_custom_image_header() with said functions passed as parameters.

				Define the header in functions.php

				The basic definition of the header listed in the Codex are these:

				<?php

				        define(‘HEADER_TEXTCOLOR’, ‘ffffff’);

				        define(‘HEADER_IMAGE’, ‘%s/images/default_header.jpg’); 

				                // %s is the template dir uri

				        define(‘HEADER_IMAGE_WIDTH’, 775); 

				                // use width and height appropriate for your theme

				        define(‘HEADER_IMAGE_HEIGHT’, 200);

				?>

				However, I do not recommend the second line in the preceding code snippet, which fetches the default header image from your theme’s directory. By using the following line instead, you fetch the default image using get_bloginfo() and its parameter stylesheet_directory. 

				define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . 

				‘/images/banner.jpg’);

				Now, WordPress will use the stylesheet directory rather than the theme’s directory, which means that if you’re building a child theme based on this particular parent theme, it looks in the child theme’s directory, since that is where the primary stylesheet sits. Obviously you can just go with the default lines if you know that you’ll never build a child theme upon your theme. The second example works either way, so you may as well use it.

				Display the header in your theme

				The functions that show the header image are simple enough, and are passed to add_custom_image_header() in the end. First, you need one to display the image in your theme, which you attach to the wp_head action hook — basically when WordPress starts to load your site. What you put in the function is a CSS that will then output the header image.

				<?php 

				        function site_header_style() {

				            ?><style type=”text/css”>

				                #header {

				                    background: url(<?php header_image(); ?>);

				                }

				            </style><?php

				        }

				?>

				Note that you need to step out of PHP for a bit unless you want to echo the whole stylesheet part. Obviously you could make this as advanced as you’d like, with lots of styles and nifty stuff.

				The second function shows the header image in the admin panel. Here you just add width and height to a pre-defined CSS ID called #headerimg, which is what you use to display the header in the custom header admin panel. There is little point in messing with this function, but obviously you can.

				<?php

				        function admin_header_style() {

				            ?><style type=”text/css”>

				                #headimg {

				                    width: <?php echo HEADER_IMAGE_WIDTH; ?>px;

				                    height: <?php echo HEADER_IMAGE_HEIGHT; ?>px;

				                }

				            </style><?php

				        }

				?>

				Last but not least, you need to enable the whole thing and pass these two functions as parameters using add_custom_image_header(). The first parameter is the function that the theme uses to display the header, and the second parameter is used in the admin panel.

				add_custom_image_header(‘site_header_style’, ‘admin_header_style’);

				The whole thing would look like this in functions.php:

				<?php

				        define(‘HEADER_TEXTCOLOR’, ‘ffffff’);

				        define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/images/banner.jpg’);

				        define(‘HEADER_IMAGE_WIDTH’, 775);

				        define(‘HEADER_IMAGE_HEIGHT’, 200);

				        

				        // The site header function

				        function site_header_style() {

				            ?><style type=”text/css”>

				                #header {

				                    background: url(<?php header_image(); ?>);

				                }

				            </style><?php

				        }

				        

				        // The admin header function

				        function admin_header_style() {

				            ?><style type=”text/css”>

				                #headimg {

				                    width: <?php echo HEADER_IMAGE_WIDTH; ?>px;

				                    height: <?php echo HEADER_IMAGE_HEIGHT; ?>px;

				                }

				            </style><?php

				        }

				        

				        // Enable!

				        add_custom_image_header(‘site_header_style’, ‘admin_header_style’);

				?>

				Example: Adding a Custom Header

				In this example, you add a custom header to a theme; any theme that doesn’t support it already will do. You do the whole thing in functions.php, so open that.

				 1. Define text color and default header. You need to add four constants to make sure that the custom header feature will work. Start by defining the text color and the default image, adding it to functions.php.

				<?php

				        define(‘HEADER_TEXTCOLOR’, ‘ffffff’);

				        define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/header-default.jpg’);

				?>

				 2. Set the image width and height. You want to decide the header image’s width and height. This is important because the admin panel will scale to this should you upload something larger. This example is 940 pixels wide and 130 pixels high, but you should obviously make sure this suits the header area in your theme.

				<?php

				        define(‘HEADER_TEXTCOLOR’, ‘ffffff’);

				        define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/header-default.jpg’);

				        define(‘HEADER_IMAGE_WIDTH’, 940);

				        define(‘HEADER_IMAGE_HEIGHT’, 130);

				?>

				 3. Add some header style for your theme. The following code adds the header image, using a function that you later can include when enabling the feature.

				<?php

				        define(‘HEADER_TEXTCOLOR’, ‘ffffff’);

				        define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/header-default.jpg’);

				        define(‘HEADER_IMAGE_WIDTH’, 940);

				        define(‘HEADER_IMAGE_HEIGHT’, 130);

				        // The site header function

				        function site_header_style() {

				            ?><style type=”text/css”>

				                div#header {

				                    background: url(<?php header_image(); ?>);

				                }

				            </style><?php

				        }

				?>

				 This code adds your new header image as a background image to div#header; obviously your theme may have another element where you’d like the header to show up. You might also want to add some borders or other CSS to make it fit into your theme of choice.

				 4. And some style for the admin. You need another function for display in the admin panel. You can just set width and height to the ID #headerimg since that’s what’s used in admin.

				<?php

				        define(‘HEADER_TEXTCOLOR’, ‘ffffff’);

				        define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/header-default.jpg’);

				        define(‘HEADER_IMAGE_WIDTH’, 940);

				        define(‘HEADER_IMAGE_HEIGHT’, 130);

				        // The site header function

				        function site_header_style() {

				            ?><style type=”text/css”>

				                div#header {

				                    background: url(<?php header_image(); ?>);

				                }

				            </style><?php

				        }

				        // The admin header function

				        function admin_header_style() {

				            ?><style type=”text/css”>

				                #headimg {

				                    width: <?php echo HEADER_IMAGE_WIDTH; ?>px;

				                    height: <?php echo HEADER_IMAGE_HEIGHT; ?>px;

				                }

				            </style><?php

				        }

				?>

				 5. Enable the whole thing. Let’s wrap this up by enabling the custom header feature. You do that with add_custom_header_image() to which you pass first the function for the header in our theme, and then the function for use in the admin panel.

				<?php

				        define(‘HEADER_TEXTCOLOR’, ‘ffffff’);

				        define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/header-default.jpg’);

				        define(‘HEADER_IMAGE_WIDTH’, 940);

				        define(‘HEADER_IMAGE_HEIGHT’, 130);

				        // The site header function

				        function site_header_style() {

				            ?><style type=”text/css”>

				                div#header {

				                    background: url(<?php header_image(); ?>);

				                }

				            </style><?php

				        }

				        // The admin header function

				        function admin_header_style() {

				            ?><style type=”text/css”>

				                #headimg {

				                    width: <?php echo HEADER_IMAGE_WIDTH; ?>px;

				                    height: <?php echo HEADER_IMAGE_HEIGHT; ?>px;

				                }

				            </style><?php

				        }

				        

				        // Enable!

				        add_custom_image_header(‘site_header_style’, ‘admin_header_style’);

				?>

				Adjusting Your Site Background

				The custom background feature is another handy little item you can use from your theme. It lets you alter the background image or color of a site. In fact, what it does alter is the stylesheet for the body tag, so it might not work as expected if your theme has a lot of styling in the body already.

				Adding the feature is almost ridiculously simple. Just add the following tag to functions.php and the panel pops up in the admin panel, and that’s it. Yes, that’s right, this tiny template tag, along with the feature activation tag that you add to the code, outputs the necessary style code, and so on, in your theme. Assuming your theme doesn’t do something that nulls out the included styles, it should just work.

				<?php

				        // Enable custom backgrounds

				        add_theme_support(‘custom-background’);

				        

				        // Activate the admin panels

				        add_custom_background();

				?>

				This attaches the stylesheet code to the wp_head action hook. The only thing left to do is make sure that your theme has the template tag body_class() in your body tag. It works much like post_class() does for your post container (usually a div), adding styles that gives you additional control. This line should be in your theme’s header.php, otherwise you should replace your body tag with it:

				<body <?php body_class(); ?>>

				You can get the nitty-gritty details in the Codex http://codex.wordpress.org/Function_Reference/add_custom_background, but most likely you don’t want to mess with anything here. Just embrace the simplicity of this feature; you’ll have plenty of time to pull your hair out over annoying features later on!

				Wrapping It Up

				By now you should have a better idea of what you can do with themes, what features are just around the corner, and so on. The knowledge of how you work with template tags and pass parameters to them will make it a lot easier when looking up things online for your projects, and conditional tags will make your themes more flexible.

				From here on I mix practical with conceptual, putting what you’ve learned to good use. You’ve got the basics now, so it’s time to start doing things, beginning with child themes. Child themes are a wonderful way to work with themes, further separating the code from the design. That’s up next!

			

			
		

	
		
			
				
				Part II: Hacking A Theme

				Chapter 4: Using Child Themes

				Chapter 5: Choosing a Theme

			

			
		

	
		
			
				
				Chapter 4: Using Child Themes

				So you think you know all you need to know about theming to get your hands dirty, eh? In a way you do. Now you can hack away at just about any theme, which you did in Part I; but, there is more to it still.

				Theme design is comprised of many elements. You’ve got your template tags, conditional tags, custom post types and taxonomies, custom backgrounds and headers, widget areas, and so on. These things are cool, and important for the theme designer to know. A veritable key to the themes universe, as well as to a beautiful and feature-rich WordPress site.

				But what is often overlooked, and ironically the most important thing that can save you time and headaches, are child themes. If you want to design a WordPress theme by altering an existing one, you can take it to the next level with a child theme.

				The Child Theme Concept

				As the name implies, child themes rely on another theme that serves as a parent for the child. The child theme borrows everything from the parent, unless the child theme contains the necessary code itself. So in other words, if your child theme has a single.php template file, it’ll use that, but if it doesn’t, it’ll use the one from the parent theme.

				Why are child themes so great?

				First of all, it depends on what you’re trying to do. Child themes are not always the solution, especially if you’re looking at heavyweight sites with tons of visitors and every byte counts, and costs money. Since a child theme often overrides parts of its parent theme, this may result in some code overhead. It is worth keeping in mind when deciding if a project should use a child theme or not.

				That aside, the brilliant part of a child theme is that you can move all your code into a single theme: the parent theme folder. In other words, your original theme (that is, the parent) acts as a framework that contains all the core functionality, such as the content loops (although you can override those too, of course), basic markup, template files, and so on. In short, everything that is tied to features within WordPress sits in the parent theme. Whenever a new feature is rolled out in a new version of the software, you change it in your parent theme, leaving the child theme unaffected and saving you time. The same applies for bugs and other changes you may need to change over time. This is especially true if you have several sites sharing the same parent theme, which I get to in a bit.

				Another way to use child themes is when you download a theme that you want to change. Put the change in the child theme and let the parent theme author worry about keeping it up to date. This leaves you with just making sure that updates are applied properly. When you update the parent theme, none of your own edits will be overwritten, which is the case if you hack the theme itself. Because your work sits in the child theme, it isn’t affected by an update to the parent. This, incidentally, is the only sound way to hack a theme, if you plan on following its development cycle.

				So what you’ve got is two ways to work with child themes. If you’ve found a theme you like that you want to alter a bit, you put your changes in a child theme and continue to update the parent. Or, if you’ve developed a theme of your own that you plan to use as a basis, the parent theme, that is, to several sites (I discuss this later in this chapter), then you’re responsible for the parent theme updates. When applying these updates, you’ll be rolling out your new features automatically. Figure 4-1 shows a site that uses three child themes.
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				Figure 4-1: The Thematic theme with a few child themes

				Get them from http://themeshaper.com

				How Child Themes Work

				Child themes are easy to create, as long as you grasp the basics (see Figure 4-2 for an overview of child themes and template files). You are building a theme that consists of, in its most minimal form, a style.css template file. A child theme can also contain any other template files, including functions.php, as well as images, Java Scripts, and so on. In all, it is a regular theme, with the exception that it needs a parent theme.

				The files in the child theme sit in a folder, just like all other themes. Template files are created and built in the same way. Really, you need to understand that a child theme is, in every way, a WordPress theme. The only difference is that it isn’t complete by itself. It needs its parent.

				Every file in a child theme automatically overrides its namesake in the parent theme (except functions.php, which I get to in a bit). That means that if you have a category template (being category.php) in your child theme, and also in your parent theme, the child theme file will be used. WordPress checks the child theme for templates first, and then the parent.

				You could have a template file for everything in your child theme, essentially making your parent theme unnecessary. I probably don’t have to point out how unnecessary that is, as the whole point for using a child theme is to separate child theme changes from the parent theme. You could liken it to how you separate PHP and HTML code from CSS styles with an external stylesheet.
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				Figure 4-2: A schematic overview of how child themes work

				Creating a child theme

				Creating a child theme is easy, which is a good thing since you’ll have your hands full building cool sites as it is. The only file you need to create is style.css, but most likely you’ll want to add a couple of template files as well. Anyway, style.css is the only mandatory one, and it is actually just one puny little extra line of code needed to tell WordPress that this is a child theme:

				Template: my-template-theme-of-choice

				Just swap “my-template-theme-of-choice” to whichever theme you’d like to use as a parent theme. Do keep in mind that you want to type the parent theme’s folder name here, not the actual name! So for Twenty Ten, you don’t type Twenty Ten (the theme name) but rather the folder name, which is twentyten. If you’re uncertain what the folder is, just check wp-content/themes to find out. Assuming your parent theme is actually uploaded to that folder, that is. It needs to be, after all.

				That little template line goes in the familiar top block of style.css in your theme declaration. In the following code, I’ve added it to a dummy child theme header, just to show it in its right element.

				/*   

				Theme Name: My Dummy Child Theme

				Theme URI: http://my-dummy-url.com

				Description: My dummy theme description for my dummy child theme.

				Author: My Name

				Author URI: http://my-url.com/

				Template: twentyten

				Version: 1.0

				*/

				That’s that, actually. With a style.css in a folder, uploaded to your wp-content/themes folder just like any other theme, along with the parent theme also residing in the themes folder, you’re ready to go. You’ll find your child theme in the WordPress admin panel under Appearance settings in Themes. You activate it there, just like any other theme.

				Getting parent theme styles into a child theme

				However, you probably want one more thing in your style.css, besides any extra styles for your child theme. Template files in child themes override the ones in the parent theme. So your child theme loads its style.css file, and not the one in the parent theme. You’ll then lose all the styles from the parent theme, which is probably not what you want to happen.

				Luckily there is an easy way to remedy that: Just import the parent theme’s stylesheet first into your child theme’s style.css, but place it after the theme header.

				/*   

				Theme Name: My Dummy Child Theme

				Theme URI: http://my-dummy-url.com

				Description: My dummy theme description for my dummy child theme.

				Author: My Name

				Author URI: http://my-url.com/

				Template: twentyten

				Version: 1.0

				*/

				@import url(‘../twentyten/style.css’);

				Now you can add whatever styles you need for your child below the @import rule. Load your parent theme’s stylesheet first to make sure that you have a basis to work on. Simple and neat. If your parent theme is built around several stylesheets, you may need to import them too, either in the child theme’s style.css, or in its header.php (if you add one).

				Finding images in child themes

				Another thing worth knowing before you build a child theme for real is how WordPress finds images that reside in the child theme’s folder. Normally you use the bloginfo() template tag with the template_directory parameter to find your theme’s folder when including images in you template files.

				<img src=”<?php bloginfo(‘template_directory’); ?>/image.jpg” alt=”Alt texts are nice” />

				You can do that in your child theme as well, but it will actually lead to your parent theme’s folder. It is, after all, the parent theme directory. Although it may seem a bit confusing, it does make sense.

				Now, you want to be able to include images in your child theme as well, and output them in the same easy fashion that you’re used to. That’s why I resort to the stylesheet_directory parameter instead. The following code tells bloginfo() to look for where the primary stylesheet sits (which is style.css, of course), and points us to the child theme’s folder.

				<img src=”<?php bloginfo(‘stylesheet_directory’); ?>/image.jpg” alt=”Alt texts are nice” />

				That you can pull images from both your child theme folder (and subdirectories within it) and your parent theme’s folder (again, subdirectories too) can be very handy, so keep it in mind.

				Functions and child themes

				The functions.php template file is the only one that doesn’t behave like the rest of the flock, and it should come as no surprise that it is functions.php. Your child theme can have a functions.php file that contains just about whatever you want as usual, but it won’t actually replace the file in your parent theme. Rather, if there is a functions.php file in a child theme, WordPress loads it first, before loading functions.php in the parent theme. Yes, both files are loaded. The file in the child theme goes first.

				What does this mean? Well, first of all, if you need to do away with any function in the parent theme’s functions.php, you can deregister that function. This one removes the custom Read more feature twentyten_excerpt_more in the Twenty Ten theme for example.

				remove_filter( ‘excerpt_more’, ‘twentyten_excerpt_more’ );

				You could also take said function and make it do something else. Let’s just change the text that is output when you use the Read more feature. This code snippet works in a child theme using Twenty Ten as a parent theme because it will change its function (twentyten_excerpt_more mentioned above). It starts with a function, which I apply to the action hook excerpt_more that is already present in the Twenty Ten theme. However, since Twenty Ten already has a function attached to that (that is, twentyten_excerpt_more), I need to deregister that before registering our brand new one, called custom_excerpt_more.

				// The kind of function I want

				function custom_excerpt_more($more){

				        return ‘<a href=”’. get_permalink() . ‘”>’ . get_the_title() . ‘  is over here!</a>’;

				}

				// Remove the default twentyten_excerpt_more from the excerpt_more hook

				remove_filter( ‘excerpt_more’, ‘twentyten_excerpt_more’ );

				// Add our new function from above, custom_excerpt_more, to the excerpt_more hook

				add_filter (‘excerpt_more’, ‘custom_excerpt_more’ );

				Not very hard at all, right?

				So your child theme’s functions.php file won’t actually overwrite the functions in the parent theme’s functions.php unless you want it to. That means that you can keep them around (probably a good idea more often than not). Or, you can load them up with new stuff that fits your child theme better. And you can add new functions to the child theme’s functions.php, completely independent of the parent theme. You don’t have to do things with the parent theme’s functions at all, you can do new stuff too.

				Example: Creating a Simple Child Theme

				Now you can put your spanking new knowledge to good work by creating a simple child theme for the Twenty Ten theme (Figure 4-3 shows the default WordPress theme). This child theme won’t change much, just move the sidebar from the right-hand side, to the left-, for this particular project.

				[image: 9780470669907-fg0403.eps]

				Figure 4-3: Twenty Ten fresh out of the box

				 1. Create the child theme. Create a folder for your child theme and name it Twenty Ten Left Sidebar. Name the folder twentyten-ls, that way it will be easy to find in your FTP software in the future, sitting next to the Twenty Ten folder.

				 Every child theme needs a style.css file with the theme information, so create a brand new file. Get the necessary theme header information into it, along with the import rule that loads the Twenty Ten stylesheet. You want that too, after all.

				/*   

				Theme Name: Twenty Ten Left Sidebar

				Theme URI: http://tdh.me/wordpress/

				Description: A simple child theme for Twenty Ten that moves the side column to the left.

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				Template: twentyten

				Version: 1.0

				.

				        This here is just to show that you can add a comment

				        here as well. Fancy huh?

				.

				*/

				/* Import the Twenty Ten stylesheet */

				@import url(‘../twentyten/style.css’);

				 2. Find the elements to change. Right, so you want the sidebar on the left rather than on the right. This is a simple positioning issue that you can address in your style.css file in the child theme, but you still need to figure out what you want to change. Depending on your Web browser, you’ll want to use different kinds of tools to inspect the code (for example, Firebug for Firefox, the Inspect Element right-click command in Chrome and Safari, and so on). Use whatever you usually use to inspect HTML files from your Web browser.

				 Some inspection shows that the content area (found in Figure 4-4) is controlled by div#container, and the right column (found in Figure 4-5) uses div#primary for positioning. Actually, div#secondary is used as well according to the code, so add that in there too.

				[image: 9780470669907-fg0404.eps]

				Figure 4-4: The content area is positioned by div#container

				[image: 9780470669907-fg0405.eps]

				Figure 4-5: The side column is positioned by div#primary

				 3. Add the necessary styles. You’re ready to add the necessary styles, so go back to style.css in your child theme. All you need to do is change the floating on div#container to right, and div#primary to left to achieve what you want. You’ll add the styling after the import rule.

				/*   

				Theme Name: Twenty Ten Left Sidebar

				Theme URI: http://tdh.me/wordpress/

				Description: A simple child theme for Twenty Ten that moves the side column to the left.

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				Template: twentyten

				Version: 1.0

				.

				        This here is just to show that you can add a comment

				        here as well. Fancy huh?

				.

				*/

				/* Import the Twenty Ten stylesheet */

				@import url(‘../twentyten/style.css’);

				/* Move the content column to the right */

				div#container { float:right; }

				/* Move the side column to the left */

				div#primary, div#secondary { float:left; }

				 4. Activate the child theme. After saving and uploading your child theme, it appears in the WordPress admin panel, under Appearance settings in Themes. If you want a nice thumbnail image, you’ll have to add a screenshot.png in your child theme’s folder, as well.

				 Activate, and voila! The right column is now on the left (as you can see in Figure 4-6), and it will stay there even when Twenty Ten, your parent theme, is updated as all the changes you’ve made sit in a child theme.
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				Figure 4-6: Twenty Ten Left Sidebar really does have the sidebar to the left

				The perfect Twenty Ten project

				Since child themes work best when you don’t have to make dramatic alterations to the parent themes, you should consider what you want to build and how that fits with Twenty Ten. Not all sites are ideal, so compare your goal with Twenty Ten and decide whether it is suitable or not.

				A few things to think about include:

				• Is the main layout similar?

				• Is the content flow similar?

				• Is this the ideal way to deliver the content?

				• Can I fit all the ads, promotional messages, and similar blocks that I need?

				• Do I need the extra features, such as custom headers and such, or is that something I need to remove?

				• Will I need to overwrite a lot of files in my child theme?

				Any child theme should consist of as little code as possible, from the stylesheet to actual PHP and HTML in the template files. The less you need to override in your child theme, the better. That’s why it is sometimes a better idea to build your own parent theme, and then use child themes on top of that.

				Twenty Ten and Child Themes

				Using Twenty Ten as the parent theme for child themes is a good idea for several reasons. First of all, the theme is pretty clean and sweet design-wise, although you may disagree. However, the fact that it is so clean makes it easy to make minor changes to, and you get all those features as a bonus. That means that minimal child theming lets you change the look and feel of the theme, while maintaining the custom header image functionality, for example.

				Second, Twenty Ten is the default theme in WordPress 3.0, which means that it is widespread. While it might not be the default theme forever, you can expect a majority of users will have it in their themes folder. If you intend to release your child theme in the wild, and not just keep it for yourself, then that’s a good thing.

				Third, as the default theme, a ton of eyes have reviewed it during its development. So it showcases WordPress functions in a good and modern way. If that’s not enough for you, the mere number of comments in the code will help you learn theming. Among those things that actually matter for child theming is the get_template_part() usage for fetching the loop, which I’ve talked about before.

				These are the things that make Twenty Ten suitable to build child themes upon. You can hack it straight up if you’d like, fork it into a different theme and be happy with that, but that would mean that you’d miss out on the automatic updates to the theme. Child themes are always the way to go in these cases. So unless you’re making drastic alterations, you should go with a child theme setup.

				Example: Adding a Second Sidebar

				You’ve been idle long enough; it’s time to do something cool with Twenty Ten, like add an additional sidebar with its very own widget area of course. You’ll add it to the left column since a lot of people like tri-column designs. And you’ll do it as a child theme, naturally.

				 1. Create the child theme. To create the child theme, which you can call Twenty Ten Tr, create a folder called twentyten-tri, drop it in wp-content/themes, and add a style.css file with the following content:

				/*   

				Theme Name: Twenty Ten Tri

				Theme URI: http://tdh.me/wordpress/twentyten-tri/

				Description: A child theme for Twenty Ten that adds an extra sidebar.

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				Template: twentyten

				Version: 1.0

				.

				        As made famous by the wonderful book

				        Smashing WordPress Themes: Making WordPress Beautiful

				.

				*/

				/* Import the Twenty Ten stylesheet */

				@import url(‘../twentyten/style.css’);

				 2.  Add another widget area. The left sidebar needs a widget area. To add that, you need to create a functions.php for the child theme as well. This one will load first, in addition to the parent theme’s functions.php file, so the widget area will just be added. 

				<?php

				        register_sidebar( array(

				                ‘name’ => __( ‘Left Widget Area’, ‘twentyten’ ),

				                ‘id’ => ‘left-widget-area’,

				                ‘description’ => __( ‘The left hand sidebar widget area’, ‘twentyten’ ),

				                ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h3 class=”widget-title”>’,

				                ‘after_title’ => ‘</h3>’,

				        ) );

				?>

				 The widget code comes from Twenty Ten’s functions.php and the right widget area in particular, since you want to retain the same style to the left. Name the widget area Left Widget Area (shown in the right column in Figure 4-7).
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				Figure 4-7: The Left Widget Area

				 3. Create the left sidebar template file. You need something to show in the left-hand widget area. That’s why you’ll create a file called sidebar-left.php for your child theme, containing everything you need to output the Left Widget Area. This is what’s in it, based on the code from Twenty Ten’s own sidebar.php to keep it in the same style.

				<?php

				/* The left hand sidebar, called with get_sidebar(‘left’) in header.php */

				?>

				                <div id=”leftsidebar” class=”widget-area” role=”complementary”>

				                        <ul class=”xoxo”>

				<?php if ( ! dynamic_sidebar( ‘left-widget-area’ ) ) : ?>

				        

				                        <li>

				                                Hey buddy, you need to get some widget in here!

				                        </li>

				                <?php endif; // end left widget area ?>

				                        </ul>

				                </div><!-- #leftsidebar .widget-area -->

				 Why is it called sidebar-left.php, then? That’s so that you can call it with the get_sidebar() template tag, and just pass the parameter ‘left’ to it. You could also have called it sidebar-arthur.php and pass the parameter ‘arthur’, but that doesn’t make as much sense, now does it?

				 4. Add a new header.php. The easiest way to get the left column into every template is to copy header.php from Twenty Ten into your child theme. Then you’ll just add get_sidebar(‘left’) after div#main and hence get it included before the content and right sidebar.

				<?php

				/**

				 * The Header for our theme.

				 *

				 * Displays all of the <head> section and everything up till <div id=”main”>

				 *

				 * @package WordPress

				 * @subpackage Twenty_Ten

				 * @since Twenty Ten 1.0

				 */

				?><!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title><?php

				        /*

				         * Print the <title> tag based on what is being viewed.

				         */

				        global $page, $paged;

				        wp_title( ‘|’, true, ‘right’ );

				        // Add the blog name.

				        bloginfo( ‘name’ );

				        // Add the blog description for the home/front page.

				        $site_description = get_bloginfo( ‘description’, ‘display’ );

				        if ( $site_description && ( is_home() || is_front_page() ) )

				                echo “ | $site_description”;

				        // Add a page number if necessary:

				        if ( $paged >= 2 || $page >= 2 )

				                echo ‘ | ‘ . sprintf( __( ‘Page %s’, ‘twentyten’ ), max( $paged, $page ) );

				        ?></title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php

				        /* I add some JavaScript to pages with the comment form

				         * to support sites with threaded comments (when in use).

				         */

				        if ( is_singular() && get_option( ‘thread_comments’ ) )

				                wp_enqueue_script( ‘comment-reply’ );

				        /* Always have wp_head() just before the closing </head>

				         * tag of your theme, or you will break many plugins, which

				         * generally use this hook to add elements to <head> such

				         * as styles, scripts, and meta tags.

				         */

				        wp_head();

				?>

				</head>

				<body <?php body_class(); ?>>

				<div id=”wrapper” class=”hfeed”>

				        <div id=”header”>

				                <div id=”masthead”>

				                        <div id=”branding” role=”banner”>

				                                <?php $heading_tag = ( is_home() || is_front_page() ) ? ‘h1’ : ‘div’; ?>

				                                <<?php echo $heading_tag; ?> id=”site-title”>

				                                        <span>

				                                                <a href=”<?php echo home_url( ‘/’ ); ?>” title=”<?php echo esc_attr( get_bloginfo( ‘name’, ‘display’ ) ); ?>” rel=”home”><?php bloginfo( ‘name’ ); ?></a>

				                                        </span>

				                                </<?php echo $heading_tag; ?>>

				                                <div id=”site-description”><?php bloginfo( ‘description’ ); ?></div>

				                                <?php

				                                        // Check if this is a post or page, if it has a thumbnail, and if it’s a big one

				                                        if ( is_singular() &&

				                                                        has_post_thumbnail( $post->ID ) &&

				                                                        ( /* $src, $width, $height */ $image = wp_get_attachment_image_src( get_post_thumbnail_id( $post->ID ), ‘post-thumbnail’ ) ) &&

				                                                        $image[1] >= HEADER_IMAGE_WIDTH ) :

				                                                // Houston, I have a new header image!

				                                                echo get_the_post_thumbnail( $post->ID, ‘post-thumbnail’ );

				                                        else : ?>

				                                                <img src=”<?php header_image(); ?>” width=”<?php echo HEADER_IMAGE_WIDTH; ?>” height=”<?php echo HEADER_IMAGE_HEIGHT; ?>” alt=”” />

				                                        <?php endif; ?>

				                        </div><!-- #branding -->

				                        <div id=”access” role=”navigation”>

				                          <?php /*  Allow screen readers / text browsers to skip the navigation menu and get right to the good stuff */ ?>

				                                <div class=”skip-link screen-reader-text”><a href=”#content” title=”<?php esc_attr_e( ‘Skip to content’, ‘twentyten’ ); ?>”><?php _e( ‘Skip to content’, ‘twentyten’ ); ?></a></div>

				                                <?php /* Our navigation menu.  If one isn’t filled out, wp_nav_menu falls back to wp_page_menu.  The menu assiged to the primary position is the one used.  If none is assigned, the menu with the lowest ID is used.  */ ?>

				                                <?php wp_nav_menu( array( ‘container_class’ => ‘menu-header’, ‘theme_location’ => ‘primary’ ) ); ?>

				                        </div><!-- #access -->

				                </div><!-- #masthead -->

				        </div><!-- #header -->

				        <div id=”main”>

				                <?php get_sidebar(‘left’); ?>

				 Now you get a simple output (from the default widget area content defined in sidebar-left.php). Figure 4-8 shows that the widget is not yet where you intend it to be. 

				 I assume that you’ve activated the child theme, so do that. I discuss this earlier in this chapter in our simple child theme example.
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				Figure 4-8: The sidebar ends up on top, not looking too good at the moment

				 5.  Style it with style. Right, so now the sidebar shows up, and it will look and behave just like the right-hand sidebar does. You pass it in sidebar-left.php. However, you need it to use the correct width, and you want it to float left — now it just sits on top of everything looking sad. That’s why you use #leftsidebar for the div. This is in style.css (in the child theme) and will take care of the first problem.

				#leftsidebar {

				        float: left;

				        width: 220px;

				}

				 Now you’ve got your sidebar floating to the left of the content (Figure 4-9 shows that the widget is in the left column), but the content in turn is pushing down the right sidebar.

				 Next you need to fix the div#container element since that has a 100% width and aligns with the right sidebar using negative margin. That won’t work on the left column, so you have to set the width (in pixels) for div#container so that it’ll work with the left side.

				#container {

				        width: 720px;

				}

				 The container is set to 720 pixels width. Full width is 940 pixels, removing 220 pixels for the left sidebar container gives you 720 pixels. You don’t need to worry about the right sidebar since that is still managed with a negative margin to the right in the original Twenty Ten stylesheet (Figure 4-10 shows your intended result).
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				Figure 4-9: The content pushes down the right sidebar
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				Figure 4-10: Both sidebars aligned with the content

				 There you go, the sidebars are aligned! Take a look at the full style.css from your child theme.

				/*   

				Theme Name: Twenty Ten Tri

				Theme URI: http://tdh.me/wordpress/twentyten-tri/

				Description: A child theme for Twenty Ten that adds an extra sidebar.

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				Template: twentyten

				Version: 1.0

				.

				        As made famous by the wonderful book

				        Smashing WordPress Themes: Making WordPress Beautiful

				.

				*/

				/* Import the Twenty Ten stylesheet */

				@import url(‘../twentyten/style.css’);

				/* Left Widget Area */

				#leftsidebar {

				        float: left;

				        width: 220px;

				}

				/* Main content container fix */

				#container {

				        width: 720px; /* max width is 940px, subtract for #leftsidebar */

				}

				All that’s left to do is to drop some widgets in there, but you already know how to do that, right?

				Get the complete child theme from http://tdh.me/wordpress/twentyten-tri.

				Using Child Themes in Multiple Network Sites

				Since any template file within a child theme takes precedence over its namesake in the parent theme, you can get a pretty nifty setup. This is especially true if you want to use the same parent theme across a network of sites.

				Child themes are especially great when you have multiple sites in a network that share a common code base. With a parent theme in the middle, each site will have its own child theme and hence its own distinctive style. But, whenever you want to roll out new features on your sites, you can just add them to the parent theme. The new features then instantly deploy in all your other sites (for example, on your network).

				This means that when you have a network of sites, build a parent theme that fits your needs in terms of ad spots, content, and so on. Then you just use child themes to make each site stand on its own. The sooner you convert to it, the better for you. Then you don’t have to update several themes, just one, when it comes to code and basic features. I bet traditional blog networks would’ve loved this feature back in the day! 

				Wrapping It Up

				Considering a child theme setup for your WordPress sites, especially if you’re looking at a whole lot of them, is not only prudent, it is also a must if you want to streamline your work. And, as if that isn’t enough, child themes are the preferred way to alter themes since hacking them will have your changes overwritten in updates.

				In other words, you should learn to work with child themes and use them when appropriate. Now you know how, so there’s really nothing stopping you.

				So with the child theme knowledge close at hand, how do you choose the correct theme to work with, if you don’t want to build your own from scratch? Let’s find out. Turn the page to the next chapter.

			

			
		

	
		
			
				
				Chapter 5: Choosing a Theme

				It is always a good idea to play around with other people’s themes. Whether you’re seeking to find a perfect theme to build upon, or just to learn more about WordPress software, is really beside the point. By trying new themes, you gain a greater understanding of how themes work and how you can address various issues.

				This chapter is all about choosing new themes, what you should think about, and what you should definitely avoid.

				Picking the Right Theme

				Finding themes is easy enough: tons of sites offer them for free or for a fee, and there’s the wordpress.org themes directory as well. The problem is finding the right theme, that perfect one that you are looking for. This is actually a serious matter for a lot of WordPress users out there, which is why blog posts picking nice-looking themes are both popular and common. Chances are you still haven’t found the perfect theme (see one interesting example in Figure 5-1). After all, design is very much a matter of personal preference, and then there’s your vision for the site that you need the theme for to consider as well.
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				Figure 5-1: Autofocus+ is actually a paid Thematic child theme, buy it from http://fthrwght.com/autofocus

				The fact that you’re reading this book tells me that you’re not afraid to get your hands dirty (with code at least). This means that you’re at an advantage compared to most WordPress users. Should you not find the perfect theme, you can always create your own, or modify one that has the basics right, but just needs a little work to fit your needs.

				What I find to be a nice theme may not be your flavor at all (Figure 5-2 is an example of one popular theme), which means that it is really hard to give any actual advice on the subject. So that’s why I made a list. It is not complete, and your mileage will vary, but it does contain some things to think about. When you’re selecting a theme that you aim to release to the community, make sure that you can answer these questions, and more.
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				Figure 5-2: The Arras theme is a popular choice, available for free at http://arrastheme.com

				Design issues

				• Does the theme look good? Get a theme that you like, or at least one that appeals to your target audience, if that is important to you. Your personal site might not suffer from using a quirky design that people either love or hate, but it might be a completely different matter if you intend to promote a product or a cause.

				• Does the theme support custom headers? If not, can you add it easily if you want it? While it is easy enough to add the custom header functionality, it just won’t fit in every theme. If you feel you need that functionality and it isn’t supported out of the box, figure out how and where you’ll add it visually before committing to the theme.

				• Does the theme support custom backgrounds? If not, can you add them easily if you want, and can you do it in such a fashion that it doesn’t look silly when used? Not all themes look good with a custom background. Extremely visual themes can suffer since the various elements might be tightly knit together to deliver a certain look and feel. If you want to be able to use custom backgrounds, make sure that it will be aesthetically appealing when you do.

				• Is the theme easy to modify, in terms of logos, colors, type, and so on? Luckily, most theme authors know by now that they shouldn’t hardcode the CSS styles into the various elements in the template files, but rather should rely on CSS classes and ID’s which you can easily get to through style.css (or similar), so this is more an issue of having a decent layout and nomenclature. Can you, for example, change all link colors easily or do you need to make the same color change in a lot of places? A decent CSS layout will do. Another aspect here are theme options, where you may be able to make some if not all modifications in terms of colors and logos.

				Layout issues

				• Is the main layout what you’re looking for? Is the layout following a column grid that you can work with? Is there enough space for your content? If not, find another one to save time.

				• Does the content flow the way you’d like? Pay attention to how posts can be portrayed (such as, is there support for attachments). Does the archive treat the content the way you want? Luckily, it is pretty easy to alter these things, but this could be a factor, especially if your content is all images and you need to be able to display them properly.

				• Is the theme localized? Can you add your own translations to it without hacking the template files? If you need to translate the theme of your choice, then you should go for one that is localized from the start. This will narrow your scope quite a lot, unfortunately, but perhaps you can help push the theme designer into adding localization support to the theme in question, or help him do it yourself? If you need to localize the theme, you should do it with language files and not by translating every text snippet in the template files. For more information on localization, see Chapter 6.

				• Does the theme have all the widget areas that you like? If not, is there room to add them without too much of a hassle? The same goes for ad spots really, if you know you need to fit in particular ad sizes, then make sure there is room to add them. Widgets are a nice way of doing that.

				Development issues

				• Does the theme have all the necessary template files? If not, can you add the missing files should you want to use it anyway?

				• Is the theme easy to build child themes upon? Can you change the look and feel easily with a child theme? It helps if the theme uses get_template_part() and the loop templates. This is obviously only an issue if you intend to use the theme as a parent theme.

				• What about menu support? Are there menu areas, and if not, do menus display in widget areas where you might want to add them? This is fairly easy to add, luckily, both menu areas and the necessary styling of the Menu widget should you resort to that.

				• Is the code in the theme’s files well-structured? Can you find your way in it easily? If not, then alterations and changes will take more time, and chances are the theme’s quality is lacking.

				• Does your site load quickly with the theme enabled? Get a lightweight theme if you can, both users and search engines like speed.

				• Speaking of which, is the theme well-designed in terms of search engine optimization? SEO is a huge topic, but you should make sure that the fundamentals are in, such as post and Page titles in the title tag, proper meta descriptions, and such. Luckily WordPress takes care of most of this, and there are plugins that can help as well.

				• Does the theme validate? Some claim that search engines like that too, and it’s the right thing to do. It may also help make sure that future Web browsers will read the markup correctly. Check it at http://validator.w3.org.

				• Does the theme rely on any outside scripts or services? This could be JavaScripts hosted with Google, font replacement scripts, as well as inclusion from sites like Facebook or services like DISQUS. Using outside scripts and services increase load times, and not all of them degrade nicely when the service you’re relying on is experiencing problems. You need to be wary with too many outside scripts and services, and should definitely be careful not to rely too much on them.

				• Does the theme work in all major Web browsers? It should, fixing that is often tedious work. What Web browsers you need to support is entirely up to you. Consult your demographic information to see what your needs are.

				• What about mobile devices, is there any built-in support for that? If not, that’s OK. You can use plugins that can help, but it sure is a bonus.

				• Is the theme ready for common plugins, such as Subscribe to Comments? You can add support for these things easily enough yourself, but it can be a bonus if there’s built-in stylings and such from the start.

				• Is the theme licensed under GPL? Does that matter to you? This is a complicated issue, and if you’re doing work for a company then consult the legal department to avoid any problems. All themes found on wordpress.org are licensed under a GPL-compliant license.

				• Does the theme author support the theme? If you intend to use the theme as a parent theme, or as is, then it is obviously a good thing if the theme author is active in support forums. It is also good if the theme is in active development since that probably means that it will be updated when WordPress gets new features.

				Theme Frameworks

				Any theme can serve as your theme framework. Some theme authors push this, making their themes sound more like frameworks than others. They might be, depending on how well they fit your needs. Just because a theme isn’t labeled as a theme framework doesn’t mean it won’t serve as one. There is no “framework template tag” or anything like that — themes are themes.

				Some themes are more suitable as Web site frameworks than others. Always pick the framework most suited to your site’s needs. For example, a theme created to display photographs probably won’t have the text support and features you want to run your newspaper site. In this case, you’re better off picking something more aligned to text. 

				You’ll note that I use the term framework loosely. The purpose of a framework is to make development easier, which saves time and possibly money (and headaches). Any theme that saves me time developing the site I’m after that can serve as a robust starting point, and perhaps even as a parent theme for my projects, is a framework. It is a matter of what you need, nothing else. One popular framework is The Hybrid theme (at http://themehybrid.com). Check out these two Web sites that use The Hybrid theme as a framework: Lero9 (at http://lero9.co.nz) and Daisy Olsen (at http://daisyolsen.com).

				What Is A Good Framework, Then?

				Despite the arguments over what constitutes a framework, most of the time you’ll find a lot of common denominators. While the needs of your sites should determine your choice of a framework theme, you have technical things to consider as well. Some themes might be so niched to their primary functions and vision that they lack some features that you might need, which makes them unsuitable as frameworks. Others are so feature-filled that they become bulky and hard to manage, which might be good at some point, but certainly not in all situations.

				You want your theme framework to be lightweight, good at what it does, but not necessarily do everything. That adds overhead, and you don’t want that. This means that themes filled with extra functionality that calls the database a lot should be avoided, since every call makes the site a little bit slower and unless you need it, it shouldn’t be there. This is especially true if you intend to use the theme as a parent theme (Figure 5-3 shows a good parent theme example), and not just build upon it.
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				Figure 5-3: Carrington is a popular suite of themes: Carrington Blog, at http://carringtontheme.com

				Source: www.carringtontheme.com

				On the other hand, you want your theme framework to be complete. That means that it should handle everything that is default in WordPress, from posts and Pages, to attachments and author archives. All those features should be presented in a decent manner, making it easy for you to work with them. You might not need a particular template on one project, but it may be necessary on the next. Since theme frameworks are meant to ease the development of sites, it is important that all the default stuff is there. That way you can focus on creating the features that are unique to your new site.

				A decent theme framework also needs to manage all the CSS classes used by default in WordPress, as well as possibly your primary set of plugins. The more of that you can include in your framework, the better. At the very least, you want support for image placement, captions, and similar items (Figure 5-4 shows an effective framework). All themes following the themes checklist earlier in this chapter should comply. Whether they look good or not is a completely different matter.
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				Figure 5-4: Whiteboard is a truly stripped theme framework, get it from http://whiteboardframework.com

				Create your own Framework

				One way to make sure that you get the features and setup that you need from your theme framework is to create it yourself. This is a particularly good idea if you intend to embrace the child theme concept fully, and need to publish a series of sites that share functionality. That way, you can roll out new sites faster by just creating child themes to your theme framework. 

				Commercial themes

				Not all WordPress themes are available for free; some will cost money. While you could debate if this is something good or bad for the WordPress community and what it means for the GPL license, the fact is that you can find lots of high quality themes out there for a small amount of money. These themes are either sold as they are, or as part of what’s being offered to members of a themes club or such. Check out Figure 5-5 if you are looking for a newspaper-style theme.

				The commercial themes often come with support from the theme developers, which obviously can come in handy. That also means that the themes will be updated with new versions of WordPress, not something you can count on with a free theme that someone created in their free time. Sometimes you get what you pay for, or rather, you’ll get more if you pay since theme licenses usually won’t set you back very much.

				[image: 9780470669907-fg0505.eps]

				Figure 5-5: Advanced Newspaper is a newspaper theme, available from http://gabfirethemes.com

				However, you should remember that while buying a commercial theme may make your site stand out a bit more than when you’re rolling the default WordPress theme, others can buy the same theme (Figure 5-6 shows one such popular commercial theme). If you want to have a truly unique theme, you’ll need to design and develop it yourself, or commission it from a designer. The price for unique themes depends on who you want to hire; up and coming designers might settle for a few hundred dollars, while the professionals will set you back thousands of dollars. It all depends on what you want and what your needs are for your custom theme.

				I see absolutely nothing wrong with going with a commercial theme, whether it is a license from a themes club, or a privately commissioned, unique site. The former is especially useful if you find a theme you like and then want to tweak it to your needs. You’ll have to do some work yourself to get it to look and feel the way you like, while a commissioned theme will be tailored to your needs from the start. 

				If nothing else, a commercial theme is something to consider. But given the fact that you’re reading this book, chances are you may want to build a theme yourself. If that is the case and you want to take a shortcut towards launching a WordPress-powered site, finding a commercial theme close to what you want to achieve and building upon it like a framework, with child themes, may be a good place to start.
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				Figure 5-6: Mimbo Pro is a popular choice, available from http://prothemedesign.com

				The Official Themes Directory

				The official Free Themes Directory for WordPress themes is located on http://wordpress.org/extend/themes. All themes found here (see Figure 5-7) have a GPL-compatible license and can be auto-updated from within WordPress. Users can rate them, and you’ll find all kinds of necessary information about the theme. All themes from the wordpress.org Free Themes Directory are free to download, of course.

				Themes on this site comply with the WordPress standards (at the time of submission). You’ll be notified from within the WordPress admin panel when a new version of your theme is available from the wordpress.org directory.

				Another nice thing about the wordpress.org themes directory is that it resides in every WordPress install out there. Assuming your Web host supports it (which they should; complain otherwise) you can install brand new themes from within the Appearance section of the WordPress admin panel. Just click Add New and browse the wordpress.org themes directory. Pretty sweet.
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				Figure 5-7: The wordpress.org themes directory, found at http://wordpress.org/extend/themes

				This all sounds good of course, but there are some flaws. The most obvious one is that the theme author may have his own page for the theme, where he offers the theme files. This means that unless the theme author remembers to update the theme on wordpress.org, you won’t be notified of the new version, nor will you be able to auto-update from within your WordPress admin panel. Granted, most theme authors keep their themes up to date on wordpress.org, but you might want to keep in mind that this is a manual thing and that means that mistakes can happen.

				The issue of what versions of WordPress the theme has been tested on is also a concern. Often the themes’ information says that it has been tested up to a specific version, which may very well be several steps older than the one you’re running. This doesn’t mean that the theme doesn’t work with the most recent version of WordPress; it just says that it hasn’t been tested with it. This is something the theme author manages from within his theme files. Unless he or she has a reason to update the theme, this information won’t be updated. But, if the theme hasn’t been tested with your version of WordPress, give it a go anyway — it might work!

				Finally, a few words about commercial themes on wordpress.org, or the lack of them rather. There is a link page to some themes marketplaces (http://wordpress.org/extend/themes/commercial), but that’s about it. If you want to buy commercial themes you’ll have to do that elsewhere. Figure 5-8 shows the commercial themes listing from wordpress.org.
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				Figure 5-8: Commercial GPL-compliant themes promoted, but not sold, on wordpress.org

				Things to be Wary About

				Thousands of WordPress themes are available online, which is a good thing. WordPress is a very popular and widespread publishing platform and that alone means that tons of themes, and plugins for that matters, are created and sometimes released. Most are free, but some will cost you money. This is a good thing, but there are things to be wary about.

				The most important thing to watch out for are themes containing malicious links. The theme author might not be as nice as you’d expect from someone who is kind enough to release his or her theme for free online. Sneaky links to malicious Web sites, or just plain old text links to play search engines like Google, can suddenly appear on your site because the theme you downloaded and activated have them in strategic places. Even worse, there might be malicious code within the theme files. Themes downloaded from the themes directory on wordpress.org should be free of this, but you can’t be too careful, of course.

				The following questions might help you choose the right theme, or at least avoid going with the wrong one.

				• Is it full of ugly hacks and perhaps deprecated functionality, or does it appear to be coded in a good and modern way? Using template tags and standards of recent versions of WordPress will make sure that the theme will work in the future as well.

				• Is it backwards compatible, or is it created for a particular version of WordPress only? While you should always endeavor to run the latest version of WordPress, sometimes it may not be possible.

				• Is the theme hosted on wordpress.org so that you can get automatic updates, or does the theme author supply them on his site? How will you know when the theme is updated? Is there a mailing list? This is important if you intend to build child themes on top of the theme. If you intend to use the theme as a base and modify it directly, then this point obviously becomes moot.

				• Is there support, paid or pro bono, available for the theme should you need it?

				Consider these things before going with a particular theme that you’ve found online and you’ll make things easier on yourself and your site in the future.

				Obviously none of these things matter if you decide to just build upon the theme you’ve downloaded. Then you’ll be on your own anyway, and paid support or auto-updates from wordpress.org aren’t interesting to you.

				Wrapping It Up

				Finding the perfect theme is difficult. Whether you’re looking for something to build upon, either with child themes or as a basis for your own theme, or you actually want something that you’re content with as it is, you’ll find that the vast numbers of themes make it hard to find the perfect one. In fact, I’d wager you won’t find the perfect theme on wordpress.org or anywhere else online, since your needs and your preference most likely differs from everybody else’s. Then again, you might get close enough!

				Utilizing the number of themes out there is both a great way to get started with theming and a wonderful course when you’re looking to learn something new. If you know you’re after a particular feature, find a theme that does it. Analyze how it is done by looking through the template files to get inspiration for how to add it to your theme.

				But enough of that for now. It’s time to start building your own themes.

			

			
		

	
		
			
				
				Part III: Building Your Own Theme

				Chapter 6: Planning the Theme

				Chapter 7: A Semi-Static Theme

				Chapter 8: A Media Theme

				Chapter 9: A Magazine Theme

			

			
		

	
		
			
				
				Chapter 6: Planning the Theme

				Hopefully you’ll build plenty of themes over the coming weeks, months, and years. This chapter is all about that: what to consider before you begin, site goals that can make it easier to plan for the long run, and checklists for stuff you just can’t forget about, such as required template files and basics for good framework design. Whether you’re looking to release your theme for anyone to download, or just want to build a cool site for yourself, your clients, or other projects, these are things to consider.

				This chapter starts with a look at what it takes to build a useful theme. And then, when you’re done with that, you get into more niched themes (that is, themes that focus on static content, images, or a magazine-inspired design). Good times ahead!

				Plan Before You Build

				Before you create a brand new theme from scratch, make things as easy as possible for yourself. Establish a plan before you get carried away building your theme files and designing a layout. There are many ways to plan a theme, but I tend to go about it in this way.

				The site concept stage

				At the concept stage, I want to answer the following questions:

				• What is the primary goal for this theme?

				• Do I need to build it up for later use, or can I just get it out there in the minimum amount of time?

				• Do I want to release this theme to the general public at some point?

				• Do I need outside help to create this theme?

				The second and third questions are all about how I should tackle the code when it comes to that. If speed is of the essence, I don’t want to worry about making the theme easy to build other sites on (at least not at this stage). Yet, if I do plan to use the theme as a parent theme or even a framework in the future, I might want to add features that make it easier to work with. Features such as action hooks or extra widget areas require extra planning.

				The site design

				Next, I start thinking about the design, and more specifically the wireframe of my design. How you go about creating a design is unique to each individual. Some people build mockups in Photoshop, while others prefer to draw them on paper. I carry a Moleskine notebook with me (as you see in Figure 6-1) to sketch design ideas (and other ideas as well, for that matter). I then take them to Photoshop for a more accurate mock-up, or even go straight to creating the visual site elements, such as prominent graphics.

				However you start, you need to figure out how you want your theme to look, and that means answering these questions:

				• What general feeling do I want my theme to evoke: dark and heavy, light and bright, or maybe extremely experimental and abstract?

				• Do I want visual flair and effects? If I do, how do I want these to look?

				• Are there any ad spots, or other elements that I need to make room for?

				• How will I present the content? Is it your typical list of posts or do I want large images to lead further into the site?

				The last question is a big one, and if this was an in-depth book on how to actually design Web sites, it would be split up into a bunch of chapters. From a WordPress point of view, you may want to consider how you plan to code the content presentation you’ve opted for. You don’t yet need the solution, you just want to know that you’re capable of doing it. In that sense, start figuring out how to code your theme and set up your WordPress site in this design stage. Don’t let it hamper you too much though: that’s not the primary goal for designing mockups and wireframes.
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				Figure 6-1: These scribbles can end up as many pretty Web sites in a browser near you

				The site mechanics

				Finally, decide on the site mechanics: what categories and Pages you want, how you’ll use and display posts, and things like that. It matters because you might want to create Page templates and various archive views to make the site behave the way you want. So figure out how to achieve the look and feel you decided upon. The following questions can help you work through this stage:

				• How do I plan to use the front page?

				• What will I use posts for, and how do I want to display them? In some projects, a post may be just a news item, in others it could be something entirely different.

				• How do I want to display my posts in archive view?

				• Do I need to use custom fields with my posts? How will I do this technically, and how can I integrate it into my theme?

				• Will I use tags to further sort my content? Do I need some custom solution for this?

				• How do I want to use Pages? What parts of my site should be driven by Pages, if any?

				• Do I need Page templates for some part of my site?

				• Will I use image galleries and other attachments in any way that needs my attention?

				• Will I have other content types than posts and Pages (such as text widgets)? How will these work?

				• Are there any plugins I need, and do I need to worry about them in my theme? (See Chapter 11 for details about plugins.)

				• Will this be a stand-alone theme, or should I add a child theme and base it on another theme? (I discuss child themes in Chapter 4.)

				Depending on the kind of site that you’re building, you may need to ask yourself more questions. The answers to these critical questions tell you what template files you need to create, and how many custom elements you need to build.

				Now you are set to create your theme files. The clearer the picture of your new theme, the easier it will be to make it all come together in the end. Do take notes and make diagrams and sketches that you can refer to when you suddenly can’t remember how you chose to lay out your site. The more details the better; when it comes to creating a theme, structure is your friend.

				Your Own Theme Framework

				You can save a lot of time if you stick to a theme framework you know, whether you’ve developed it yourself (for use on future projects), or learned it from someone else’s work. That means you don’t have to redo the whole structure from scratch every time you start with a new site.

				You can read more about theme frameworks in general in Chapter 4.

				The purpose of a framework

				The sole purpose of any theme framework is to save time. Whether you use it as a parent for your child themes or just as a code base to build upon, the goal is the same. Why reinvent the wheel? No need, of course. And there’s absolutely no need to create the same basic WordPress theme over and over again.

				When building or choosing a theme framework, this is the sole notion you should focus on. It doesn’t matter how good it looks if it doesn’t fit your needs when you want to build new stuff later. Don’t be lured off-track with bells and whistles. Your theme framework needs to be easy to build upon, to alter, and to work with. That’s it.

				It is way too easy to start adding stuff and brushing it up, and then release it to the wild. Then suddenly you realize that your framework became a regular theme. Every theme is a potential framework, but it usually means that there will be more things to override, to remove, and to alter than there should be for a framework. That doesn’t help when you want to save time launching your next site. So stick to the purpose of your theme framework.

				Should you build a theme framework?

				For those of you with time and patience, as well as the will to work, rework, and then rework it again, I definitely recommend creating your own theme framework. It is quite fun, and the fact that you know it inside out is a great benefit.

				That’s the good part, because it means you’ll have no trouble working with it. You know the framework; you built it, after all, and that makes it a breeze to work with.

				But, the bad part is that while your own framework may be easy to work with, it just may not be as great as the ones that you find online. Creating a brilliant framework takes time, and you won’t get it right the first time, no matter how good your ideas are. Plus, it is constant work, adding new features and fine-tuning the theme to be an even better framework. Chances are, it’ll just reach the good-enough stage, and then you’ll wrestle with it every time you use it as a structure for a site.

				If you lack the time to devote yourself to this, then creating a framework is probably not for you. Better to find a great theme online, learn it, and let its author keep it up to date for you.

				Releasing Themes to the public

				So you plan to release your theme to the WordPress community? Good for you, and great for the community. It’s always nice when someone gives back.

				When releasing you’re a theme you need to make sure that it works, meets the WordPress requirements, and has all the necessary template files. Also, document the code in a decent fashion as that makes it easier for the users to dig into it. Also, while you’re at it, you may consider shipping a readme file that answers the basic questions, if you think it is necessary.

				In short, make your theme as complete as possible, so that people can actually use it. After all, that’s the whole idea with releasing the theme, right?

				Getting your themes on wordpress.org

				WordPress has well-documented rules for releasing a WordPress theme to the wordpress.org themes directory (see my theme in Figure 6-2). You need to license the theme under GPL, or a compatible license, and it needs to handle the default styles (for images, floats, and so on) in WordPress. You can download unit guidelines (at http://codex.wordpress.org/Theme_Unit_Test), which includes a database that you can import into your test blog to make sure that you style everything appropriately. 

				So, why would you want to host your theme on wordpress.org when you can share it on your own Web site, and perhaps even benefit from the traffic? Well, the main reason is that WordPress itself connects to the wordpress.org themes directory, so your users can install their themes directly from within the admin panel (as displayed in Figure 6-3), and update them, just like with plugins. This is very user friendly.
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				Figure 6-2: Notes Blog Core Theme on wordpress.org
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				Figure 6-3: Notes Blog Core Theme from your WordPress admin panel

				There’s another benefit as well, and that’s credibility. That your theme is in the official WordPress themes directory means that potential users can rest a bit easier as all themes in the directory are individually approved. So it is unlikely that you have installed malicious code by accident, which, unfortunately, can occur. Do not be afraid to download themes from sites other than wordpress.org. Just keep an eye out, and if things sound or look weird, then pay extra attention to the code in the theme files.

				Picking the right license

				If you intend to release your theme on wordpress.org it has to be licensed under GPL, or a compatible license. Otherwise, you’re not welcome in the themes directory, and you’ll have to offer your theme elsewhere.

				Commercial themes also exist that are licensed under GPL, and you can even see them in the wordpress.org themes directory, which showcases some of the more popular ones (Figure 6-4 shows where you can access a commercial theme). They have the license in common, as well as professional support solutions for their users.
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				Figure 6-4: Commercially Supported GPL Themes on wordpress.org

				You can pick whatever license you want for your theme, whether you intend to release it for free or sell it in some fashion. How you sell it is up to you; I wouldn’t presume to know the ideal business model for such an endeavor. I would, however, recommend sticking to a GPL-compatible license.

				Localization 

				In Chapter 1, I touched briefly upon localization. By wrapping text strings in certain types of code, you can localize a theme. Thus, your theme could be available in several languages without you altering the theme files. This is a good idea overall, but it becomes even better when you intend to release a theme to the wild. While English is a widely used language, not all will want to use it for their site. If you have prepared your theme for localization, then anyone can localize the strings and change the language. Remember, the language of the install dictates what language your theme will be in, should WordPress support it. You can have a fully localized theme, but if you haven’t set the correct language codes in wp-config.php during the install, then WordPress won’t know to try and use a language file (Figure 6-5 shows a footer in English, and Figure 6-6 shows the same footer translated to Swedish).

				Just to recap, within PHP, anything within the parentheses of __() or _e() is a localized string. First you pass the string that should be localized, and then you set the locale, like so:

				<?php _e(‘That\’s it - back to the top of page!’, ‘notesblog’);?>

				The text That\’s it - back to the top of page! is my translatable text, and notesblog is the locale. The latter is set in my theme’s functions.php (in this case the theme is Notes Blog):

				// Localization support, fetches languages files from /lang/ folder

				load_theme_textdomain( ‘notesblog’, TEMPLATEPATH . ‘/lang’ );

				You can read up on load_theme_textdomain() in the Codex at http://codex.wordpress.org/Function_Reference/load_theme_textdomain.
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				Figure 6-5: The footer on ProToolerBlog.com runs the Notes Blog theme in English
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				Figure 6-6: WordCamp Stockholm translates the Notes Blog theme footer to Swedish, thanks to a language file

				So why did I use _e() in the string? Well, I wanted to echo the text, which is what it does. You probably noticed the backslash before the apostrophe in That’s. I want to make sure that the first parameter (the text I want to translate) won’t get interrupted prematurely. Another way to solve that problem is to use quotation marks instead of apostrophes:

				<?php _e(“That’s it - back to the top of page!”, “notesblog”);?>

				Note the difference? No backslash is needed because an apostrophe won’t break the parameter.

				When adding __() and _e() to your theme you can have software like Poedit (free and multiplatform, available at http://www.poedit.net), that creates language files for you. The .po file (the working file that you ship with your theme) makes it easy for translators to create their own translations, whereas .mo files are actual translations. As you create these files, you may want to include them with your theme files. Name them just like WordPress names its language files, such as sv_SE for Sweden or de_DE for Germany (see the full list at http://codex.wordpress.org/WordPress_in_Your_Language).

				Localization isn’t a must; your theme won’t be barred from the wordpress.org theme directory without it, but it is a good thing to include. Read more about how it works on the Codex page about translating WordPress. You’ll also find links to other tools for working with language files at http://codex.wordpress.org/Translating_WordPress.

				The Checklists

				So, you’re building your very own theme? Make sure that you refer to these checklists as they will make your life easier. Perhaps not right now, as you’re working on the code and pulling your hair out thanks to Web browser inconsistencies. But later you’ll appreciate your decision to do everything right.

				The theme checklist

				You need to review this checklist if you intend to release your theme into the wild and want to host it at the wordpress.org themes directory (which you should if you want to offer those sweet upgrade notifications via the WordPress admin). You don’t have to release your theme via wordpress.org; how you deliver it to the world is your own choice. But check the rules when submitting your theme, as they may change.

				• Themes have to be fully GPL licensed, along with all images, stylesheets, and so on.

				• Themes cannot include “WordPress” or “WP” in their names.

				• Likewise, themes should not include markup-related language terms in their names, such as CSS3 or HTML5.

				• Themes need the following template files:

				• style.css

				• index.php

				• comments.php

				• screenshot.png (which has to be a reasonable representation of how the theme looks)

				• Themes can’t have any PHP errors or similar.

				• Themes can’t have any JavaScript errors.

				• Themes need a valid HTML declaration (valid DOCTYPE) with the correct content type, XFN and character set. For details, see http://codex.wordpress.org/Theme_Review#Code_Quality.

				• Themes need to output the site’s title in the title tag, using the bloginfo() template tag.

				• Themes need to support widgets.

				• Themes need to automatically generate feeds; add_theme_support() in functions.php helps with that if you have any problems.

				• Themes should support comments.

				• Themes should also support menus, post thumbnails, custom headers, and custom backgrounds, if they are suitable.

				• Themes should support custom CSS for the Visual editor (with the add_editor_style() template tag).

				• Themes need to have the following template hooks and tags:

				• wp_head() before closing the head tag.

				• body_class() inside the body tag.

				• $content_width in functions.php (defining the default content width).

				• post_class() in the post div tag.

				• wp_link_pages() for pagination on Pages.

				• Proper comment navigation for multiple pages of comments.

				• Navigational links between posts/Pages using posts_nav_link(), or previous_posts_link() and next_posts_link().

				• wp_footer() just before the closing body tag.

				• If there is a header.php file, it is called using get_header().

				• If there is a footer.php file, it is called using get_footer().

				• If there is a sidebar.php file, it is be called using get_sidebar().

				• If there is a comments.php file, it is called using comments_template().

				• The following template filenames are not allowed:

				• page-X.php

				• category-X.php

				• tag-X.php

				• taxonomy-X.php

				• Search forms are called with get_search_form().

				• Login forms are called with wp_login_form().

				• Inclusion of custom template files/parts are done with get_template_part(), if possible.

				• The following classes are required in the stylesheet:

				• alignright, .alignleft, and .aligncenter for alignments

				• wp-caption, .wp-caption-text, and .gallery-caption for attachment captions

				• The following classes are recommended in the stylesheet:

				• sticky for sticky posts

				• bypostauthor for styling author comments

				• Theme links in style.css need to point to an appropriate site and page for the theme.

				• Credit links need to point to relevant sites for the theme, such as the theme author or theme home page.

				And finally, the theme needs to pass the Theme Unit test. Download the test database and read more about that here: http://codex.wordpress.org/Theme_Unit_Test.

				The theme framework checklist

				If you intend to build a theme to use as a theme framework, whether it is for public release or just for your own private use, consider the following guidelines. Nothing here is required.

				• Comment your code; that makes it easier for everyone to find their way.

				• Avoid hardcoded links, use bloginfo(), and similar tags.

				• Put the loop.php template file to good use, and include a unique loop.php file for every template file (such as get_template_part(‘loop’, ‘author’) for the author archives) for easy overwriting in a child theme.

				• Make sure that the elements in the design are easy to get to with CSS.

				• Be as general as possible in your code: The fewer template files that you need in the child theme, the better.

				• Provide general fallback files; this makes it easier to create specialized template files for parts of the new site that you’re building.

				• Keep the code simple; don’t add too many features. Bare minimum is better; that way the child theme won’t have to unregister so many functions and null out features.

				• Keep the design clean and bare; dress it up when you’re building your actual site instead!

				• Stay away from ugly hacks and poorly written code! Remember, you’re supposed to build upon this framework.

				• Make sure that your theme framework validates. After all, you’re building on it and it is better to have something sound to begin with, right?

				The child theme checklist

				If you’re building a child theme, observe the following guidelines, especially if you’re releasing the child theme in any way.

				• Document closely so that you know what you’re overwriting.

				• Solve as many issues in style.css as you can.

				• Try to use loop.php template files, rather than create a ton of parent files overwriting the theme.

				• Remember that the child theme’s functions.php is loaded before the parent theme’s file. You can control the latter’s features this way.

				• Add screenshot.png files for child themes, as well; don’t forget that.

				• Make sure that your site validates, even after activating your child theme.

				Wrapping It Up

				By now you have all the know-how not only to build your own WordPress theme, but to get yourself a theme framework to base future works on. Enough’s enough, though. Next, you dig into practical examples and build some niche sites, putting your knowledge to good use. 

			

			
		

	
		
			
				
				Chapter 7: A Semi-Static Theme

				The ease of use that WordPress offers means that the platform is more often used as a traditional (yet modern) CMS. WordPress works perfectly well in this context, whether you intend to build a big newspaper site, or just a corporate or product site. The development team understands this. After all, the default tagline isn’t “Just another WordPress blog” anymore, but “Just another WordPress site,” which is closer to the truth in most cases. After all, blogs are often not really blogs as we tend to think of them, but Web sites with a bloggish format. Then again, wasn’t that the case all along?

				In this chapter, you use WordPress to build a simple, yet easily modifiable, semi-static Web site, which means that some of the content is meant to be somewhat static whereas other parts mimic the traditional news section. You can use this theme for a corporate site, a political campaign, or just about any project where your focus is on static content. If you like the format, you could also use it as a blog or news site, but that is not the focus.

				So, let’s get started!

				WordPress and Semi-Static web Sites

				Before we begin, I want to clarify semi-static here. You’ll be building a theme meant for (but not limited to) sites consisting mostly of Pages. These Pages could contain a corporate bio, contact information, a list of services, or something like that. When you update static content (Pages), you overwrite the old content and replace it with new information, or add it onto the same Page. Compare that to adding a news story to a news category or blog post to a blog for that matter. This is how you’ll build this site, but let’s not get ahead of ourselves.

				Our fictional semi-static Web site

				The idea here is to build a site for a fictional company. You’ll build a theme that can be used for that, and make sure that it is flexible and easy to modify with child theming should it be needed.

				Web site requirements

				Here are the site requirements: 

				• On the front page, you need the following:

				• A large image that captures the company spirit.

				• A short paragraph or two about the company, and links for added reading.

				• The latest updates from the press section, along with the company’s latest blog posts and tweets.

				• A few content Pages about the company and its services, which you can add or remove in the WordPress admin panel without altering the theme.

				• A press section.

				• A blog section.

				• Contact information with a contact form.

				For this semi-static site, you focus on Pages, which can have sub-pages, as well as Page templates to customize the section. In this example, you manage both the press section updates and blog posts using categories, but an alternative would be to use a custom post type for the press section. The contact form is a plugin, and you change the permalink structure for category archives with another plugin. Other than that, you have no need for additional plugins.

				Moving on, you manage the menus with the Custom Menus feature, so that the client can update the site on their own. You use the Custom Header feature, as well.

				Figure 7-1 shows the preliminary sketch, made on plain old paper, since that’s the way I usually work.

				While I make something out of this simple sketch, you can read on about how you should make categories and Pages work together. When you’re done, I should be ready to Photoshop this baby so that we can build it . . .

				[image: 9780470669907-fg0701.eps]

				Figure 7-1: Sketch from my Moleskine notebook

				Making Categories and Pages Work in Harmony

				Categories and Pages are completely different entities on a Web site. The former is in fact an archive page for posts, and the latter is a static Page with content. Category posts are updated whenever a new post is added to the category; Pages are updated when you actually alter them.

				Structure-wise, categories and Pages sit on the same level, sort of. Your Pages get a permalink directly under the WordPress install root, so yoursite.com/my-page-slug/ is the permalink for Pages. Categories on the other hand, sit under a default category label in the URL, so that permalink is yoursite.com/category/my-category-slug/.

				Why is this important? Well, you want a decent URL structure in every site you build. When building a semi-static site, this becomes even more important.

				Fixing the category URLs

				First, get rid of that pesky category addition. You can change it to something else in the WordPress admin panel under the Settings section in Permalinks, shown in Figure 7-2. Here you can also change the default tag labeling for tag archives.

				In some cases, it’ll be enough to change the category labeling to something else, especially if you just have a news section. You do that under the Optional heading on the Permalinks Settings screen. Just change it to “news” instead of the default category, which would mean that you’d get more appropriate URLs like yoursite.com/news/my-category-slug/. If you have company or product related news in their own categories, you get pretty nice looking URLs such as yoursite.com/news/my-product/ and so on. Makes sense. You should remember that whatever you change the category slug to will be used for all categories, so be careful what you pick here. Going with “news” will only make sense if you set up a permalink structure that displays the category slug and then the post slug, and if you only have post content that would fit under “news.”

				[image: 9780470669907-fg0702.eps]

				Figure 7-2: The now probably fairly well-known Permalinks Settings screen

				However, sometimes you just want to get rid of the category labeling insertion altogether. In the example site that is the case, because you’ll use categories for both the press section and the blog part of the site to separate posts. Having URLs like yoursite.com/category/press/ and yoursite.com/category/blog/ will look bad when compared to a contact page, for example, which would be at yoursite.com/contact/ as Pages won’t get any default labeling.

				Luckily there is an absolutely lovely plugin that solves this problem, called WP No Category Base (get it at http://wordpress.org/extend/plugins/wp-no-category-base/). Just install and activate it, and all default category labeling is gone. Suddenly you can have yoursite.com/press/ and yoursite.com/blog/, which you need for this project. This saves you the trouble of having to write a custom page template for each category, and makes it easier on the end user to add sections like these — all they have to do is add another category.

				Why is this important?

				It is all about appearances. Having a nice looking URL structure makes sense for the visitor; one look at the URL shows where he is on the site. Again, sometimes you want to insert the category label into the URL, but more often than not, it is a bad idea. In the semi-static site, you want both the press and blog sections to be top-level alternatives, and it would look weird if they sat further down in the URL structure than other top level items, which will be Pages.

				A sound and clear URL structure is part of a site. You shouldn’t forget about that, especially not when you’re mixing Pages and categories in this matter.

				The Semi-Static Theme Layout

				Welcome back! I’ve created a basic Photoshop mock-up of the simple sketch that you see in Figure 7-1 (but any graphics program would work). Now, you won’t recreate this pixel by pixel. It is still a simple mock-up and while you’ll pull some elements from it, you need to remember that you do not have an actual client here. Your semi-static corporate Web site can be for any fictional client that you may have. If this were the real deal, a number of wireframes, mock-ups, and so on would go back and forth with the client, along with meetings and whatnot to establish the needs.

				So, Figure 7-3 shows what the site will sort of look like when it is done.

				[image: 9780470669907-fg0703.eps]

				Figure 7-3: Photoshop front page mock-up

				I’ve added a dummy logo and also a dummy header image. The logo will be hardcoded into the theme (which usually is OK), but the header image won’t be because the company may want to switch this from time to time.

				I did a quick mock-up of how a single view, both for Pages and posts, would look as well (see Figure 7-4). Real simple, sticking to the same site structure so to speak, as you can tell.
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				Figure 7-4: Single-post view mock-up in Photoshop

				What is what in the mock-ups?

				Perhaps a few clarifications are in order. Take a look at the front page design first, shown in Figure 7-5.

				At the top of Figure 7-5 is the header area, where the menu is a Custom Menu area so that the client can create, edit, and drop Pages there. 

				The right column is the sidebar that uses sidebar.php. The widget areas make it is easy for the client to throw in more functionality. The text at the top is only shown on the front page and goes with the header image. The text widget is something the user may want to edit from time to time, just as with the header image.

				The content on the front page is actually a Page, so WordPress displays any content put into this Page here, and the client can include whatever content they’d like. You’ll create a Page template for the front page to make it behave the way we want. Outside of the editable area is the Custom Header.
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				Figure 7-5: Front page schematics

				Moving on, the footer (not in the figure, mind you) starts with another menu because it may be nice to be able to navigate from down there. To the right is a widget area meant for dropping a Twitter widget in, and to the left is another widget area for short and quick contact information. Below that is hardcoded copyright text, credit links, and stuff like that.

				That’s basically it. The single-post view, shown in Figure 7-6, is similar, but take a quick look at it as well.

				Pretty self-explanatory, right? We get into the fancy stuff, such as what is shown in the sidebar, in a little while.
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				Figure 7-6: Single-post view schematics

				The necessary templates

				So here are the template files that you use, and how you use them:

				• style.css contains all the necessary CSS styles, as well as the theme header.

				• index.php act is a fallback because it is mandatory, and will work well enough for things like search, 404, and so on.

				• pagetemplate-front.php is our Page template for the front page.

				• sidebar.php contains all the necessary code for the sidebar. We could’ve gone with several sidebars here, but there really is no need.

				• archive controls both the Press and the Blog categories.

				• single.php controls all posts in the Press or Blog categories in single view.

				• page.php controls all Pages in single view.

				• header.php for our header needs.

				• footer.php for our footer needs.

				• functions.php supports all the features that we need, as well as for widget area declarations.

				That’s it. Let’s build it!

				Building the semi-static Site

				This is where it gets interesting for real. You will build the theme from scratch, but because you already know most of these things, let’s pick up the pace a bit. From now on, I won’t describe every little template tag in detail, but I’ll add plenty of comments in the code. You probably already know how commenting works, but in case you don’t, here’s a primer.

				<!-- This is a comment in HTML -->

				/* This is a comment in CSS */

				<?php

				        // This is a comment in PHP

				?>

				Another quick recap might be in order, and that is localization. Everything in PHP that sits within __(‘ and ’) are strings that can be localized through language files. It works like this:

				__( ‘Top Menu’, ‘simple-static’ )

				The default output is “Top Menu,” and the textdomain, defined in functions.php (we’ll do that in a little bit) that the translation belongs to is “simple-static.” Always put the string first, and the textdomain later so that WordPress knows where the string belongs.

				Right, so let’s get started.

				The fundamentals: style.css and functions.php

				Start out by creating the style.css file where you add the theme declaration. You will fill it with CSS stuff later on, but you can start here.

				/*  

				Theme Name: Simple Semi-Static Site

				Theme URI: http://tdh.me/wordpress/simple-static/

				Description: A theme meant for simple static websites, hence the name.

				Version: 1.0

				Tags: light, two-columns, right-sidebar, fixed-width, threaded-comments, sticky-post, translation-ready

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				        This theme was originally created for use in the book

				        Smashing WordPress Themes, written by yours truly.

				        

				        Read more about my books at http://tdh.me/books/

				*/

				With that out of the way, let’s move on to functions.php. You need support for custom menus, custom headers, and also custom backgrounds, because it would be pretty cool to change the body background of the site. You also need a couple widget areas. This is the necessary code, commented inline for your viewing pleasure.

				<?php

				        // We need a textdomain for localization support,

				        // with language files in the /lang folder

				        load_theme_textdomain( ‘simple-static’, TEMPLATEPATH . ‘/lang’ );

				        

				        // This is the default content width, 600 px

				        if ( ! isset( $content_width ) )

				                $content_width = 600;

				        

				        // Adding theme support for post thumbnails

				        add_theme_support( ‘post-thumbnails’ );

				        

				        // Adding theme support for custom backgrounds

				        add_custom_background();

				        

				        // Telling WordPress to use editor-style.css for the visual editor

				        add_editor_style();

				        

				        // Adding feed links to header

				        add_theme_support( ‘automatic-feed-links’ );

				        // CUSTOM HEADER

				        // -------------

				        // Adding theme support for custom headers

				        add_custom_image_header( ‘’, ‘simple-static_admin_header_style’ );

				        

				        // Remove header text and null the text color

				        define( ‘NO_HEADER_TEXT’, true );

				        define( ‘HEADER_TEXTCOLOR’, ‘’);

				        

				        // Default header image, using ‘stylesheet_directory’ so that

				        // child themes will work

				        define( ‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/default-header.jpg’ );

				        

				        // Header width and height, 920x200 px

				        define( ‘HEADER_IMAGE_WIDTH’, 920 );

				        define( ‘HEADER_IMAGE_HEIGHT’, 200 );

				        // Adding post thumbnail support (same size as custom header images)

				        set_post_thumbnail_size( HEADER_IMAGE_WIDTH, HEADER_IMAGE_HEIGHT, true );

				        // MENU AREA

				        // ---------

				        // Adding and defining the Menu area found in the header.php file

				        register_nav_menus( array(

				                ‘top-menu’ => __( ‘Top Menu’, ‘simple-static’ ),

				                ‘bottom-menu’ => __( ‘Bottom Menu’, ‘simple-static’ )

				        ) );

				        // WIDGET AREAS

				        // ------------

				        // Widget area used on the front page, on top of the header image

				        register_sidebar( array(

				                ‘name’ => __( ‘Header Text Blurb’, ‘simple-static’ ),

				                ‘id’ => ‘header-text-blurb’,

				                ‘description’ => __( ‘The blurb on top of the custom header.’, ‘simple-static’ ),

				                ‘before_widget’ => ‘<div id=”header-blurb””>’,

				                ‘after_widget’ => ‘</div>’,

				                ‘before_title’ => ‘<h3 class=”widget-title”>’,

				                ‘after_title’ => ‘</h3>’,

				        ) );

				        

				        // Right column widget area on front page (default output on items)

				        register_sidebar( array(

				                ‘name’ => __( ‘Front Page Right Column’, ‘simple-static’ ),

				                ‘id’ => ‘front-page-right-column’,

				                ‘description’ => __( ‘The right column on the front page.’, ‘simple-static’ ),

				        ) );

				        // Right column widget area on the News/Press category

				        register_sidebar( array(

				                ‘name’ => __( ‘News and Press Right Column’, ‘simple-static’ ),

				                ‘id’ => ‘news-press-right-column’,

				                ‘description’ => __( ‘The right column on News/Press categories.’, ‘simple-static’ ),

				                ‘before_widget’ => ‘<li id=”%1$s” class=”widget news %2$s”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				                ‘after_title’ => ‘</h2>’,

				        ) );

				        // Right column widget area on the Blog section

				        register_sidebar( array(

				                ‘name’ => __( ‘Blog Right Column’, ‘simple-static’ ),

				                ‘id’ => ‘blog-right-column’,

				                ‘description’ => __( ‘The right column on the Blog section.’, ‘simple-static’ ),

				                ‘before_widget’ => ‘<li id=”%1$s” class=”widget blog %2$s”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				                ‘after_title’ => ‘</h2>’,

				        ) );

				        // Right column widget area on Pages

				        register_sidebar( array(

				                ‘name’ => __( ‘Pages Column’, ‘simple-static’ ),

				                ‘id’ => ‘pages-right-column’,

				                ‘description’ => __( ‘The right column on Pages.’, ‘simple-static’ ),

				                ‘before_widget’ => ‘<li id=”%1$s” class=”widget pages %2$s”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				                ‘after_title’ => ‘</h2>’,

				        ) );

				        

				        // Left column in the footer

				        register_sidebar( array(

				                ‘name’ => __( ‘Footer Left Side’, ‘simple-static’ ),

				                ‘id’ => ‘footer-left-side’,

				                ‘description’ => __( ‘The left hand side of the footer.’, ‘simple-static’ ),

				                ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				                ‘after_title’ => ‘</h2>’,

				        ) );

				        // Right column in the footer

				        register_sidebar( array(

				                ‘name’ => __( ‘Footer Right Column’, ‘simple-static’ ),

				                ‘id’ => ‘footer-right-column’,

				                ‘description’ => __( ‘The right hand column in the footer.’, ‘simple-static’ ),

				                ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				                ‘after_title’ => ‘</h2>’,

				        ) );

				        

				        // Right column fallback widget area

				        register_sidebar( array(

				                ‘name’ => __( ‘Right Column Fallback’, ‘simple-static’ ),

				                ‘id’ => ‘right-column-fallback’,

				                ‘description’ => __( ‘The right column fallback area for those non-posts and pages.’, ‘simple-static’ ),

				                ‘before_widget’ => ‘<li id=”%1$s” class=”widget %2$s”>’,

				                ‘after_widget’ => ‘</li>’,

				                ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				                ‘after_title’ => ‘</h2>’,

				        ) );

				?>

				That’s actually the only thing you need in functions.php. You’ve added the theme support for all those cool features, included the content width and all the widget areas. Splendid!

				theme files for our shell (header, footer, and index)

				Moving on, it’s time to create the header.php, index.php, and footer.php template files, as well as a loop.php file for your loop needs. These are straightforward enough, but planning ahead is key. First, let’s figure out how to build this site. This is the structure:

				body

				        div#site

				                div#wrap

				                        div#header

				                        div#plate

				                                div.top-menu

				                                div#custom-header

				                                div#content

				                                div#sidebar-container

				                                div#footer

				                                        div.bottom-menu

				                                        div.footer-left

				                                        div.footer-right

				                                        div#footer-bottom

				You’ll notice that div#menu is present twice. This is correct, but the two instances won’t behave exactly the same way. Luckily you can control that with a class so that’ll work well enough.

				Next you’ll glance through the necessary file, keeping sidebar.php and the loop templates for a little later.

				Header.php

				Start with header.php then, commented inline:

				<!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title><?php 

				        // Changing the title for various sections on the site

				        if ( is_home () ) { 

				            bloginfo(‘name’); 

				        } elseif ( is_category() || is_tag() ) {

				            single_cat_title(); echo ‘ &bull; ‘ ; bloginfo(‘name’); 

				        } elseif ( is_single() || is_page() ) { 

				            single_post_title(); 

				        } else { 

				            wp_title(‘’,true); 

				        } 

				?></title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php wp_head(); ?>

				</head>

				<body <?php body_class(); ?>>

				        <div id=”site”>

				        <div id=”wrap”>

				                <div id=”header”>

				                <?php

				                        // Checking if it is the front page in which case we’ll use a h1

				                        if ( is_front_page() ) { ?>

				                        <h1 id=”logo”>

				                                <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘title’); ?>”>

				                                <?php

				                                        // Getting the site title

				                                        bloginfo(‘title’);

				                                ?>

				                                </a>

				                        </h1>

				                        <?php } 

				                        // If it isn’t the front page this is what we’ll use

				                        else { ?>

				                        <div id=”logo”>

				                                <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘title’); ?>”>

				                                <?php

				                                        // Getting the site title

				                                        bloginfo(‘title’);

				                                ?>

				                                </a>

				                        </div>

				                        <?php } ?>

				                        <div class=”search”>

				                                <?php

				                                        // The default search form

				                                        get_search_form();

				                                ?>

				                        </div>

				                </div>

				                <div id=”plate”>

				                        <?php

				                                // Checking if there’s anything in Top Menu

				                                if ( has_nav_menu( ‘top-menu’ ) ) {

				                                

				                                        // If there is, adds the Top Menu area

				                                        wp_nav_menu( array(

				                                                ‘menu’ => ‘Top Menu’,

				                                                ‘container’ => ‘div’,

				                                                ‘container_class’ => ‘top-menu’,

				                                                ‘theme_location’ => ‘top-menu’,

				                                        ));

				                                }

				                        ?>

				                        <div id=”custom-header”>

				                        <?php

				                                // Header code from Twenty Ten

				                            // Check if this is a post or page, if it has a thumbnail, and if it’s a big one

				                            if ( is_singular() &&

				                                            has_post_thumbnail( $post->ID ) &&

				                                            ( /* $src, $width, $height */ $image = wp_get_attachment_image_src( get_post_thumbnail_id( $post->ID ), ‘post-thumbnail’ ) ) &&

				                                            $image[1] >= HEADER_IMAGE_WIDTH ) :

				                                    // Houston, we have a new header image!

				                                    echo get_the_post_thumbnail( $post->ID, ‘post-thumbnail’ );

				                            else : ?>

				                                    <?php

				                                            // The Front Page Header Text widget area

				                                            // Empty by default

				                                                if ( !function_exists(‘dynamic_sidebar’) || !dynamic_sidebar(‘front-page-header-text-blurb’) ) : endif;

				                                        ?>

				                                    <img src=”<?php header_image(); ?>” width=”<?php echo HEADER_IMAGE_WIDTH; ?>” height=”<?php echo HEADER_IMAGE_HEIGHT; ?>” alt=”” />

				                        <?php endif; ?>

				                        </div>

				You’ll recognize most of the code in here, but some things might need clarification. The part within the title tag, which is the title of the Web page you’re on at the moment, is a simple if/else check against conditional tags, checking if you’re on the front page, and then doing one thing on a category page, and doing something else, and so on. You’ve got the same thing going on down in the div#header where you show the logo in two different ways, depending on where on the site you are. Or rather, if you’re on the front page you display the logo within h1 tags, but on all other parts of the site, the logo sits in div#logo instead. The reason for this is simple semantics: The actual Web site title is only on the front page, including the logo, the most important thing to tell search engines. On every other page, the Page or post title is the thing search engines need to know.

				After div#header you’ve got div#plate, which is the div containing the whole site. At the very top of it is a menu, which obviously is managed with the Menus feature in WordPress.

				<?php

				    // Checking if there’s anything in Top Menu

				    if ( has_nav_menu( ‘top-menu’ ) ) {

				    

				            // If there is, adds the Top Menu area

				            wp_nav_menu( array(

				                    ‘menu’ => ‘Top Menu’,

				                    ‘container’ => ‘div’,

				                    ‘container_class’ => ‘top-menu’,

				                    ‘theme_location’ => ‘top-menu’,

				            ));

				    }

				?>

				Here you check if the Menu called “Top Menu,” called via the ‘top-menu’ parameter in has_nav_menu(), has anything. If it does, you output the menu with wp_nav_menu(), otherwise not.

				Finally, you’ll find the Custom Header image part below the menu, in div#custom-header. The code is in part nicked from the Twenty Ten theme, with some alterations.

				<div id=”custom-header”>

				<?php

				    // Header code from Twenty Ten

				    // Check if this is a post or page, if it has a thumbnail, 

				    // and if it’s a big one

				    if ( is_singular() &&

				                    has_post_thumbnail( $post->ID ) &&

				                    ( /* $src, $width, $height */ $image = wp_get_attachment_image_src( get_post_thumbnail_id( $post->ID ), ‘post-thumbnail’ ) ) &&

				                    $image[1] >= HEADER_IMAGE_WIDTH ) :

				            // Houston, we have a new header image!

				            echo get_the_post_thumbnail( $post->ID, ‘post-thumbnail’ );

				    else : ?>

				            <?php

				                    // The Front Page Header Text widget area

				                    // Empty by default

				                    if ( !function_exists(‘dynamic_sidebar’) || !dynamic_sidebar(‘front-page-header-text-blurb’) ) : endif;

				            ?>

				            <img src=”<?php header_image(); ?>” width=”<?php echo HEADER_IMAGE_WIDTH; ?>” height=”<?php echo HEADER_IMAGE_HEIGHT; ?>” alt=”” />

				<?php endif; ?>

				</div>

				First you check to see if you’re on a single post or Page, in which case you’ll check for a featured image. That’s right, if you set a featured image on any post or Page that is used instead of the custom image. Fancy huh? Yeah, not really, but it might come in handy if you want to illustrate something a bit more visual, especially on product Pages, or whatever.

				If there is no featured image, you first output a widget area, which contains the Header Text Blurb. This displays only on the Custom Header images that you’ve uploaded from within the admin panel, which is shown in Figure 7-7.
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				Figure 7-7: Custom Header images screen in WordPress admin panel

				Under the widget declaration you’ll find the image code that outputs the custom header.

				<img src=”<?php header_image(); ?>” width=”<?php echo HEADER_IMAGE_WIDTH; ?>” 

				height=”<?php echo HEADER_IMAGE_HEIGHT; ?>” alt=”” />

				Height and width is pulled from the functions.php file; I bet you recognize the HEADER_IMAGE_WIDTH and HEADER_IMAGE_HEIGHT, as well as the header_image() template tag in the img tag.

				That’s it for the header. When it ends you’ve got both div#site and div#wrap open, as well as div#plate, inside which the rest of the site will reside.

				Index.php

				You won’t use index.php really, but the theme needs it as a fallback (and to be a valid theme). So here it is, as bare as it can be.

				<?php get_header(); ?>

				                        <div id=”content”>

				                                <?php get_template_part( ‘loop’, ‘index’ ); ?>

				                        </div>

				                        

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				Not much to talk about here: you fetch the header and then call the loop with get_template_part(). You’ll remember that this template tag first looks for loop-X.php where X is the second (optional) parameter passed; in this case index so it is looking for loop-index.php. It won’t find it, so it’ll revert to loop.php instead, which exists and we get to in a little bit. The purpose for this is to let child themers get to the loop in index.php by including a loop-index.php template file with the loop they want.

				Finally, index.php is wrapped up with a sidebar and footer inclusion.

				Footer.php

				The footer.php template file is pretty straightforward. The first thing that happens in div#footer is a menu check much like the one in header.php. If there’s a header, you output it. You can reach it by applying a Custom Menu to the Bottom Menu area in the admin panel (see Figure 7-8).
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				Figure 7-8: The clean and simple footer

				                <div id=”footer”>

				                                <?php

				                                        // Checking if there’s anything in 

				Bottom Menu

				                                        if ( has_nav_menu( ‘bottom-menu’ ) ) {

				                                                

				                                                // If there is, adds the Bottom Menu area

				                                                wp_nav_menu( array(

				                                                        ‘menu’ => ‘Bottom Menu’,

				                                                        ‘container’ => ‘div’,

				                                                        ‘container_class’ => ‘bottom-menu’,

				                                                        ‘theme_location’ => ‘bottom-menu’,

				                                                ));

				                                        }

				                                ?>

				                                <div class=”footer-left”>

				                                        <ul>

				                                        <?php

				                                                // The Footer Left Side widget area

				                                                dynamic_sidebar(‘footer-left-side’); 

				                                        ?>

				                                                <li class=”widget widget-area-empty”>You should drop a widget here, mate!</li>

				                                        <?php endif; ?>

				                                        </ul>

				                                </div>

				                                <div class=”footer-right”>

				                                        <ul>

				                                        <?php

				                                                // The Footer Right Side widget area

				                                                dynamic_sidebar(‘footer-right-side’);

				                                        ?>

				                                                <li class=”widget widget-area-empty”>You should drop a widget here too, buddy!</li>

				                                        <?php endif; ?>

				                                        </ul>                                

				                                </div>

				                                <div id=”footer-bottom”>

				                                        <p><?php bloginfo(‘title’); ?> is proudly powered by <a href=”http://wordpress.org” title=”WordPress”>WordPress</a></p>

				                                </div>

				                        </div>

				                        

				                </div> <!-- ends #plate -->

				        </div> <!-- ends #wrap -->

				        </div> <!-- ends #site -->

				<?php wp_footer(); ?>

				</body>

				</html>

				You’ve got two widget areas at the bottom of the page, a larger column to the right (div.footer-left) and a smaller one to the right (div.footer-right). Both output text that tells you to add widgets to the area should you not have done so already.

				Finally, div#footer-bottom contains some basic information, and then you close your div#site, div#wrap, and div#plate div tags. Below that is the wp_footer() template tag that wraps up WordPress.

				That’s the primary shell, but I left out sidebar.php, as well as the loop templates. Let’s take a look at those, shall we?

				The various sidebars

				You’re sticking with one sidebar.php file, although it would be possible to use several. The code separates the various sidebar views with conditional tags. For example, you can use this code to check if it is the front page and, if it is, output the appropriate widget area:

				        // We want to show the right sidebar for the right area

				// Checking to see if it is the front page

				if ( is_front_page() ) {

				    // The Front Page Right Column widget area

				   dynamic_sidebar(‘front-page-right-column’); // -- Check ends

				} 

				You’ve got three other sidebar views to take into account: one for the press section, which shows the latest press updates and a similar one for the blog section, which sticks to blog posts. Finally, there’s the one for all the static Pages, which most likely contains a mixture of this. You show the correct sidebar using conditional tags, and every one of them contains their own widget area, so that it’ll be easy for the client to drop things in it, like polls for the blog section, or whatever.

				Let’s take it from the top. The first thing you want is to check if you’re on a single post or Page view, in which case, you output some post meta information or a Page menu, respectively.

				// Single posts and Pages needs some meta data, but NOT the front page

				if ( is_singular() &! is_front_page() ) { ?>

				    <li id=”postmeta” class=”widget”>

				            <h2><?php echo __(‘Information’, ‘simple-static’); ?></h2>

				            <?php

				            // This is for Pages only

				            if ( is_page() ) { ?>

				                    <p><?php echo __(‘Page created ‘, ‘simple-static’); ?><?php the_date(); ?> <?php echo __(‘by’, ‘simple-static’); ?> <?php the_author(); ?></p>

				                    <?php

				                            // Pages should have a page menu

				                            wp_list_pages();

				                    ?>

				            <?php }

				            // This is for posts only

				            if ( is_single() ) { ?>

				                    <p><span class=”meta-category”><?php the_category(‘ &bull; ‘); ?> &bull; </span><?php echo __(‘Written on ‘, ‘simple-static’); ?><?php the_date(); ?> @ <?php the_time(); ?> <?php echo __(‘by’, ‘simple-static’); ?> <?php the_author(); ?></p>

				                    <p><?php the_tags(); ?></p>

				            <?php } ?>

				    </li>

				With is_singular() you can get to both single posts and single Pages. The &! tells WordPress that it not applies to something, in this case is_front_page(). Since the front page is meant to be a Page, this would be true otherwise, so you need to remove that.

				After this little code snippet, you have all your widget area checks.

				// Checking to see if it is the front page

				if ( is_front_page() ) {

				    // The Front Page Right Column widget area

				 dynamic_sidebar(‘front-page-right-column’); // -- Check ends

				} 

				// Checking to see if it is related to the News category

				// This widget area is empty by default

				elseif ( is_category(‘news’) || in_category(‘news’) ) {

				    // The News and Press Right Column widget area

				 dynamic_sidebar(‘news-right-column’); // -- Check ends

				}

				// Checking to see if it is related to the Blog category

				// This widget area is empty by default

				elseif ( is_category(‘blog’) || in_category(‘blog’) ) {

				    // The Blog Right Column widget area

				 dynamic_sidebar(‘blog-right-column’); // -- Check ends

				}

				// Checking to see if it is a Page

				// This widget area is empty by default

				elseif ( is_page() ) {

				    // The Pages Right Column widget area

				 dynamic_sidebar(‘pages-right-column’); // -- Check ends

				} 

				else {

				    // Fallback widget area for everything else

				    // This widget area is empty by default

				 dynamic_sidebar(‘right-column-fallback’); // -- Check ends

				}

				Conditional tags in action!

				That’s it, then? Not quite. Although you could have used plugins to do something similar, this example uses two extra loops to fetch the latest posts from the News and Blog categories, respectively. Let’s look at the first loop:

				<?php

				    // Let’s get the latest News posts with a loop

				    $news_query = new WP_Query(array(

				            ‘category_name’ => ‘news’, 

				            ‘posts_per_page’ => 5)

				    ); ?>

				    <?php 

				            // Any posts? Yay, let’s loop ‘em!

				            if ($news_query->have_posts()) { ?>

				            <?php while ($news_query->have_posts()) : $news_query->the_post(); ?>

				                    <li class=”latest-box-story”>

				                            <h4><a href=”<?php the_permalink(); ?>”><?php the_title(); ?></a></h4>

				                            <?php the_excerpt(); ?>

				                    </li>

				            <?php endwhile; // Loop ends ?>

				    <?php } ?>

				The first part gives you a new loop in $news_query so that you won’t risk clashing with other loops on the site. Pass some data, the category name (with category_name) and the number of posts you want to fetch (5, with posts_per_page) to WP_Query and store that in $news_category so you have something to play with. You might recognize the parameters in WP_Query; they’re the same as query_posts().

				After that it gets easy. If there are any posts in $news_query, you loop them (five times since, that’s what you stored in it) and for each post, output the title and excerpt within an li tag. When you’ve done that, you’re done.

				You want a box with the five latest news posts on the front page, on the News category page, and on posts in the News category, so put a conditional check for those things before running the loop. That way you won’t get the news posts box in the wrong places.

				<?php 

				    // Showing latest News box on front page and News category

				    if ( is_front_page() || is_category(‘news’) || in_category(‘news’) ) { ?>

				            <li class=”latest-box widget”>

				                    <h3>News & Press</h3>

				                    <ul>

				                    <?php

				                        // Let’s get the latest News posts with a loop

				                        $news_query = new WP_Query(array(

				                                ‘category_name’ => ‘news’, 

				                                ‘posts_per_page’ => 5)

				                        ); ?>

				                        <?php 

				                                // Any posts? Yay, let’s loop ‘em!

				                                if ($news_query->have_posts()) { ?>

				                                <?php while ($news_query->have_posts()) : $news_query->the_post(); ?>

				                                        <li class=”latest-box-story”>

				                                                <h4><a href=”<?php the_permalink(); ?>”><?php the_title(); ?></a></h4>

				                                                <?php the_excerpt(); ?>

				                                        </li>

				                                <?php endwhile; // Loop ends ?>

				                        <?php } ?>

				                    </ul>

				            </li>

				    <?php }

				?>

				Now you do the same with the Blog category, that contains all your blog posts. However, this category is only shown on the front page (just like the News category) and on the Blog category and posts within it. You’ll recognize the code . . . 

				<?php 

				    // Showing latest Blog posts on front page and Blog category

				    if ( is_front_page() || is_category(‘blog’) || in_category(‘blog’) ) { ?>

				            <li class=”latest-box widget”>

				                    <h3>Latest blog posts</h3>

				                    <ul>

				                    <?php

				                        // Let’s get the latest News posts with a loop

				                        $news_query = new WP_Query(array(

				                                ‘category_name’ => ‘blog’, 

				                                ‘posts_per_page’ => 5)

				                        ); ?>

				                        <?php 

				                                // Any posts? Yay, let’s loop ‘em!

				                                if ($news_query->have_posts()) { ?>

				                                <?php while ($news_query->have_posts()) : $news_query->the_post(); ?>

				                                        <li class=”latest-box-story”>

				                                                <h4><a href=”<?php the_permalink(); ?>”><?php the_title(); ?></a></h4>

				                                                <?php the_excerpt(); ?>

				                                        </li>

				                                <?php endwhile; // Loop ends ?>

				                        <?php } ?>

				                    </ul>

				            </li>

				    <?php }

				?>

				That’s it! Here’s the full sidebar code, commented inline.

				<div id=”sidebar-container”>

				        <ul id=”sidebar”>

				        <?php

				                // Single posts and Pages needs some meta data, 

				                // but NOT the front page

				                if ( is_singular() &! is_front_page() ) { ?>

				                        <li id=”postmeta” class=”widget”>

				                                <h2><?php echo __(‘Information’, ‘simple-static’); ?></h2>

				                                <?php

				                                // This is for Pages only

				                                if ( is_page() ) { ?>

				                                        <p><?php echo __(‘Page created ‘, ‘simple-static’); ?><?php the_date(); ?> <?php echo __(‘by’, ‘simple-static’); ?> <?php the_author(); ?></p>

				                                        <?php

				                                                // Pages should have a page menu

				                                                wp_list_pages();

				                                        ?>

				                                <?php }

				                                // This is for posts only

				                                if ( is_single() ) { ?>

				                                        <p><span class=”meta-category”><?php the_category(‘ &bull; ‘); ?> &bull; </span><?php echo __(‘Written on ‘, ‘simple-static’); ?><?php the_date(); ?> @ <?php the_time(); ?> <?php echo __(‘by’, ‘simple-static’); ?> <?php the_author(); ?></p>

				                                        <p><?php the_tags(); ?></p>

				                                <?php } ?>

				                        </li>

				                <?php }

				                // We want to show the right sidebar for the right area

				                // Checking to see if it is the front page

				                if ( is_front_page() ) {

				                        // The Front Page Right Column widget area

				                        dynamic_sidebar(‘front-page-right-column’); // -- Check ends

				                } 

				                // Checking to see if it is related to the News category

				                // This widget area is empty by default

				                elseif ( is_category(‘news’) || in_category(‘news’) ) {

				                        // The News and Press Right Column widget area

				                        dynamic_sidebar(‘news-right-column’); // -- Check ends

				                }

				                // Checking to see if it is related to the Blog category

				                // This widget area is empty by default

				                elseif ( is_category(‘blog’) || in_category(‘blog’) ) {

				                        // The Blog Right Column widget area

				                        dynamic_sidebar(‘blog-right-column’); // -- Check ends

				                }

				                // Checking to see if it is a Page

				                // This widget area is empty by default

				                elseif ( is_page() ) {

				                        // The Pages Right Column widget area

				                        dynamic_sidebar(‘pages-right-column’); // -- Check ends

				                } 

				                else {

				                        // Fallback widget area for everything else

				                        // This widget area is empty by default

				                        dynamic_sidebar(‘right-column-fallback’); // -- Check ends

				                }

				                ?>

				                

				                <?php 

				                        // Showing latest News box on front page and 

				                       // News category

				                        if ( is_front_page() || is_category(‘news’) || in_category(‘news’) ) { ?>

				                                <li class=”latest-box widget”>

				                                        <h3>News & Press</h3>

				                                        <ul>

				                                        <?php

				                                            // Let’s get the latest News posts with a loop

				                                            $news_query = new WP_Query(array(

				                                                    ‘category_name’ => ‘news’, 

				                                                    ‘posts_per_page’ => 5)

				                                            ); ?>

				                                            <?php 

				                                                    // Any posts? Yay, let’s loop!

				                                                    if ($news_query->have_posts()) { ?>

				                                                    <?php while ($news_query->have_posts()) : $news_query->the_post(); ?>

				                                                            <li class=”latest-box-story”>

				                                                                    <h4><a href=”<?php the_permalink(); ?>”><?php the_title(); ?></a></h4>

				                                                                    <?php the_excerpt(); ?>

				                                                            </li>

				                                                    <?php endwhile; // Loop ends ?>

				                                            <?php } ?>

				                                        </ul>

				                                </li>

				                        <?php }

				                ?>

				                

				                <?php 

				                        // Showing latest Blog posts on front page and 

				                       // Blog category

				                        if ( is_front_page() || is_category(‘blog’) || in_category(‘blog’) ) { ?>

				                                <li class=”latest-box widget”>

				                                        <h3>Latest blog posts</h3>

				                                        <ul>

				                                        <?php

				                                            // Let’s get the latest News posts 

				                                           // with a loop

				                                            $news_query = new WP_Query(array(

				                                                    ‘category_name’ => ‘blog’, 

				                                                    ‘posts_per_page’ => 5)

				                                            ); ?>

				                                            <?php 

				                                                    // Any posts? Yay, let’s loop!                                                            if ($news_query->have_posts()) { ?>

				                                                    <?php while ($news_query->have_posts()) : $news_query->the_post(); ?>

				                                                            <li class=”latest-box-story”>

				                                                                    <h4><a href=”<?php the_permalink(); ?>”><?php the_title(); ?></a></h4>

				                                                                    <?php the_excerpt(); ?>

				                                                            </li>

				                                                    <?php endwhile; // Loop ends ?>

				                                            <?php } ?>

				                                        </ul>

				                                </li>

				                        <?php }

				                ?>

				                        

				        </ul>

				</div>

				The loop template

				You will keep most of your loops in the loop.php template. All get_template_part() calls, which are used to include the loop (much like get_sidebar() is used to include the sidebar.php template file, for example), are pointing to a specific loop template file for each template respectively. In other words, the index.php template points to loop-index.php, whereas page.php points to loop-page.php, and so on. Whenever the specific loop template file is missing, WordPress will try loop.php, and that’s what you’ve got. You’re doing it this way to make it easy to pinpoint specific template file loops in child themes.

				So, what about loop.php then, and what do you need in it to make the theme work? The first thing you have is the 404 error message for when a page isn’t found.

				<?php 

				        // No posts to show, the famous 404 error message

				        if ( ! have_posts() ) : 

				?>

				        <div id=”post-0” class=”post error404 not-found”>

				                <h1 class=”entry-title”><?php __( ‘Page Not Found’, ‘semi-static’ ); ?></h1>

				                <div class=”entry-content”>

				                        <p><?php

				                                // Error message output (localized)

				                                __( ‘There is nothing here, besides this page which will tell you no more than that. 

				                                        Why not try and search for whatever it was you were looking for?’, ‘semi-static’ );

				                        ?></p>

				                        <?php get_search_form(); ?>

				                </div>

				        </div>

				<?php endif; ?>

				Basically this is a localized error message, and then the search form. Simple enough, right? The actual loop isn’t much more complicated:

				php

				        // The default loop

				        while ( have_posts() ) : the_post(); 

				        

				                // If it’s an archive or search result

				                if ( is_home() || is_archive() || is_search() ) : 

				                ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php echo __(‘Permalink to ‘, ‘simple-static’); the_title(); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry entry-excerpt”>

				                                <?php the_excerpt(); ?>

				                        </div>

				                        

				                <?php // Everything else

				                else : ?>

				                

				                        <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                                <h1 class=”entry-title”><?php the_title(); ?></h1>

				                                <div class=”entry entry-content”>

				                                        <?php the_content(); ?>

				                                        <?php wp_link_pages( array( ‘before’ => ‘<div class=”page-link”>’ . __( ‘Pages:’, ‘semi-static’ ), ‘after’ => ‘</div>’ ) ); ?>

				                                </div>

				                                <?php // Let’s check to see if the comments are open

				                                if (comments_open()) { ?> 

				                                <div class=”entry-meta”>

				                                        <span class=”comments-link”>

				                                                <?php echo __(‘There are’, ‘simple-static’); ?> <?php comments_popup_link( __( ‘no comments - pitch in!’, ‘semi-static’ ), __( ‘1 comment’, ‘semi-static’ ), __( ‘% comments’, ‘semi-static’ ) ); ?>

				                                        </span>

				                                        <?php edit_post_link( __( ‘Edit’, ‘semi-static’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                                </div>

				                                <?php } ?>

				                        

				                <?php endif; ?>

				                </div>

				                <?php

				                                                // If the comments are open we’ll need the comments 

				                        // template

				                                                if (comments_open()) {

				                                         comments_template( ‘’, true );

				                                                }

				                ?>

				<?php endwhile; ?>

				First start the loop (with while and the whole have_posts() thing), then check to see if you’re on either the home page (should you display posts on the front page), on an archive (categories, tags, and other taxonomies fall in here), or if it’s a search result. If true, you get a simple post listing displaying the linked post title and the excerpt.

				If you’re not in any of those sections, you move on to, well, everything else. In this case, that’s just singular posts. So your title is in an h1 tag, unlinked, and you output the full content with the_content() and so on. This is basically how a post looks.

				This little part is important to know.

				<?php

				    // If the comments are open we’ll need the comments template

				    if (comments_open()) {

				            comments_template( ‘’, true );

				    }

				?>

				It checks to see if comments are open, and if they are, it outputs the comments template. This is nice because if your comments are closed, you won’t have to look at the “Sorry, comments are closed” message, as it won’t even be called.

				Here’s the complete loop.php template:

				<?php 

				        // No posts to show, the famous 404 error message

				        if ( ! have_posts() ) : 

				?>

				        <div id=”post-0” class=”post error404 not-found”>

				                <h1 class=”entry-title”><?php __( ‘Page Not Found’, ‘semi-static’ ); ?></h1>

				                <div class=”entry-content”>

				                        <p><?php

				                                // Error message output (localized)

				                                __( ‘There is nothing here, besides this page which will tell you no more than that.                                         Why not try and search for whatever it was you were looking for?’, ‘semi-static’ );

				                        ?></p>

				                        <?php get_search_form(); ?>

				                </div>

				        </div>

				<?php endif; ?>

				<?php

				        // The default loop

				        while ( have_posts() ) : the_post(); 

				        

				                // If it’s an archive or search result

				                if ( is_home() || is_archive() || is_search() ) : 

				                ?>

				                <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                        <h2 class=”entry-title”><a href=”<?php the_permalink(); ?>” title=”<?php echo __(‘Permalink to ‘, ‘simple-static’); the_title(); ?>” rel=”bookmark”><?php the_title(); ?></a></h2>

				                        <div class=”entry entry-excerpt”>

				                                <?php the_excerpt(); ?>

				                        </div>

				                        

				                <?php // Everything else

				                else : ?>

				                

				                        <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                                <h1 class=”entry-title”><?php the_title(); ?></h1>

				                                <div class=”entry entry-content”>

				                                        <?php the_content(); ?>

				                                        <?php wp_link_pages( array( ‘before’ => ‘<div class=”page-link”>’ . __( ‘Pages:’, ‘semi-static’ ), ‘after’ => ‘</div>’ ) ); ?>

				                                </div>

				                                <?php // Let’s check to see if the comments are open

				                                if (comments_open()) { ?> 

				                                <div class=”entry-meta”>

				                                        <span class=”comments-link”>

				                                                <?php echo __(‘There are’, ‘simple-static’); ?> <?php comments_popup_link( __( ‘no comments - pitch in!’, ‘semi-static’ ), __( ‘1 comment’, ‘semi-static’ ), __( ‘% comments’, ‘semi-static’ ) ); ?>

				                                        </span>

				                                        <?php edit_post_link( __( ‘Edit’, ‘semi-static’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				                                </div>

				                                <?php } ?>

				                        

				                <?php endif; ?>

				                </div>

				                <?php

				                                                // If the comments are open we’ll need the 

				                        // comments template

				                                                if (comments_open()) {

				                                comments_template( ‘’, true );

				                                                }

				                ?>

				<?php endwhile; ?>

				The front page template

				This theme is built to have a static Page as the front page. You want to keep that free of the Page title and stuff, so for this Page template, which you can call pagetemplate-frontpage.php, you don’t want to keep the loop in a separate file. Here’s the whole thing.

				<?php

				/*

				Template Name: Front Page

				*/

				?>

				<?php get_header(); ?>

				                        <div id=”content”>

				                        <?php

				                                // The front page loop

				                                while ( have_posts() ) : the_post(); ?>

				                                        

				                                        <div id=”post-<?php the_ID(); ?>” <?php     post_class(); ?>>

				                                            <div class=”entry entry-content”>

				                                                    <?php the_content(); ?>

				                                            </div>

				                                        </div>

				                        <?php endwhile; ?>

				                        </div>

				                        

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				To use it, just create a Page (called “Welcome” or something similar) in the WordPress admin panel and then apply the template called Frontpage to it. Then go to Settings and click Reading to see the Page displayed in Figure 7-9. Select your Page as the front page on your site from the drop-down menu.

				The Frontpage template, shown in Figure 7-10, is displayed.

				Now your newly created Page, with the Frontpage template, will be the first thing that greets your visitors. Swell.

				[image: 9780470669907-fg0709.eps]

				Figure 7-9: Under Settings, click Reading to select your Front page 
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				Figure 7-10: Editing the front page using the Front Page template

				News and Blog templates

				The press and blog sections are both categories. You could have used different category templates to manage these (category-press.php and category-blog.php for example), but instead you’re using a general archive.php template instead, since that’s a fallback for them both and also works with other taxonomies (both tags and custom stuff). 

				Start by taking a look at the archive.php template file:

				<?php get_header(); ?>

				                        <div id=”content”>

				                                <h1 id=”taxonomy-title”>

				                                        <?php

				                                                echo __(‘<span>Browsing</span> ‘, ‘simple-static’);

				                                                if ( is_category() ) {

				                                                        single_cat_title();

				                                                } elseif ( is_tag() ) {

				                                                        single_tag_title();

				                                                }

				                                        ?>

				                                </h1>

				                                

				                                <?php get_template_part( ‘loop’, ‘archive’ ); ?>

				                        </div>

				                        

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				The contents of the h1#archive-title is a simple conditional check to see if you’re on a category or tag archive, and outputting the category or tag respectively depending on the result.

				The fact that you’re relying on archive.php for these things makes it really easy to overwrite, even if you need more fine-grained control than just editing the loop for archive.php (you’ll reach that on loop-archive.php, as you’ve probably seen already). There are several layers of category and tag templates that takes precedence over archive.php, so you can overwrite it that way without much hassle.

				If you want, you could style these two categories differently, maybe making the news section feel a bit more “official” than the blog section, but that’s just some CSS wizardry, so we’ll leave that for now. In case you’re curious as to how to do that, check out the CSS classes that post_class() outputs for every div.post. You’ll find classes for categories, tags, and so on in there, letting you get to the content easily enough.

				Wait, what about the stylesheet?

				Oh yeah, you need some styling as well. This is a pretty straightforward design, there’s nothing particularly complicated in here either.

				A few things are worth mentioning though, and that is the classes for styling the top right text widget on the front page. Look for div#header-blurb in the code. Other than that, this is pretty straightforward. So I’ll let the code speak for itself; it is commented as well.

				/*  

				Theme Name: Simple Static Site

				Theme URI: http://tdh.me/wordpress/simple-static/

				Description: A theme meant for simple static websites, hence the name.

				Version: 1.0

				Tags: light, two-columns, right-sidebar, fixed-width, threaded-comments, translation-ready, custom-header, custom-background, custom-menu, editor-style

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				        This theme was originally created for use in the book

				        Smashing WordPress Themes, written by yours truly.

				        

				        Read more about my books at http://tdh.me/books/

				*/

				/* RESET

				   ----- */

				body, h1, h2, h3, h4, h5, h6, p, form, img, ul, ol, 

				table, tbody, thead, tr, td

				        {

				        margin: 0;

				        padding: 0;

				        border: 0;

				        vertical-align: baseline;

				        }

				/* LAYOUT

				   ------ */

				   

				#site {

				        width: 100%;        

				}

				#wrap {

				        width: 960px; /* The full site width */

				        margin: 40px auto;

				}

				#header {

				        width: 100%;

				        float: left;

				}

				        h1#logo, div#logo {

				                width: 620px;

				                float: left;

				        }

				        div.search {

				                width: 320px;

				                float: right;

				                text-align: right;

				        }

				        div#header-blurb { /* The text blurb on the front page header */

				                position: absolute;

				                width: 260px;

				                margin-left: 620px;

				                background: url(img/white-50.png);

				        }

				                div#header-blurb p {

				                        padding: 20px;

				                }

				#plate {

				        width: 100%;

				        float: left;

				        background: #fff; /* This is the actual site background */

				}

				div.top-menu {

				        width: 100%;

				        float:left;

				        background: #d5cba7;

				}

				        div.top-menu ul {}

				                div.top-menu ul li {

				                        float: left;

				                        list-style: none;

				                        padding: 15px 0;

				                }

				#custom-header {

				        float: left;

				        padding: 20px;

				        }

				#content {

				        width: 620px; /* Active content width is 600 px due to left margin */

				        float: left;

				}

				        div.post, div.page, h1#archive-title {

				                padding-left: 20px; /* The left margin */

				                margin-bottom: 30px;

				        } 

				        div.entry-content, div.entry-meta {

				                margin-bottom: 24px;

				        }

				        div.entry-meta {

				                padding: 20px;

				                background: #f6f5ef;

				                border: 1px solid #f3ecd2;

				                border-width: 1px 0; /* Only top and bottom */

				        }

				        

				        /* Comments style */

				        h3#comments {

				                margin-bottom: 10px;

				                padding-bottom: 10px;

				                border-bottom: 1px solid #888;

				        }

				        h3#comments, div.navigation, ol.commentlist, div#respond {

				                margin-left: 20px; /* Getting the left column right */

				        }

				        ol.commentlist {

				                margin-bottom: 20px;

				        }

				                li.comment {

				                        list-style: none;

				                        margin-top: 10px;

				                }

				                li.depth-1 {

				                        padding-bottom: 10px;

				                        border-bottom: 1px solid #888; /* Bottom border on top 

				                                                       level comments */

				                }

				                        div.comment-author {}

				                                div.comment-author img.avatar {

				                                        float:left;

				                                        margin-right: 10px;

				                                }

				                        div.comment-meta, div.comment-body p {

				                                margin-bottom: 10px; /* Adding some space */

				                        }

				                        ul.children {

				                                margin-left: 20px; /* Left margin for replies in 

				                                                   threaded comments */

				                        }

				                        div.reply { /* Reply link in threaded comments */

				                                padding-top: 5px;

				                                text-align: right;

				                                border-top: 1px solid #bfbfbf;

				                        }

				        div#respond {} /* The reply to comments box */

				                form#commentform {

				                        margin-top: 10px;

				                        padding: 20px 20px 10px 20px; /* We only need 10px 

				                                                      bottom */

				                        background: #f6f5ef;

				                }

				                        form#commentform p {

				                                margin-bottom: 10px;

				                        }

				                        form#commentform input {

				                                margin-right: 10px;

				                                padding: 3px; /* Some space in input fields */

				                                width: 200px;

				                        }

				                        textarea#comment {

				                                width: 540px;

				                                padding: 10px;

				                        }

				#sidebar-container {

				        width: 320px; /* Active sidebar width is 300 px due to right margin */

				        float: right;

				}

				        ul#sidebar {

				                padding-right: 20px; /* The right margin */

				        }

				                ul#sidebar li {

				                        list-style: none;

				                }

				                li.widget {

				                        margin-bottom: 20px;

				                }

				                li#postmeta {}

				                        li#postmeta h2 {

				                                margin-bottom: 4px;

				                        }

				                        li.pagenav {

				                                background: #f6f5ef;

				                                padding: 10px;

				                                margin-bottom: 20px;

				                                font-weight: bold;

				                        }

				                                li.pagenav ul {

				                                        margin-top: 5px;

				                                }

				                                        li.pagenav ul li.page_item {

				                                                margin-top: 5px;

				                                                border-width: 0 0 1px 0;

				                                        }

				                                        li.pagenav ul li.current_page_item {}

				                li.latest-box {

				                        padding: 20px;

				                        background: #f6f5ef;

				                }

				                        li.latest-box-story {

				                                margin-top: 10px;

				                        }

				                                        

				#footer {

				        width: 100%;

				        float: left;

				        padding: 20px 0;

				}

				        div.bottom-menu {

				                float: left;

				                padding: 10px 20px;

				        }

				                div.bottom-menu ul {

				                        width: 920px; /* Full width 960 px -40px padding 

				                                       from div.bottom-menu */

				                        float: left;

				                        padding: 10px 0;

				                        border: 1px solid #d5cba7;

				                        border-width: 1px 0;

				                }

				                        div.bottom-menu ul li {

				                                float: left;

				                                padding: 0 5px;

				                                list-style: none;

				                        }

				        

				        div.footer-left {

				                width: 620px; /* Active width is 600 px due to left margin */

				                float: left;

				        }        

				                div.footer-left ul {

				                        padding-left: 20px;

				                }

				                        div.footer-left ul li {

				                                list-style: none;

				                        }

				        

				        div.footer-right {

				                width: 320px; /* Active width is 300 px due to right margin */

				                float: right;

				        }

				                div.footer-right ul {

				                        padding-right: 20px;

				                }

				                        div.footer-right ul li {

				                                list-style: none;

				                        }

				        #footer-bottom {

				                width: 100%;

				                float:left;

				        }

				                #footer-bottom p {

				                        padding: 20px 20px 0 20px;

				                }

				/* LINKS

				   ----- */

				#logo a {

				        color: #000;

				        text-decoration: none;

				}

				div.top-menu ul li.menu-item a {

				        padding: 15px 20px;

				        color: #2d2d2d;

				        border: 1px solid #f3ecd2;

				        border-width: 0 1px 0 0;

				        text-decoration: none;

				        font-weight: bold;

				}

				        div.top-menu ul li.menu-item a:hover {

				                color: #fff;

				                background: #985;

				        }

				div.entry a, h2.entry-title a {

				        color: #630;

				        text-decoration: none;

				}

				        div.entry a:hover, h2.entry-title a:hover {

				                color: #a80;

				                text-decoration: underline;

				        }

				div.entry-meta a, ul#sidebar a, div#footer a, li.comment a {

				        color: #222;

				        text-decoration: none;

				}

				        div.entry-meta a:hover, ul#sidebar a:hover, div#footer a:hover, li.comment a:hover {

				                color: #000;

				                text-decoration: underline;

				        }

				span.meta-category a {

				        color: #887b4c !important;

				        text-transform: uppercase;

				        font-weight: bold;

				}

				/* TYPOGRAPHY

				   ---------- */

				#header, div.top-menu, div.bottom-menu, #sidebar,

				div.comment-author, div.comment-meta, div.reply, 

				h1, h2, h3, h4, h5, h6 {

				        font-family: Helvetica, Arial, sans-serif;

				}

				h1#logo, div#logo, div.entry p, #footer-bottom,

				input, textarea, div#header-blurb p {

				        font-family: „Adobe Garamond Pro“, Garamond, Georgia, „Times New Roman“, serif;

				}

				h1#logo, div#logo {

				        font-weight: normal;

				        font-size: 48px;

				        font-variant: small-caps;

				}

				div#header-blurb p {

				        font-style: italic;

				        line-height: 24px;

				}

				div.entry p {

				        font-size: 16px;

				        line-height: 24px;

				        margin-bottom: 16px;

				}

				div.comment-body p, div.entry-meta, li.menu-item, h2.widgettitle,

				li.latest-box-story h4, input, textarea {

				        font-size: 14px;

				}

				li.menu-item {

				        line-height: 14px;

				        text-transform: uppercase;

				}

				div.search, ul#sidebar li, div.reply, 

				div.comment-author, div.comment-meta {

				        font-size: 12px;

				}

				li.widget {

				        color: #666;

				}

				li.widget p {

				    margin-bottom: 8px;

				    line-height: 18px;

				}

				h1.entry-title, h1#archive-title {

				        font-size: 36px;

				        line-height: 36px;

				}

				        h1.entry-title {

				                margin-bottom: 24px;

				        }

				        h1#archive-title {

				                margin-bottom: 36px;

				        }

				                h1#archive-title span {

				                        font-weight: normal;

				                        color: #666;

				                }

				h2.entry-title {

				        font-size: 24px;

				        line-height: 24px;

				        margin-bottom: 6px;

				}

				div.entry h2 {

				        margin: 48px 0 12px 0;

				}

				h2.widgettitle, li.pagenav {

				        text-transform: uppercase;

				        margin-bottom: 8px;

				}

				li.latest-box h3 {

				        text-transform: uppercase;

				        color: #887b4c;

				}

				li.latest-box-story p {

				        margin: 4px 0 0 0;

				        color: #666;

				        line-height: 12px;

				}

				li.pagenav ul { /* Fix for Pages lacking proper h2 */

				        text-transform: none;

				        margin-bottom: 0;

				        font-weight: normal;

				}

				span.meta-category {

				        color: #666;

				}

				div.comment-author, div.comment-meta {

				        line-height: 16px;

				}

				li.widget-area-empty {

				        color: red;

				}

				input {

				        font-style: italic;

				}

				/* WORDPRESS STYLES

				   ---------------- */

				img.alignleft {

				        float:left;

				        margin: 0 15px 15px 0;

				}

				img.alignright {

				        float:right;

				        margin: 0 0 15px 15px;

				}

				.wp-caption {

				        padding: 10px 7px; 

				        border: 1px solid #bfbfbf;

				        font-size: 12px;

				        color: #888;

				        font-style: italic;

				        text-align:center;

				}

				p.wp-caption-text {

				        margin:10px 0 0 0 !important;

				        padding:0;

				        line-height: 14px !important;

				}

				div.gallery {

				        margin-bottom: 14px;

				}

				        dl.gallery-item {}

				                dt.gallery-icon {}

				                        img.attachment-thumbnail {

				                                border:0;

				                        }

				                dd.gallery-caption {

				                        margin-top: 8px;

				                        font-size: 12px;

				                        color: #888;

				                        font-style: italic;

				                }

				There’s another stylesheet as well, the one for the Visual editor in the admin panel. It is called editor-style.css and is really simple, just passing the basic fonts and colors to the editor for the common tags, like this.

				/*

				Theme Name: Simple-Static

				*/

				/*

				        Visual editor styles (for TinyMCE)

				*/

				html .mceContentBody {

				        max-width:620px;

				}

				p, ul, ol, blockquote {

				        font-family: “Adobe Garamond Pro”, Garamond, Georgia, “Times New Roman”, serif;

				        font-size: 16px;

				        line-height: 24px;

				}

				h1, h2, h3, h4, h5, h6 {

				        font-family: Helvetica, Arial, sans-serif;

				}

				body, input, textarea {

				        font-size: 14px;

				        line-height: 18px;

				}

				p {

				        margin-bottom: 16px;

				}

				ul {

				        margin: 0 0 16px 24px;

				}

				ol {

				        margin: 0 0 16px 24px;

				}

				ul ul, ol ol, ul ol, ol ul {

				        margin-bottom:0;

				}

				cite, em, i {

				        font-style: italic;

				        border: none;

				}

				blockquote {

				        font-style: italic;

				        padding: 0 24px;

				}

				abbr, acronym {

				        border-bottom: 1px dotted #666;

				        cursor: help;

				}

				a:link, a:visited {

				        color:#630;

				}

				a:active, a:hover {

				        color: #a80;

				}

				h1 {

				        margin: 48px 0 24px 0;

				        font-size: 36px;

				        line-height: 36px;

				}

				h2 {

				        margin: 48px 0 12px 0;

				        font-size: 24px;

				        line-height: 24px;

				}

				img {

				        margin: 0;

				        max-width: 620px;

				}

				.alignleft, img.alignleft {

				        display: inline;

				        float: left;

				        margin: 0 15px 15px 0;

				}

				.alignright, img.alignright {

				        display: inline;

				        float: right;

				        margin: 0 0 15px 105px;

				}

				.aligncenter, img.aligncenter {

				        clear: both;

				        display: block;

				        margin-left: auto;

				        margin-right: auto;

				}

				.wp-caption {

				        padding: 10px 7px; 

				        border: 1px solid #bfbfbf;

				        font-size: 12px;

				        color: #888;

				        font-style: italic;

				        text-align:center;

				}

				.wp-caption img {

				        margin: 5px;

				}

				p.wp-caption-text {

				        margin: 10px 0 0 0;

				        padding: 0;

				        line-height: 14px;

				}

				Defining the commonly used elements like this will make your Visual editor feel a lot more like your site, as you’ll see in Figure 7-11.

				[image: 9780470669907-fg0711.eps]

				Figure 7-11: Editing the front page using the Visual editor

				And We’re Done!

				There you go; one theme suitable for many semi-static sites, as shown in Figure 7-12. Your fictional company got their Web site, shown in Figure 7-13, and they were mighty happy with it and how easy it is to update.

				[image: 9780470669907-fg0712.eps]

				Figure 7-12: A static front page in need of some TLC

				[image: 9780470669907-fg0713.eps]

				Figure 7-13: Reading a single, dummy news post

				Get the semi-static theme for free

				My semi-static Web site theme is available for free under the GPL license, obviously. If you don’t want to copy and paste the code, you can always get the theme yourself and use it as is; or hack it any way you’d like. The theme is called Semi-Static and you can get links and whatnot from http://tdh.me/wordpress/semi-static.

				And yes, Semi-Static is hosted on wordpress.org, but the link is not available at the time of publication. Just visit the previously mentioned semi-static link for everything you need.

				The Semi-Static described and discussed in this book was version 1.0. Be aware that when you download the theme, things might have changed slightly as you read this chapter.

				Building child themes on Semi-Static sites

				I would’ve done an awfully poor job if Semi-Static wasn’t ready for child theming, and so it is. All themes can act as a parent theme obviously, but they can be better or less suited to do so, and I’ve been aiming for the latter. That’s why the get_template_part() that calls for the loop always points to a specific loop file, to make it easier for you to overwrite a specific functionality. If you need a different kind of sidebar, that’s easily added in a child theme as well, as is just about any template file you’d want to treat differently. Because the menus are managed with the custom Menus feature, you can easily extend Semi-Static without altering too many files, which makes it easy to customize using a child theme. Not to mention the obvious alterations, such as fonts and colors.

				Wrapping It Up

				As this chapter has surely shown, WordPress works perfectly well for powering traditional Web sites. Sure, there are a few things you need to keep in mind, such as category links and whatnot, but what CMS doesn’t need for you to actually plan how the site should be built and working? Yeah, that’s what I thought. . . 

				Next up is something a bit flashier. You’ll create a theme meant primarily for displaying media content. That’s right; text will have to take a step back as we put the attachments in focus.

			


		

	
		
			
				
				Chapter 8: A Media Theme

				In this chapter, I show you how to build a theme that focuses on images rather than text. This site could be a portfolio that shows off your photos, videos, or art, or any site that relies heavily on images and their descriptions. An image may speak a thousand words, but when it comes to WordPress that phrase simply means you need to think a bit differently about layout and design. You have to consider other issues and concerns as well, such as how to show image information, image titles, and so on when browsing a media-focused site.

				In the following sections, I show you how to build a portfolio theme.

				Building sites for Images and Video

				Text isn’t always the primary type of content on the site you’re building. You may also want to showcase your photographs or videos. You can use just about any theme for this, of course, but if you want to display a large, pretty image (see Figure 8-1), the ideal column width for text just won’t do.

				In short, sometimes you’re not building for text, you’re building for attachments.

				Attachments are the kinds of files you typically add to your post and often these files are images. The main template file for displaying attachments, when they’re not just sitting in a post, is attachment.php.

				[image: 9780470669907-fg0801.eps]

				Figure 8-1: This is what you’re after, a display focused on image content

				Planning Your Portfolio site 

				The theme I build in this chapter has a simple layout that I designed primarily for showcasing images and video. I want some text to go with every media file that I show, so I still keep it pretty simple; but I also offer links to larger versions without the text.

				Figure 8-2 shows the simple sketch I made in my notebook for this portfolio site.

				Site layout

				If you can tell from my rough sketch, the site layout is pretty straightforward. You’re looking at a single view post here, not the front page. The design features a simple header with a menu, the main content (an image from a gallery) is the focus, and some text on the right-hand side (along with meta data, and stuff like that). Below the image is the option to go to the previous or next image in the gallery, and underneath it all are widget areas.

				This design is 960 pixels wide, which means that it can work with text in the main content area as well because it is 640 pixels wide. If you use an appropriate font size, this layout can work well enough. With a single click, I give visitors a larger view of the images, using the full width of the design. I have designed a front page as well, but it is not as important at this time. The image content is key here, so that’s what you should focus on.

				I did a Photoshop mock-up for the project in Chapter 7. That’s not all that important in this case because the primary element is media content, which in this case means photos. I’ll tackle the minor stuff as I go along.

				[image: 9780470669907-fg0802.eps]

				Figure 8-2: The portfolio theme design sketch

				Making Everything Fit Together

				You use the WordPress media manager to upload attachments by clicking the Add an Image icon in your post screen (in action in Figure 8-3). These attachments are usually images, but they needn’t be. In the case of this theme, I focus on images, but several different MIME types are supported. As mentioned earlier, the template file for showing attachments in single view is attachment.php. If you need more fine-grained control, you can rely on more in-depth categories, such as image.php and video.php.

				[image: 9780470669907-fg0803.eps]

				Figure 8-3: Uploading some media files

				An image Gallery

				Although it’s great that you can control single view when it comes to attachments, images usually reside within posts. So when building a portfolio site like this one, I have to decide how to display the content. Because I need gallery support, that sort of decides it for me: The images need to be in posts. In this case, I create a category named Portfolio; but it could just as well have been a custom post type if I needed to keep them entirely separate from the rest of the site.

				So, each gallery will be a post in the Portfolio category. Right, glad we got that out of the way.

				The content flow

				Next, I need to figure out how the site will actually work. My front page will list the latest galleries from the portfolio, which translates to the latest posts in the Portfolio category. The front page also needs some descriptive text about the site, and stuff like that, but I’ll not worry about that for now.

				Clicking a link for a portfolio gallery leads to the post with the gallery. This consists of a gallery (using the [gallery] shortcode, which I’m sure you’re familiar with) and some descriptive text using excerpt and content when needed. You can manage this with the single.php template file.

				Clicking an image in the gallery opens the image view, which is the image.php template file. This is what you saw in the simple design sketch in Figure 8-2. When I click the image from the gallery post, I open the default view, which shows the medium-size image at 640 pixels wide. The content to the right is fetched from the image title and description. There will also be links for viewing the original version of the image. At the bottom, I have thumbnails for browsing the gallery.

				What else? Well, I’ll have the necessary template files for Pages and widget areas in the footer. The header will use the Menus feature for easy management.

				Building the Media site

				It is time to build the portfolio theme. First, create the style.css file with the following theme header, declaring everything necessary, which in this case means the theme name, tags, and so on.

				/*  

				Theme Name: Simple Pfolio

				Theme URI: http://tdh.me/wordpress/simple-pfolio/

				Description: A theme meant for simple portfolio sites, hence the name.

				Version: 1.0

				Tags: light, two-columns, right-sidebar, fixed-width, threaded-comments, translation-ready, custom-menu, editor-style

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				      This theme was originally created for use in the book

				      Smashing WordPress Themes, written by yours truly.

				      

				      Read more about my books at http://tdh.me/books/

				*/

				As you can see I’ve named this theme Simple Pfolio. I’ll return to the stylesheet later.

				The functions.PHP file

				Let’s start with the functions.php file. This theme needs it for the custom menu feature, as well as for several widget areas. Four of these widget areas are in the footer; one is on the right-hand side everywhere except on the front page or on a page belonging to the Portfolio category, which has its own right-side widget area. The final widget areas are for the front page. 

				Portfolio posts don’t use the right column for widgets.

				Here is the functions.php file, properly commented.

				<?php

				      // We need a textdomain for localization support,

				      // with language files in the /lang folder

				      load_theme_textdomain( ‘simple-pfolio’, TEMPLATEPATH . ‘/lang’ );

				      

				      // This is the default content width, 640 px

				      if ( ! isset( $content_width ) )

				            $content_width = 640;

				      

				      // Adding theme support for post thumbnails

				      add_theme_support( ‘post-thumbnails’ );

				      

				      // Telling WordPress to use editor-style.css for the visual editor

				      add_editor_style();

				      

				      // Adding feed links to header

				      add_theme_support( ‘automatic-feed-links’ );

				      // MENU AREA

				      // ---------

				      // Adding and defining the Menu area found in the header.php file

				      register_nav_menus( array(

				            ‘top-menu’ => __( ‘Top Menu’, ‘simple-pfolio’ ),

				      ) );

				      // WIDGET AREAS

				      // ------------      

				      // Right column widget area

				      register_sidebar( array(

				            ‘name’ => __( ‘Default Right Column’, ‘simple-pfolio’ ),

				            ‘id’ => ‘default-right-column’,

				            ‘description’ => __( ‘The right column on pages outside the Portfolio.’, ‘simple-pfolio’ ),

				      ) );

				      // Right column widget area on the Portfolio category

				      register_sidebar( array(

				            ‘name’ => __( ‘Portfolio Right Column’, ‘simple-pfolio’ ),

				            ‘id’ => ‘portfolio-right-column’,

				            ‘description’ => __( ‘The right column on the Portfolio category.’, ‘simple-pfolio’ ),

				            ‘before_widget’ => ‘<li id=”%1$s” class=”widget news %2$s”>’,

				            ‘after_widget’ => ‘</li>’,

				            ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				            ‘after_title’ => ‘</h2>’,

				      ) );

				      // Right column widget area on the front page

				      register_sidebar( array(

				            ‘name’ => __( ‘Front Page Right Column’, ‘simple-pfolio’ ),

				            ‘id’ => ‘frontpage-right-column’,

				            ‘description’ => __( ‘The right column on the front page.’, ‘simple-pfolio’ ),

				            ‘before_widget’ => ‘<li id=”%1$s” class=”widget news %2$s”>’,

				            ‘after_widget’ => ‘</li>’,

				            ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				            ‘after_title’ => ‘</h2>’,

				      ) );

				      // Left column in the footer

				      register_sidebar( array(

				            ‘name’ => __( ‘Footer Left Side’, ‘simple-pfolio’ ),

				            ‘id’ => ‘footer-left-side’,

				            ‘description’ => __( ‘The left hand side of the footer.’, ‘simple-pfolio’ ),

				            ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				            ‘after_widget’ => ‘</li>’,

				            ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				            ‘after_title’ => ‘</h2>’,

				      ) );

				      // Middle column in the footer

				      register_sidebar( array(

				            ‘name’ => __( ‘Footer Middle Column’, ‘simple-pfolio’ ),

				            ‘id’ => ‘footer-middle-column’,

				            ‘description’ => __( ‘The middle column in the footer.’, ‘simple-pfolio’ ),

				            ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				            ‘after_widget’ => ‘</li>’,

				            ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				            ‘after_title’ => ‘</h2>’,

				      ) );

				      // Right column in the footer

				      register_sidebar( array(

				            ‘name’ => __( ‘Footer Right Column’, ‘simple-pfolio’ ),

				            ‘id’ => ‘footer-right-column’,

				            ‘description’ => __( ‘The right hand column in the footer.’, ‘simple-pfolio’ ),

				            ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				            ‘after_widget’ => ‘</li>’,

				            ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				            ‘after_title’ => ‘</h2>’,

				      ) );

				      

				      // Far right column in the footer

				      register_sidebar( array(

				            ‘name’ => __( ‘Footer Far Right Column’, ‘simple-pfolio’ ),

				            ‘id’ => ‘footer-far-right-column’,

				            ‘description’ => __( ‘The far right column in the footer.’, ‘simple-pfolio’ ),

				            ‘before_widget’ => ‘<li id=”%1$s” class=”widget %2$s”>’,

				            ‘after_widget’ => ‘</li>’,

				            ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				            ‘after_title’ => ‘</h2>’,

				      ) );

				      

				      // Front page widget area

				      register_sidebar( array(

				            ‘name’ => __( ‘Front Page Welcome Area’, ‘simple-pfolio’ ),

				            ‘id’ => ‘home-welcome’,

				            ‘description’ => __( ‘The welcome area in the content column on the front page.’, ‘simple-pfolio’ ),

				            ‘before_widget’ => ‘<div id=”%1$s” class=”widget-home %2$s”>’,

				            ‘after_widget’ => ‘</div>’,

				            ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				            ‘after_title’ => ‘</h2>’,

				      ) );

				?>

				You’ll recognize most of this code from Chapter 7. I’ve used textdomain for localization, this time called simple-pfolio. I’m adding theme support for featured images (that is, post-thumbnails), a stylesheet for the Visual editor, and so on. If you don’t remember what these things are, jump back to Chapter 7 and read up.

				Setting up the basic shell

				As always, I want to kick off the site with header.php, containing every opening div needed for the page, and wrap it up in footer.php. This is a two-column page (which breaks up into four columns in the footer), so it is pretty straightforward. I’ve got the necessary wrapping div’s, a div#content column to the left, and a sidebar column to the right.

				Let’s start by looking at header.php.

				<!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title><?php 

				      // Changing the title for various sections on the site

				      if ( is_home () ) { 

				          bloginfo(‘name’); 

				      } elseif ( is_category() || is_tag() ) {

				          single_cat_title(); echo ‘ &bull; ‘ ; bloginfo(‘name’); 

				      } elseif ( is_single() || is_page() ) { 

				          single_post_title(); 

				      } else { 

				          wp_title(‘’,true); 

				      } 

				?></title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php wp_head(); ?>

				</head>

				<body <?php body_class(); ?>>

				      <div id=”site”>

				      <div id=”wrap”>

				            <div id=”header”>

				            <?php

				                  // Checking if it is the front page in which case we’ll use an h1

				                  if ( is_front_page() ) { ?>

				                  <h1 id=”logo”>

				                        <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘title’); ?>”>

				                        <?php

				                              // Getting the site title

				                              bloginfo(‘title’);

				                        ?>

				                        </a>

				                  </h1>

				                  <?php } 

				                  // If it isn’t the front page this is what we’ll use

				                  else { ?>

				                  <div id=”logo”>

				                        <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘title’); ?>”>

				                        <?php

				                              // Getting the site title

				                              bloginfo(‘title’);

				                        ?>

				                        </a>

				                  </div>

				                  <?php } ?>

				                  <div class=”search”>

				                        <?php

				                              // The default search form

				                              get_search_form();

				                        ?>

				                        <?php

				                              // Checking if there’s anything in Top Menu

				                              if ( has_nav_menu( ‘top-menu’ ) ) {

				                              

				                                    // If there is, adds the Top Menu area

				                                    wp_nav_menu( array(

				                                          ‘menu’ => ‘Top Menu’,

				                                          ‘container’ => ‘div’,

				                                          ‘container_class’ => ‘top-menu’,

				                                          ‘theme_location’ => ‘top-menu’,

				                                    ));

				                              }

				                        ?>

				                  </div>

				            </div>

				            <div id=”plate”>

				You may recognize a lot of the code from the semi-static theme example in Chapter 7. The custom header isn’t there, as I won’t be using that, and I moved the custom menu up to the right, under the search form. Other than that, the theme is basically the same and ends by opening up the div#plate tag for the actual site. While Simple Pfolio won’t have support for custom backgrounds at the moment, it may be nice to be able to add it later, right?

				I’ll get to the footer later in this section, as it contains some nice things. For now, I want to review the site structure before moving on:

				[div#site]

				      [div#wrap]

				            [div#header]

				            [div#plate]

				                  [div#content]

				                  [div#sidebar-container]

				                  [div#footer-widgets]

				            [div#footer]

				The index.php template is simple enough when put into context here. After all, it only featured the div#content contents, which is a call to the loop.php template tag — or loop-index.php really, because we want to make this theme as child themeable as possible. The Simple Pfolio only features one loop template, just as Simple Static did.

				<?php get_header(); ?>

				                  <div id=”content”>

				                        <?php get_template_part( ‘loop’, ‘index’ ); ?>

				                  </div>

				                  

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				With that, let’s get down to business.

				Single posts and attachments

				My galleries reside in posts, which in turn lead to a single image view. In other words, I use single.php to display the content properly. After all, there is content, and there is content on a site like this. I check the category to see if it is a Portfolio post. If it is, I use the full width, as it is supposed to contain a gallery. If it’s not a Portfolio post, I use the default sidebar to the right of the content.

				<?php get_header(); ?>

				                  <div id=”content” class=”<?php portfoliocheck(); ?>”>

				                        <?php get_template_part( ‘loop’, ‘single’ ); ?>

				                  </div>

				                  

				<?php

				      // Check whether this is NOT the Portfolio category

				      if ( !in_category(‘portfolio’) ) {

				            get_sidebar();

				      }

				?>

				<?php get_footer(); ?>

				You no doubt noticed the portfoliocheck() tag. This isn’t a standard WordPress template tag but a function I added to functions.php to check whether I’m on a post belonging to the Portfolio category. Following is the function code, added at the end of functions.php.

				// PORTFOLIO CATEGORY CHECK

				// Function to be used with div#content

				function portfoliocheck() {

				    // Check whether this is NOT the Portfolio category

				    // If it is NOT, echo column

				    if ( !in_category(‘portfolio’) ) {

				        echo ‘column’;

				    } 

				    // If it is the Portfolio category, echo widecolumn

				    else {

				        echo ‘widecolumn’;

				    }

				}

				The function echoes either column or widecolumn depending on whether the post belongs to the Portfolio category or not. By sticking this code in a function (in functions.php) and using that in single.php, I keep the latter cleaner. You could also swap portfoliocheck() in single.php for the contents on the function in functions.php, but it wouldn’t look as good.

				Back to single.php then. Besides the check to see what class div#content should get, you also need to take the sidebar into account. If there’s no sidebar, which there isn’t on Portfolio posts thanks to the check in single.php, you obviously want to use the full width, hence the widecolumn class. If there is a sidebar, you need to take that into account and use the column class. I set the width in style.css, which I revisit later.

				.column {

				      width: 640px; /* Active content width 640 px */

				}

				.widecolumn {

				      width: 960px; /* Full width 960 px */

				}

				So how do these checks work? Take a look at the sidebar code. Because I don’t want a sidebar on Portfolio posts, I check to confirm that I’m not on a Portfolio post, in which case I call get_sidebar(). That’s what the exclamation mark means in front of the in_category() conditional tag, as PHP savvy people already know.

				Now, my single-post template outputs a sidebar on every single-post view, other than posts belonging to the Portfolio category. I can style this and make it pretty later; for now, I want to move on to the image.php (rather than the more general attachment.php) template. This is what opens (see Gallery Settings in Figure 8-4) when you click an image pointing to an attachment page (something you control on a per-image basis in the media manager). Thus, this is the actual image view (Figure 8-5 displays my Portfolio post).

				[image: 9780470669907-fg0804.eps]

				Figure 8-4: Inserting a gallery from the media manager, via the Edit Post screen

				My image.php template file is simple enough. All I need is the loop (otherwise, I don’t get the image description, which incidentally doesn’t have to reside within it), a code snippet that outputs the actual attachment (the image) the way I want, the obvious calls to the header and the footer, as well as the sidebar I want to use.

				Before you take a look at the following code, remember that I haven’t added the thumbnail browsing yet. I get to that a little later in this chapter.

				[image: 9780470669907-fg0805.eps]

				Figure 8-5: That big image is a gallery inserted into a post on the Edit Post screen

				<?php get_header(); ?>

				                  <div id=”content”>

				                  

				                  <?php 

				                        // Loop it

				                        if (have_posts ()) : while ( have_posts() ) : the_post(); ?>

				                        

				                        <div class=”medium-image”>

				                              <?php echo wp_get_attachment_image( $post->ID, $size=’medium’, false); ?>

				                        </div>

				                        

				                  <?php 

				                        // End the loop

				                        endwhile; endif; ?>

				                  

				                  </div>

				                  

				<?php get_sidebar(‘attachment’); ?>

				<?php get_footer(); ?>

				The loop is familiar by now, but the part about outputting the image might not be. I’m using wp_get_attachment_image(), which needs to get the correct ID with the $post->ID parameter. The $image=‘medium’ is obviously the image size for this particular image call. I’m using the medium-size image, which I’ve set to 640 pixels width under Settings, Media in the WordPress admin panel (see Figure 8-6). In the preceding code, the last parameter, set to false, actually defaults to false and decides whether the MIME type (image in this case, which could be video, audio, and so on) icon should be shown. That’s a no on the icon here.

				[image: 9780470669907-fg0806.eps]

				Figure 8-6: Media Settings screen; note the Medium size setting

				I hope you recognize the get_sidebar(‘attachment’) code. This means that the sidebar I’m calling is sidebar-attachment.php, and not the regular sidebar.php template. I’ll get to that next.

				The attachment sidebar

				This sidebar is meant to work on all kinds of attachments, not just images. I have some conditional tags to sort that out. You use this sidebar whenever you’re viewing an attachment, which most often means you clicked an image from a gallery within a post.

				<div id=”sidebar-container”>

				      <ul id=”sidebar”>

				            <li id=”postmeta” class=”widget”>

				                  <p>

				                        <!-- Link back to original post -->

				                        &larr; <a href=”<?php echo get_permalink( $post->post_parent ); ?>”>

				                        <?php echo get_the_title( $post->post_parent ); ?>

				                        </a>

				                  </p>

				                <h1>

				                      <?php 

				                            // Title of the attachment

				                            the_title();

				                      ?>

				                </h1>

				                <p class=”meta-attachment”>

				                      <!-- Metadata -->

				                      <?php the_date(); ?>

				                      <?php echo __(‘by’, ‘simple-pfolio’); ?> 

				                      <?php the_author(); ?>

				                      <?php edit_post_link(); ?>

				                </p>

				                

				                <?php 

				                      // Outputs the attachment Caption if available

				                      if ( !empty( $post->post_excerpt ) ) {

				                            echo ‘<h2>’;

				                            the_excerpt();

				                            echo ‘</h2>’;

				                      }

				                ?>

				                

				                <?php 

				                      // Outputs the attachment Description if available

				                      if ( !empty( $post->post_excerpt ) ) {

				                            echo ‘<div class=”entry-attachment”>’;

				                            the_content();

				                            echo ‘</div>’;

				                      }

				                ?>

				                

				                  <?php

				                        // If it is an image, output data

				                        // Thanks Twenty Ten

				                      if ( wp_attachment_is_image() ) {

				                            $metadata = wp_get_attachment_metadata();

				                            echo ‘<p>’;

				                            printf( __( ‘The full sized image is %s pixels’, ‘simple-pfolio’),

				                                  sprintf( ‘<a href=”%1$s” title=”%2$s”>%3$s &times; %4$s</a>’,

				                                        wp_get_attachment_url(),

				                                        esc_attr( __(‘Link to full-size image’, ‘simple-pfolio’) ),

				                                        $metadata[‘width’],

				                                        $metadata[‘height’]

				                                  )

				                            );

				                            echo ‘</p>’;

				                      }

				                  ?>

				            </li>

				      </ul>

				</div>

				If you look under the Link back to original post comment, you can see that I use $post->post_parent for the get_permalink() and get_the_title() tags. This is obviously to fetch the data from the parent post, which is the actual portfolio post to which this attachment belongs. Had I used the regular permalink and title tags, I’d get the data from the attachment post that I’m on, and that’s not really the idea when linking back. Hence, I need to rely on the slightly more flexible get_permalink() and get_the_title(). Neither of these output the results by default, so I need to output them with PHP, hence the echo.

				Moving on, I’ve shown a great example of why get_the_title() is needed because the h1 heading uses the_title() to output the title of the attachment.

				The tags outputting the meta data for the attachment are simple enough, the_author(), the_date(), and a PHP snippet for localization purposes — you’ve seen it all before.

				The two snippets for outputting the attachment caption and description, managed with the_excerpt() and the_content(), respectively, need a bit more explaining. First, take a look at where I actually put the caption and description in the WordPress panel shown in Figure 8-7.
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				Figure 8-7: Use this Edit Media screen to revise text after uploading the image

				You probably recognize this screen from when you upload images. The same workflow is used if you upload images by using the Media Library screen with the Add New option, but not as a popover overlaying your Edit Post screen, but as a standalone page.

				Let’s focus on the code that outputs these things in our sidebar — attachment.php template.

				<?php 

				    // Outputs the attachment Caption if available

				    if ( !empty( $post->post_excerpt ) ) {

				          echo ‘<h2>’;

				          the_excerpt();

				          echo ‘</h2>’;

				    }

				?>

				<?php 

				    // Outputs the attachment Description if available

				    if ( !empty( $post->post_content ) ) {

				          echo ‘<div class=”entry-attachment”>’;

				          the_content();

				          echo ‘</div>’;

				    }

				?>

				The if clause checks whether the post_excerpt and post_content, respectively, are empty. If they are empty, nothing happens; but if they contain something, you get the echos and the_excerpt() and the_content(). Hence, the content shows up in your sidebar. I use $post->post_excerpt and $post->post_content to make this check. $post is the post that I’m viewing, which is the current attachment; compare that to the $post->post_parent above where I checked for where the attachment belonged, and the $post->ID where I pass the ID number of the post I’m on. Very handy, that $post thingy!

				Aside from closing tags, the last thing I do in the sidebar-attachment.php template is output some extra information if I’m looking at an image. Again, because sidebar-attachment.php is meant to be used for all kinds of attachments and not just images (as is the case with the image.php template), I need to make a conditional check to ensure that I’m not outputting image-specific stuff on a non-image attachment.

				<?php

				    // If it is an image, output data

				    // Thanks Twenty Ten

				    if ( wp_attachment_is_image() ) {

				          $metadata = wp_get_attachment_metadata();

				          echo ‘<p>’;

				          printf( __( ‘The full sized image is %s pixels’, ‘simple-pfolio’),

				                sprintf( ‘<a href=”%1$s” title=”%2$s”>%3$s &times; %4$s</a>’,

				                      wp_get_attachment_url(),

				                      esc_attr( __(‘Link to full-size image’, ‘simple-pfolio’) ),

				                      $metadata[‘width’],

				                      $metadata[‘height’]

				                )

				          );

				          echo ‘</p>’;

				    }

				?>

				This code is in part borrowed from the Twenty Ten theme. I have a simple if check to see whether wp_attachment_is_image() returns true, in which case I move along with this code and output its result; otherwise, nothing happens. If it is true, I store the data from wp_get_attachment_metadata() in a function called $metadata. Then I output some stuff, using percentage placeholders to get the correct width and height in pixels from my stored away data.

				The output gives us the following text (assuming you haven’t localized it already): “The full sized image is 1024 × 765 pixels.”

				The %s in the printf line is a placeholder for the content in the sprintf line, which in turn uses its own percentage placeholder to fetch the data. That’s what the $metadata[‘width’] and $metadata[‘height’] are there for. If that all sounds way over your head, don’t worry. You just need to brush up a bit on your PHP, but that’s not a big deal in this case, so just accept it and move on. For further reference, check out these pages in the PHP manual, for printf (http://php.net/manual/en/function.printf.php) and sprintf (http://php.net/manual/en/function.sprintf.php), respectively.

				Now I’ve got a working image view page. All it needs is some styling, and the thumbnail browsing, of course, and I’m good to go. Well, almost. First, I’ll take a quick jump to the front page, shown in Figure 8-8, and make that one pretty.
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				Figure 8-8: A crude image of the front page view 

				The front page

				You can build the front page for this theme in a number of ways. I’m going with home.php this time, which will show the latest posts from the Portfolio category. I also have a fully widgetized sidebar, as well as a widget area at the top of the content column into which I can drop an info box or whatever.

				As with every page, you can add subtle changes using child themes; home.php uses a dedicated loop. This loop is actually present in the theme once, but it’s easy to overwrite from a child theme. Start by looking at the home.php template.

				<?php get_header(); ?>

				                  <div id=”content” class=”column”>

				                        <div class=”widget-area-home”>

				                        <?php

				                              // The front page widget area

				                              dynamic_sidebar(‘home-welcome’); ?>

				                        </div>

				                  

				                        <?php get_template_part( ‘loop’, ‘home’ ); ?>

				                  </div>

				                  

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				Pretty simple, right? I’ve got a widget area, which I define in functions.php, and a get_template_part() call to loop-home.php. I show you that loop in a little bit; first I want to revisit the home-welcome widget area declaration from functions.php (see Figure 8-9):

				// Front page Welcome area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Welcome Area’, ‘simple-pfolio’ ),

				    ‘id’ => ‘home-welcome’,

				    ‘description’ => __( ‘The welcome area in the content column on the front page.’, ‘simple-pfolio’ ),

				    ‘before_widget’ => ‘<div id=”%1$s” class=”widget-home %2$s”>’,

				    ‘after_widget’ => ‘</div>’,

				    ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				This widget area isn’t meant to be your traditional list of widgets. Rather, it is meant to display welcome text. At first, I contemplated creating an option page for it, but that felt too limiting for the end user. Hence, the simple widget solution, which you can use to host text, images, or whatever, really.

				With that in mind, having div’s before and after the widget rather than the usual li’s makes a lot more sense, right? The widget is not meant to be a list of stuff after all, but a block with info text and possibly an image, depending on the end user’s needs. Look for before_widget and after_widget in the widget declaration code from functions.php above.
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				Figure 8-9: The welcome widget area found under Appearance → Widgets in WordPress admin panel

				Now, move on to the actual front page loop. In home.php, we said that we’d use loop-home.php if present (otherwise revert to loop.php as usual), and for once we’ve got the file in our theme. Here’s loop-home.php.

				<?php

				      // The home loop

				      if ( have_posts() ) : while ( have_posts() ) : the_post();

				?>

				            <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				                  <div class=”entry-thumbnail”>

				                        <a href=”<?php the_permalink(); ?>”>

				                        <?php

				                            // Fetching a thumbnail from post attachments

				                            // First some parameters for later

				                            $args = array(

				                                ‘numberposts’ => 1,

				                                ‘post_type’ => ‘attachment’,

				                                ‘status’ => ‘publish’,

				                                ‘post_mime_type’ => ‘image’,

				                                ‘post_parent’ => $post->ID

				                            );

				                            $images =& get_children($args);

				                            // Loop the attachments

				                            foreach ( (array) $images as $attachment_id => $attachment ) { 

				                                  // Output an attachment in thumbnail size

				                                  echo wp_get_attachment_image($attachment_id, ‘thumbnail’, ‘’);

				                            }

				                        ?>

				                        </a>

				                  </div>

				                  <div class=”entry-content”>

				                        <h2 class=”entry-title”>

				                              <a href=”<?php the_permalink(); ?>” title=”<?php the_title(); ?>” rel=”bookmark”><?php the_title(); ?></a>

				                        </h2>

				                        <?php the_excerpt(); ?>

				                  </div>

				            </div>

				<?php

				      // Loop ends

				      endwhile; endif;

				?>

				            <div class=”navigation”>

				                <div class=”nav-previous”><?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older entries’, ‘simple-pfolio’ ) ); ?></div>

				                <div class=”nav-next”><?php previous_posts_link( __( ‘Newer entries <span class=”meta-nav”>&rarr;</span>’, ‘simple-pfolio’ ) ); ?></div>

				            </div>

				This code shows your basic loop at first; but then you need to do some fancy stuff to fetch a thumbnail from the post attachment, should it have one of those. In the following, I break that part out for clarity.

				<?php

				    // Fetching a thumbnail from post attachments

				    // First some parameters for later

				    $args = array(

				        ‘numberposts’ => 1,

				        ‘post_type’ => ‘attachment’,

				        ‘status’ => ‘publish’,

				        ‘post_mime_type’ => ‘image’,

				        ‘post_parent’ => $post->ID

				    );

				    $images =& get_children($args);

				    // Loop the attachments

				    foreach ( (array) $images as $attachment_id => $attachment ) { 

				          // Output an attachment in thumbnail size

				          echo wp_get_attachment_image($attachment_id, ‘thumbnail’, ‘’);

				    }

				?>

				As the name implies, I’m storing my arguments in $args, which get_children() uses. This means that the strings stored in $args is used by get_children(), which in turn is used to fetch attachments (the “children,” in this case). Then, I cram this into $images and loop the attachments with foreach. I end up with an echo of wp_get_attachment_image() in which the ID echoed sits in $attachment_id from my foreach loop. The wp_get_attachment_image() also decides which image version (thumbnail, medium, large, or original) to use; it uses the thumbnail in this case. And around this I’ve got a link to make sure that the image links to the post.

				The rest of the code is pretty self-explanatory, just outputting the excerpt (using the_excerpt()) and the post title in suitable div’s so that I can style it properly later on. Obviously, I only get a thumbnail image from the posts that actually have an attachment. If you intend to mix text posts with image-based posts like this, you should probably style the two differently; you might even consider using conditional tags to get more control. In this case, I don’t worry about that; after all, this is just a portfolio site. For now . . . .

				Anyway, what we get is something crude and ugly, as shown in Figure 8-10, with some nonsense text thrown into the widget area for good measure.
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				Figure 8-10: Portfolio posts with thumbnail image on the front page

				Sweet. Next, I add thumbnail browsing to the image view as well.

				Thumbnail browsing in posts

				So now I want to add thumbnails to the posts that have attachments. I want easy gallery browsing with the previous and next thumbnail beneath the image in single image view, which is when you’ve clicked through on an image from a gallery within a regular post. As you probably recall, a click on an image leads to an attachment page, and in this case the template file for that is image.php.

				You would think that it would be just as easy to add next/previous image thumbnail browsing to the image.php template; but that’s not the case. The only thing I need is previous_image_link() and next_image_link(), to which I’ll also pass the thumbnail parameter to make sure we get the size we want.

				This is what is added, below the actual image, just before div#content is closing, in .image.php:

				<div class=”navigation”>

				    <div class=”nav-previous”>

				          <?php next_image_link( ‘thumbnail’ ); ?>

				    </div>

				    <div class=”nav-next”>

				          <?php previous_image_link( ‘thumbnail’ ); ?>

				    </div>

				</div>

				Our single image view is still in dire need of proper styling, but this little snippet at least adds the proper navigation. I did cheat a bit though (as I’ve done before with the stylesheet to make the working design make sense): I applied a float left and right, respectively, on the navigation links (see Figure 8-11).

				[image: 9780470669907-fg0811.eps]

				Figure 8-11: Browse the gallery with the thumbnails below the main image

				Here’s the complete image.php template, with the thumbnail navigation added.

				<?php get_header(); ?>

				                  <div id=”content”>

				                  

				                  <?php 

				                        // Loop it

				                        if (have_posts ()) : while ( have_posts() ) : the_post();

				                  ?>

				                        

				                        <div class=”medium-image”>

				                              <?php

				                                    // Outputs the image in medium size

				                                    echo wp_get_attachment_image( $post->ID, 

				$size=’medium’, false);

				                              ?>

				                        </div>

				                        

				                  <?php 

				                        // End the loop

				                        endwhile; endif;

				                  ?>

				                        

				                        <div class=”navigation”>

				                              <div class=”nav-previous”>

				                                    <?php next_image_link( ‘thumbnail’ ); ?>

				                              </div>

				                              <div class=”nav-next”>

				                                    <?php previous_image_link( ‘thumbnail’ ); ?>

				                              </div>

				                        </div>

				                  

				                  </div>

				                  

				<?php get_sidebar(‘attachment’); ?>

				<?php get_footer(); ?>

				I think it’s about time to make this baby look good, don’t you? So next I tackle the stylesheet!

				Taking care of the footer

				The footer is an important part of this theme as you may recall from the sketch in Figure 8-2. It consists of four columns: three small ones sharing 640 pixels, and one larger one to the right of them that offers you 300 pixels to play with. Above the three small columns, I have a box with the latest updates from the Portfolio category, each featured with a thumbnail. That’s the only part of the actual footer content that is not a widget area; the rest are, as you’ll remember, from functions.php. Following is the code that controls them, from functions.php, of course:

				// Left column in the footer

				register_sidebar( array(

				    ‘name’ => __( ‘Footer Left Side’, ‘simple-pfolio’ ),

				    ‘id’ => ‘footer-left-side’,

				    ‘description’ => __( ‘The left hand side of the footer.’, ‘simple-pfolio’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Middle column in the footer

				register_sidebar( array(

				    ‘name’ => __( ‘Footer Middle Column’, ‘simple-pfolio’ ),

				    ‘id’ => ‘footer-middle-column’,

				    ‘description’ => __( ‘The middle column in the footer.’, ‘simple-pfolio’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right column in the footer

				register_sidebar( array(

				    ‘name’ => __( ‘Footer Right Column’, ‘simple-pfolio’ ),

				    ‘id’ => ‘footer-right-column’,

				    ‘description’ => __( ‘The right hand column in the footer.’, ‘simple-pfolio’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget footer %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Far right column in the footer

				register_sidebar( array(

				    ‘name’ => __( ‘Footer Far Right Column’, ‘simple-pfolio’ ),

				    ‘id’ => ‘footer-far-right-column’,

				    ‘description’ => __( ‘The far right column in the footer.’, ‘simple-pfolio’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widgettitle”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				Without further ado, take a look at the footer.php template.

				                  <div id=”footer”>

				                        <div class=”footer-left”>

				                              <div id=”footer-thumbs”>

				                                    <ul>

				                                          <li>thumbs go here</li>

				                                    </ul>

				                              </div>

				                              <div class=”footer-column left”>

				                                    <ul class=”footer-widget-area”>

				                                    <?php

				                                          // The Footer Left Side widget area

				                                          dynamic_sidebar(‘footer-left-column’);

				                                    ?>

				                                          <li class=”widget widget-area-empty”>

				                                                Left widget column - drop a widget here!

				                                          </li>

				                                    <?php endif; ?>

				                                    </ul>

				                              </div>

				                              <div class=”footer-column-middle left”>

				                                    <ul class=”footer-widget-area footer-widget-area-middle”>

				                                    <?php

				                                          // The Footer Left Side widget area

				 dynamic_sidebar(‘footer-middle-column’);

				                                    ?>

				                                          <li class=”widget widget-area-empty”>

				                                                Middle widget column - drop a widget here!

				                                          </li>

				                                    <?php endif; ?>

				                                    </ul>

				                              </div>

				                              <div class=”footer-column right”>

				                                    <ul class=”footer-widget-area”>

				                                    <?php

				                                          // The Footer Left Side widget area

				 dynamic_sidebar(‘footer-right-column’);

				                                    ?>

				                                          <li class=”widget widget-area-empty”>

				                                                Right widget column - drop a widget here!

				                                          </li>

				                                    <?php endif; ?>

				                                    </ul>

				                              </div>

				                        </div>

				                        <div class=”footer-right”>

				                              <ul>

				                              <?php

				                                    // The Footer Right Side widget area

				 dynamic_sidebar(‘footer-right-side’);

				                              ?>

				                                    <li class=”widget widget-area-empty”>

				                                          Far right widget column - drop a widget here!

				                                    </li>

				                              <?php endif; ?>

				                              </ul>                        

				                        </div>

				                        <div id=”footer-bottom”>

				                              <p><?php bloginfo(‘title’); ?> is proudly powered by <a href=”http://wordpress.org” title=”WordPress”>WordPress</a></p>

				                        </div>

				                  </div>

				                  

				            </div> <!-- ends #plate -->

				      </div> <!-- ends #wrap -->

				      </div> <!-- ends #site -->

				<?php wp_footer(); ?>

				</body>

				</html>

				You can see I’ve got a div#footer where most of the action is. It is split into div.footer-left (which is 640 pixels) and div.footer-right (which is 300 pixels). The div.footer-left element starts with a full width div#footer-thumbs, for now just featuring placeholder text for where the thumbs of the latest Portfolio updates will go (we get to that in a little while). Then the footer goes on with two div.footer-column tags and a div.footer-column-middle for fixing the width issue (it is hard to divide 640 pixels by 3, so the middle column is 240 pixels wide, the other two just 200 pixels). These are the three small widget columns.

				In div.footer-right, you find the far right footer widget area. Below all this is div#footer-bottom, which just contains some text. You can then close the div’s from the header.php template. I wrap up WordPress with the wp_footer() template tag and close the HTML starting tags. Figure 8-12 shows how the footer looks at this point.
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				Figure 8-12: The footer with widget areas, no thumb block though

				With this markup, it’s a breeze to style the footer area thus far. The three footer columns need a bit of thought to make them align properly, but we’ll manage.

				Now, I need to get those thumbs in. For clarity’s sake, this is the part I’ll focus on:

				<div id=”footer-thumbs”>

				    <ul>

				          <li>thumbs go here</li>

				    </ul>

				</div>

				I want a box here showing the four latest posts from the Portfolio gallery, each one represented by a thumbnail. The box is 640 pixels wide, but I want it to be spacious so I’ll give it a 20-pixel padding, meaning that there are only 600 pixels to work with. Four thumbnails mean that I have 150 pixels for each. Some spacing is necessary within each thumbnail element so that they don’t sit too tightly (see Figure 8-13).

				[image: 9780470669907-fg0813.eps]

				Figure 8-13: Here is what the box looks like with the thumbnails in the footer

				I’ll start with the actual code to get the four latest posts from the Portfolio gallery. But first, the loop is needed, without thumbnails.

				<div id=”footer-thumbs”>

				    <ul>

				    <?php

				          // Store 4 posts from Portfolio in $lastposts

				          // then loop it with foreach

				          $lastposts = get_posts(‘numberposts=4&category_name=portfolio’);

				          foreach($lastposts as $post) :

				             setup_postdata($post); // Gives us post access

				    ?>

				          <li class=”footer-thumb-post”>

				                <a href=”<?php the_permalink(); ?>” id=”post-<?php the_ID(); ?>”>

				                      <?php the_title();?>

				                </a>

				          </li>

				    <?php 

				          // Stop loop

				          endforeach; ?>

				    </ul>

				</div>

				I’m using get_posts() with the appropriate variables (the number of posts and what category to fetch them for) to store the query in $lastposts and then loop it with foreach. Easy, huh? But what is setup_postdata() and why do I need it? Well, you can’t get to some post content using get_posts() without using setup_postdata(). Otherwise, you have to hit up the specific part in the database to get things like the post ID or the_content(), for that matter. So I use setup_postdata() because I want to pull an attachment (the thumbnail, remember?) for our post list.

				Finally, we’ve got the output. In the preceding code, it is the title linked within an li, and ending the foreach loop with endforeach.

				So how do you get the thumbnails in there? You just borrow some code from the loop-home.php template!

				<a href=”<?php the_permalink(); ?>”>

				<?php

				    // Fetching a thumbnail from post attachments

				    // First some parameters for later

				    $args = array(

				        ‘numberposts’ => 1,

				        ‘post_type’ => ‘attachment’,

				        ‘status’ => ‘publish’,

				        ‘post_mime_type’ => ‘image’,

				        ‘post_parent’ => $post->ID

				    );

				    $images =& get_children($args);

				    // Loop the attachments

				    foreach ( (array) $images as $attachment_id => $attachment ) { 

				          // Output an attachment in thumbnail size

				          echo wp_get_attachment_image($attachment_id, ‘thumbnail’, ‘’);

				    }

				?>

				</a>

				If you don’t remember what this code does, go back and revisit the front page section earlier in this chapter, especially the part about the loop-home.php template where it is described in detail.

				This code gives us the output shown in Figure 8-14, which is a thumbnail linked to its post.

				[image: 9780470669907-fg0814.eps]

				Figure 8-14: The footer got thumbs!

				This is enough to style this baby, but you have one more thing to consider — the thumbnail size. These are the wrong size, although they adhere to the WordPress default of 150 × 150 pixel thumbnails. Not so pretty, are they? The proper way to solve this dilemma is to set up the thumbnail size from the start. (Of course, then I wouldn’t have the opportunity to show you how to fix it here.) The key to the problem is wp_get_attachment_image(), which contains all the settings for the pulled attachment. Among other things, I’m telling it to fetch the thumbnail version of the image. Now, I could just as well define the size of the image here, and WordPress will scale the nearest available image accordingly. Instead of passing ‘thumbnail’ as the size, I pass an array with the sizes I want, like this:

				wp_get_attachment_image($attachment_id, array(X,Y), ‘’);

				The X and Y in the array are the width and height, in pixels, that you want to use for the output of the image.

				In this case, I want to make the box spacious and nice. First, I alter the wp_get_attachment_image() code to scale the image to 130 × 130 pixels, which gives me this complete footer.php template:

				                  <div id=”footer”>

				                        <div class=”footer-left”>

				                              <div id=”footer-thumbs”>

				                                    <ul>

				                                    <?php

				                                          // Store 4 posts from Portfolio in 

				                                          // $lastposts then loop with foreach

				                                          $lastposts = get_posts(‘numberposts=4&category_name=portfolio’);

				                                          foreach($lastposts as $post) :

				                                             setup_postdata($post); // Gives us post access

				                                    ?>

				                                          <li class=”footer-thumb-post”>

				                                                <a href=”<?php the_permalink(); ?>”>

				                                                <?php

				                                                    // Fetching a thumbnail from post attachments

				                                                    // First some parameters for later

				                                                    $args = array(

				                                                        ‘numberposts’ => 1,

				                                                        ‘post_type’ => ‘attachment’,

				                                                        ‘status’ => ‘publish’,

				                                                        ‘post_mime_type’ => ‘image’,

				                                                        ‘post_parent’ => $post->ID

				                                                    );

				                                                    $images =& get_children($args);

				                                                    // Loop the attachments

				                                                    foreach ( (array) $images as $attachment_id => $attachment ) { 

				                                                          // Output an attachment in thumbnail size

				                                                          echo wp_get_attachment_image($attachment_id, array(130,130), ‘’);

				                                                    }

				                                                ?>

				                                                </a>

				                                          </li>

				                                    <?php 

				                                          // Stop loop

				                                          endforeach; ?>

				                                    </ul>

				                              </div>

				                              <div class=”footer-column left”>

				                                    <ul class=”footer-widget-area”>

				                                    <?php

				                                          // The Footer Left Side widget area

				 dynamic_sidebar(‘footer-left-column’);

				                                    ?>

				                                          <li class=”widget widget-area-empty”>

				                                                Left widget column - drop a widget here!

				                                          </li>

				                                    <?php endif; ?>

				                                    </ul>

				                              </div>

				                              <div class=”footer-column-middle left”>

				                                    <ul class=”footer-widget-area footer-widget-area-middle”>

				                                    <?php

				                                          // The Footer Left Side widget area

				 dynamic_sidebar(‘footer-middle-column’);

				                                    ?>

				                                          <li class=”widget widget-area-empty”>

				                                                Middle widget column - drop a widget here!

				                                          </li>

				                                    <?php endif; ?>

				                                    </ul>

				                              </div>

				                              <div class=”footer-column right”>

				                                    <ul class=”footer-widget-area”>

				                                    <?php

				                                          // The Footer Left Side widget area

				 dynamic_sidebar(‘footer-right-column’);

				                                    ?>

				                                          <li class=”widget widget-area-empty”>

				                                                Right widget column - drop a widget here!

				                                          </li>

				                                    <?php endif; ?>

				                                    </ul>

				                              </div>

				                        </div>

				                        <div class=”footer-right”>

				                              <ul>

				                              <?php

				                                    // The Footer Right Side widget area

				 dynamic_sidebar(‘footer-right-side’);

				                              ?>

				                                    <li class=”widget widget-area-empty”>

				                                          Far right widget column - drop a widget here!

				                                    </li>

				                              <?php endif; ?>

				                              </ul>                        

				                        </div>

				                        <div id=”footer-bottom”>

				                              <p><?php bloginfo(‘title’); ?> is proudly powered by <a href=”http://wordpress.org” title=”WordPress”>WordPress</a></p>

				                        </div>

				                  </div>

				                  

				            </div> <!-- ends #plate -->

				      </div> <!-- ends #wrap -->

				      </div> <!-- ends #site -->

				<?php wp_footer(); ?>

				</body>

				</html>

				Then I add the following CSS to my stylesheet (style.css obviously), just to make sure everything floats okay:

				div#footer-thumbs {

				    width: 100%;

				    float:left;

				    margin-bottom: 20px;

				    background: #9e9e9e;

				}

				    div#footer-thumbs ul {

				          float:left;

				          padding: 10px; /* 10px padding gives us 620px width */

				    }

				          div#footer-thumbs ul li {

				                float: left;

				                width: 155px; /* Width per thumbnail li block */

				                list-style: none;

				          }

				                div#footer-thumbs ul li img {

				                      padding: 10px; /* Add more space between images */

				                }

				I style this a bit more shortly; for now, I just want the thumbnails to float in a nice manner and align properly. Note that I’m using 10 pixels of padding for the containing ul element, but I want 20 pixels between images and the box borders, as well as between the images. That’s why we add another 10 pixels to the img element within the li, that way it’ll seem as if there’s more room than there is. Figure 8-15 shows what we have right now.
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				Figure 8-15: Thumbs aligned and floating well in the footer

				adding a bit of style

				I haven’t gone through every little part of the theme, but most of the important stuff is in here. The rest is more or less similar, or borrowing from previous themes. So in an effort not to repeat everything, I’m moving on to styling the site.

				Right now, my theme looks like Figures 8-16 through 8-20, which includes front page views, a Portfolio post, a sample Page, and a typical blog post. You’ll notice some elements from the semi-static site I built in Chapter 7. The similarities are obviously due to the fact that I borrowed my own code from Chapter 7. Usually when you design a new theme, you want to keep it clean and not have too much old garbage lying around. But during the development process, it can be helpful to have something in the stylesheet so that you can see what happens and what works.
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				Figure 8-16: The upper part of the front page, unstyled
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				Figure 8-17: The lower part of the front page, still unstyled
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				Figure 8-18: A Portfolio post in need of some styling
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				Figure 8-19: The ever present About page at an early state
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				Figure 8-20: A typical blog post

				Next, I make it pretty, starting with the front page. I want to style the welcome widget properly to make it useful as a welcome block. I make it ready for text widgets, but it can obviously house anything. Below the welcome widget I list the latest updates, with the thumbnail floating left and with the title and the excerpt to the right. The typography got an update, as well as the links, which lacked proper styling before. I went with a somewhat controversial block on hover style. This changes the background color of the link to the same color as the link — black in this case — making it impossible to read when you hover. That made sense to me because there are no colors in this design, just black and white and gray.

				While I was at it, I spiced up the header a bit. Now I have a background color behind the search form floating to the right, and the menu below is a bit styled as well. The sidebar also got some style, with simple headings and every link listing ending up on a background plate. Text widgets can still contain scripts or whatever. I’m demonstrating that with the default Twitter widget in Figure 8-21.
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				Figure 8-21: A slightly more styled front page

				All single posts, as well as Pages, need some TLC. This was actually not so hard, especially since I borrowed the comments code from the Simple Static theme. Styling comments can be a real bore, so the more often you can reuse code the better.

				The Pages templates rely on the same loop as the single posts, so we’re getting most of these things two for one. There are some things that won’t show up on Pages (category and tags for one), and then there are the various sidebars as well, or right-column widget areas, as they like to be called. Figure 8-22 shows the revised About page.
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				Figure 8-22: The About page

				You would think that a lot of code is involved in getting the galleries to look good, but most of it is pretty basic. This is, in fact, the only related code that you’ll find in the theme’s style.css, and that’s including the image alignments for floating images to the left and right in posts.

				img.alignleft {

				      float:left;

				      margin: 0 15px 15px 0;

				}

				img.alignright {

				      float:right;

				      margin: 0 0 15px 15px;

				}

				img.aligncenter {

				      margin: 0 auto 16px auto;

				}

				img.attachment-thumbnail {

				      padding: 10px;

				      border: 1px solid #bfbfbf !important;

				}

				.wp-caption {

				      padding: 10px 7px; 

				      border: 1px solid #bfbfbf;

				      font-size: 12px;

				      color: #888;

				      font-style: italic;

				      text-align:center;

				}

				p.wp-caption-text {

				      margin: 10px 0 0 0;

				      padding: 0;

				      line-height: 14px;

				}

				div.gallery {

				      margin-bottom: 14px;

				}

				      dl.gallery-item {}

				            dt.gallery-icon {}

				                  img.attachment-thumbnail {

				                        border:0;

				                  }

				            dd.gallery-caption {

				                  margin-top: 8px;

				                  font-size: 12px;

				                  color: #888;

				                  font-style: italic;

				            }

				Simple stuff, I know, but this is all that is needed at this point. You could obviously trim this further if necessary. But this theme is supposed to keep things simple (as you’ll see in Figures 8-23 through 8-25) — in part to ensure that it’s easy to build upon, but also because a simple theme with less bling makes the images stand out better. And that’s what it’s all about, after all.
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				Figure 8-23: The Portfolio post revisted
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				Figure 8-24: Comments are working
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				Figure 8-25: Image view got a slight brush-up as well

				That’s about it. You can find the full style.css file, commented where need be, at the companion Web site for this book. Otherwise, the best way to dig deeper and see what does what is to look at the theme files and what ID’s and classes I have given the various elements. Or, you can use your favorite Web developer toolbar to inspect elements in the Web browser.

				Get the complete style.css file from this book’s companion Web site at www.wiley.com/go/smashingwordpressthemes.

				Spicing It Up with Plugins

				Generally speaking, I think it’s best to do as much as possible within the theme, staying clear of taking the plugin shortcut. Most of the things you want to do can be accomplished in your theme. Theoretically, you can have a whole plugin residing in your functions.php file.

				Plugins can add bloat, so beware of using more than you really need. Having a lot of plugins can make your site load unnecessarily slow.

				When it comes to images and video, however, plugins can really add some functionality. JavaScript mavens may very well be able to duplicate all the cool features that plugins can add to your site, but images and video are one area in which I feel a shortcut is merited.

				Lightboxes

				The lightbox effect (see Figure 8-26) is something of a Web phenomenon. You probably know it, even if it is not by name. Click an image and it opens on top of the site, not as a pop-up, but as an overlay, dimming out the background (but usually not quite all the way) and focusing on the image.

				There are a ton of JavaScript scripts that can do this for you, and implementing them is fairly easy. Although you do have to remember to add some code to every linked thumbnail you want to open up in lightbox view. Plugins make that so much easier by adding the necessary data automatically when inserting images from the media browser within the WordPress admin panel, for example.

				There aren’t as many plugins as there are JavaScript solutions for your lightbox needs, but there are quite a few. You might want to search for lightbox in the WordPress plugin directory to determine your full set of options. Or, you can just pick a recommended one from the plugins chapter of this book.
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				Figure 8-26: A typical lightbox effect that overrides the image view page with an overlay

				A few words about gallery plugins

				There are plugins written to expand the gallery feature in WordPress — some even replace it. I’m all for extending WordPress when needed, and there is always room for improvement when it comes to media managing. But sidestepping the default media library isn’t the solution. Some plugins do that, adding cool gallery functionality and a bunch of bling, which is great, pretty, and sometimes even amazingly easy to work with. Problem is, when that plugin suddenly breaks, or when WordPress changes and the plugin author can’t keep up with the updates, you’ll be hanging out to dry. This is obviously true for all plugins; changes within WordPress can make them obsolete or broken. But the problem is very visible when it comes to media.

				If you’re considering a gallery plugin, make sure that it just replaces or alters functionality and doesn’t change how images are stored, where they are stored, and so on. You want to be able to go back to the default media manager at any time; otherwise, I strongly advise against the use of the plugin.

				You have been warned. Now go pimp your site!

				Wrapping It Up

				There you have it, a theme focusing on your images rather than your text. Working with content other than text forces you to take a different approach to theme design, which is a good thing. You want to be able to tackle the type of content from the angle that fits the most. There are always angles; the question is how much these angles differ from one another. Two text-focused sites may be done differently, thereby having two different angles. But the angle for a site focused on images will more often than not be far enough off the two text-focused sites that you can’t really compare them. 

				Remember what you’re building for. The purpose of the site is the most important thing.

			

			
		

	
		
			
				
				Chapter 9: A Magazine Theme

				Magazine-inspired themes have become a sub-type of themes, alongside traditional blog themes, portfolios, and niche themes meant for other distinct kinds of Web sites. You know the type, with big blurbs to catch the reader, prominent ad spots, and a content flow that uses images and text to lure the reader into reading the piece.

				In short, online magazines with a touch of blog are both a popular and modern style of Web sites. In this chapter, I build one of these.

				Planning an Online Magazine

				In this chapter, I thought I’d try something different. I’ll let you tag along as I create the Notes Mag theme, which is available for free at http://notesblog.com/mag.

				The idea is to build an online magazine theme, with all the elements you need to roll out your own online magazine. I include content sliders, image position control in post listings, a grid-based layout, ad spots, and all the widget areas you could possibly need.

				So, let’s build the first version of Notes Mag 1.0 together!

				The Notes Mag 1.0 theme layout

				The first thing I do is to bring out my trusty old (actually it’s spanking new) Moleskine notebook. I’ve made a sketch of what I want to do, with some notes that you may not be able to discern (see my home page layout in Figure 9-1). If my handwriting is anything to go by, I was obviously a medical doctor in a past life. This is the front page, the one that greets readers every time they tap in the URL to a Web site based on the Notes Mag theme.

				[image: 9780470669907-fg0901.eps]

				Figure 9-1: The front page sketch for Notes Mag

				As you can see in the sketch, it is quite boxy here; but it won’t be in reality. Proper whitespace keeps the elements apart, reverting to boxes only when necessary. I want a clean and sober design here that puts the content first.

				An online magazine has some special needs, so I’ve also made sketches for both single-post views (and Page views, as you see Figure 9-2) and archives. I’ve opted for simpler content listings in the archives as those are more direct per topic than the front page. Future versions may offer the option of a content slider, or something similar to this, but for now that feels a bit redundant.

				[image: 9780470669907-fg0902.eps]

				Figure 9-2: An archives page sketch for Notes Mag

				As for single-post (see Figure 9-3) and Page view, content is foremost. Clean, simple, and straightforward is what I’m going for here.

				Dynamic elements for Notes Mag

				Most of the dynamic stuff in this theme I manage using widget areas. In fact, depending on how you use these areas, you can do things quite differently from my simple sketches. For example, the recent post and comment boxes in the lower part of the front page will obviously be widget areas. But you can easily add whatever content works best for you, such as a forum that you want to promote or links that you want to share. There are a ton of possibilities; you just have to be sure that the items are widgetized so you can drop them wherever you want.

				Some of the elements in this theme force me to use custom fields and action hooks. Action hooks make it is easy to extend the theme with added functionality.
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				Figure 9-3: The single Page sketch for Notes Mag

				Building The magazine site

				Starting off, let’s set up the basic shell for the theme. What I want when I’m done is a (somewhat) working structure of a site. The grid will be in place, content will be output (but look awful), and boxes will align the way they should.

				What I won’t have is working functionality for the cooler parts of the site. That means no widget areas, no action hooks, or anything like that. I get to that stuff in the next phase, later in this chapter.

				The basic site structure

				I’ve decided to make Notes Mag 960 pixels wide. This is a fairly common width, is easy to work with column-wise, and offers a nice grid. If you want to take a shortcut, you can visit http://960.gs for a bunch of downloadables for 960-pixel grids. I’m not relying on any of that for this one, though.

				One important thing here is to give the end user the option to have a completed site, with a background color (or image) behind it. That means there will be elements (div‘s, really) wider that 960 pixels here, where the actual site will adhere to the 960-pixel width.

				This is the basic structure:

				body

				      div#site

				      div#top

				            div#wrap

				                  div#wrap-inner

				                        div#header

				                        div#plate

				                              div#content

				                              div#sidebar-container

				                        div#footer

				            div#footer-outside

				The div#site uses the full width and is there only if I need it in the future. The whole thing really starts with div#wrap, which is what sets the full width and then centers it. The div#wrap-inner uses padding so that the active width is 960 pixels. This means that I can set a background color on div#wrap, hence getting a background on which the actual site sits, and have a different background for the body. I obviously enable custom backgrounds for this.

				Moving on, div#header contains the header parts of the site: div#plate is the content (both left and right columns) and div#footer contains the footer. I’ve also added a div#footer-outside that sits outside the div#wrap. This could be useful for adding credits and whatnot; it’ll be a widget area that defaults to that at least.

				OK, so let’s build this puppy!

				Starting with the header

				I start with the header code. Remember, I’m just building the shell here, not adding any dynamic features. That means that the logo will be an h1 tag with the text logo in it, and I won’t have any widget areas or working menus.

				The one thing I do let into this one is the necessary code to output the proper title tags. I’m just swiping that from previous themes anyway, and it might help me test the theme out.

				Here is header.php:

				<!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title>

				      <?php 

				            // Print the right title

				            if (is_home () ) { 

				                  bloginfo(‘name’); 

				            } elseif (is_category() || is_tag()) { 

				                  single_cat_title(); echo ‘ &bull; ‘ ; bloginfo(‘name’); 

				            } elseif (is_single() || is_page()) { 

				                  single_post_title(); } else { wp_title(‘’,true); 

				            }

				      ?>

				</title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php

				      // Kick off WordPress

				      wp_head();

				?>

				</head>

				<body <?php body_class(); ?>>

				<div id=”site”>

				      <div id=”top”>

				          This area won’t be seen unless there

				          is something in the action hook that

				          will power it!

				      </div>

				      <div id=”wrap”>

				            <div id=”wrap-inner”>

				                  <div id=”header”>

				                        <div id=”header-middle”>

				                              <div class=”ad right”>

				                                    Here we’ll have an ad!

				                              </div>

				                              <h1 id=”site-header”>

				                                    <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘name’); ?>”>

				                                          LOGO GOES HERE

				                                    </a>

				                              </h1>

				                        </div>

				                        <div id=”header-bottom”>

				                              MENU GOES HERE

				                        </div>

				                  </div>

				                  <div id=”plate”>

				Simple enough, right? The header.php template ends just after div#plate, so everything below it will, until I close it, be inside the box containing the left and right columns.

				Ending with the footer

				It’s a good idea to tackle the footer.php template right away, being sure to close everything I just did in the footer. In other words, I don’t work with the actual content of the site, such as index.php and sidebar.php, among other things, until I’ve coded both the header and footer.

				            </div><!--/#plate-->

				                  <div id=”footer”>

				                        This is the footer area!

				                  </div>

				            </div><!--/#wrap-inner-->

				      </div><!--/#wrap-->

				      <div id=”footer-outside”>

				            This is the footer that sits outside the site!

				      </div>

				</div><!--/#site-->

				<?php wp_footer(); ?>

				</body>

				</html>

				To make it a bit easier to piece everything together, I’ve added HTML comments after every closing div that relates to something I opened in another file. This is always a good idea, even in cases like this one when everything really starts in header.php and it would be easy enough to backtrack to it.

				Getting to the content

				Now that I have a header and footer, I need to put something in between. I use index.php at this stage, but later on I’ll obviously want to create more templates for delivering the content.

				The index.php template is a lot simpler these days, thanks to the fact that you can put the loop in its own template:

				<?php get_header(); ?>

				      <div id=”content” class=”widecolumn”>

				            <?php

				                  // Look for loop-index.php, fallback to loop.php

				                  get_template_part( ‘loop’, ‘index’ );

				            ?>

				      </div>

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				Nothing fancy here either. I get the header with get_header(), include the loop with get_template_part() by first looking for loop-index.php; failing that, I default to loop.php. I then get the sidebar with get_sidebar() and wrap it up with the footer using get_footer(). You know all this by now, right?

				Now I need a sidebar. This one is really easy at this stage:

				<div id=”sidebar-container”>

				      <ul id=”sidebar” class=”column”>

				            <li>

				                  This is the sidebar. It’ll be fully widgetized of course.

				            </li>

				      </ul>

				</div>

				For this to work, even at this scale, I’ll need a functional loop. That’s why I create loop.php, which index.php obviously defaults to when there’s no loop-index.php.

				<?php

				      // When possible, display navigation at the top

				      if ( $wp_query->max_num_pages > 1 ) : ?>

				      <div id=”nav-above” class=”navigation”>

				            <div class=”nav-previous”>

				                  <?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘notesmag’ ) ); ?>

				            </div>

				            <div class=”nav-next”>

				                  <?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘notesmag’ ) ); ?>

				            </div>

				      </div>

				<?php endif; ?>

				<?php

				      // 404 Page Not Found or empty archives etc.

				      if ( !have_posts() ) : ?>

				      <div id=”post-0” class=”post error404 not-found”>

				            <h1 class=”entry-title”>

				                  <?php _e( ‘Not Found’, ‘notesmag’ ); ?>

				            </h1>

				            <div class=”entry-content”>

				                  <p><?php _e( ‘Sorry, there is nothing here. You might want to try and search for whatever it was you were looking for?’, ‘notesmag’ ); ?></p>

				                  <?php get_search_form(); ?>

				            </div>

				      </div>

				<?php endif; ?>

				<?php 

				      // The basic loop

				      while ( have_posts() ) : the_post(); ?>

				      <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				            <h2 class=”entry-title”>

				                  <a href=”<?php the_permalink(); ?>” title=”<?php the_title_attribute(); ?>” rel=”bookmark”>

				                        <?php the_title(); ?>

				                  </a>

				            </h2>

				            <div class=”entry-meta”>

				                  <?php the_category(‘, ‘); the_tags(‘ &bull; ‘, ‘, ‘, ‘’ ); _e( ‘ by ‘, ‘notesmag’ ); the_author_posts_link(); ?>

				            </div>

				      <?php

				            // For archives and search results, use the_excerpt()

				            if ( is_archive() || is_search() ) : ?>

				                  <div class=”entry-summary”>

				                        <?php the_excerpt(); ?>

				                  </div>

				      <?php 

				            // For everything else

				            else : ?>

				                  <div class=”entry-content”>

				                        <?php 

				                                the_content();

				                                wp_link_pages( array( ‘before’ => ‘<div class=”page-link”>’ . __( ‘Pages:’, ‘notesmag’ ), ‘after’ => ‘</div>’ ) ); 

				?>

				                  </div>

				      <?php endif; ?>

				            <div clas=”entry-meta-lower”

				                  <span class=”comments-link”>

				                        <?php comments_popup_link( __( ‘Leave a comment’, ‘notesmag’ ), __( ‘1 comment’, ‘notesmag’ ), __( ‘% comments’, ‘notesmag’ ) ); ?>

				                  </span>

				                  <?php edit_post_link( __( ‘Edit’, ‘notesmag’ ), ‘<span class=”meta-sep”>|</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				            </div>

				      </div>

				      <?php 

				// The comments template

				comments_template( ‘’, true );

				// End the loop

				      endwhile;

				?>

				<?php

				      // When possible, display navigation at the top

				      if ( $wp_query->max_num_pages > 1 ) : ?>

				      <div id=”nav-below” class=”navigation”>

				            <div class=”nav-previous”>

				                  <?php next_posts_link( __( ‘<span class=”meta-nav”>&larr;</span> Older posts’, ‘notesmag’ ) ); ?>

				            </div>

				            <div class=”nav-next”>

				                  <?php previous_posts_link( __( ‘Newer posts <span class=”meta-nav”>&rarr;</span>’, ‘notesmag’ ) ); ?>

				            </div>

				      </div>

				<?php endif; ?>

				You’ll recognize most of this loop from before, so refer to previous chapters if you find it a bit tricky to wade through. There’s nothing fancy in it at all, just some navigational links at the top and bottom of the code should there be more pages for listings. On archives (be it date, category, or tags), I get the_excerpt(), and on single posts and Pages, I use the_content(). I use this loop as a basis when I build the site; it’s a decent fallback.

				Creating the stylesheet

				The stylesheet is pretty straightforward. It starts with the theme declaration and then moves on to a simple CSS reset. Then I’ve got the layout section where everything gets its intended position and some margins so that it’s a little easier to see what’s what. I’ve also added a background color to the body tag so that I can see how the site sits on top of the background. This background color is temporary, obviously.

				Other than that, it is pretty straightforward. I’m using CSS classes to set the column widths and to make sure there are classes for floating left or right from the start, despite that they are not being used at this stage.

				Here’s the full style.css at this point:

				/*  

				Theme Name: Notes Mag

				Theme URI: http://notesblog.com/mag/

				Description: The Notes Mag theme is an online magazine theme. <a href=”http://tdh.me/”>Made by TDH</a> and maintained at <a href=”http://notesblog.com/”>notesblog.com</a>. Requires WordPress 3.0 or higher.

				Version: 1.0

				Tags: light, two-columns, right-sidebar, fixed-width, threaded-comments, sticky-post, translation-ready, custom-header, custom-background, editor-style, custom-menu

				Author: Thord Daniel Hedengren

				Author URI: http://tdh.me/

				      Get support and services for the Notes Blog Core Theme:

				      http://notesblog.com

				      

				      Created and managed by Thord Daniel Hedengren:

				      http://tdh.me

				*/

				/* =====

				   RESET */

				html, body, div, span, applet, object, iframe,

				h1, h2, h3, h4, h5, h6, p, blockquote, pre,

				abbr, acronym, address, big, cite, code,

				del, dfn, em, font, img, ins, kbd, q, s, samp,

				small, strike, strong, sub, sup, tt, var,

				b, u, i, center,

				dl, dt, dd, ol, ul, li,

				fieldset, form, label, legend,

				table, caption, tbody, tfoot, thead, tr, th, td {

				      border: 0;

				      margin: 0;

				      padding: 0;

				      vertical-align: baseline;

				}

				ol, ul {

				      list-style: none;

				}

				table {

				      border-collapse: collapse;

				      border-spacing: 0;

				}

				/* ======

				   LAYOUT */

				.right, .alignright {

				      float: right;

				}

				.left, .alignleft {

				      float: right;

				}

				.column {

				      width: 320px; /* One column */

				}

				.widecolumn {

				      width: 640px; /* Two columns */

				}

				.fullcolumn {

				      width: 960px; /* Three columns */

				}

				body {

				      background-color: #efefef; /* Temporary background color */

				}

				div#site {

				      width: 100%;

				      float: left;

				      padding-top: 20px;

				}

				div#top {

				      width: 980px; /* Full site width */

				      margin: 0 auto 20px auto; /* Center the site */

				}

				div#wrap {

				      width: 980px; /* Full site width */

				      margin: 0 auto; /* Center the site */

				      overflow: hidden;

				      background-color: #fff;

				}

				div#wrap-inner {

				      float: left;

				      padding: 10px; /* Site width 980-10-10=960 px */

				}

				div#header {

				      width: 100%;

				      margin-bottom: 20px;

				}

				      div#header-top {}

				      div#header-middle {}

				            #site-title {

				                  float: left;

				            }

				      div#header-bottom {}

				div#plate {

				      width: 100%;

				      float: left;

				}

				div#content {

				      float: left;

				}

				div#sidebar-container {

				      float: right;

				}

				div#footer {

				      width: 100%;

				      float: left;

				      margin-top: 20px;

				}

				div#footer-outside {

				      width: 960px;

				      margin: 10px auto;

				}

				Viewing The theme thus far

				Now I have a working theme (as you can see in Figure 9-4)! It’s not pretty, but it does work as intended. Next up is adding some features, and then I get to make it look the way I want.
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				Figure 9-4: The Notes Mag 1.0 theme, thus far

				Adding Functionality

				Now that I’ve got the skeleton theme working, I can add the necessary functionality. Because widgets make the WordPress world go ’round and ’round (not counting the loop, of course), I start with those. Widgets make up the bulk of the areas I need to add, so it’s good to get them out of the way.

				After adding widgets, I add the menu area, get the custom header (which is the logo) in there, along with support for custom backgrounds. Finally, I add four action hooks and wrap up with that.

				Starting with functions.php

				All these nifty features start in functions.php. Without the necessary code there, they just won’t work. I’ll be jumping back and forth here, adding stuff to functions.php and then doing things with the other template files in the Notes Mag theme.

				But before I get started, I want to get a basic functions.php up and running:

				<?php // Here we go!

				// The default content width

				if ( ! isset( $content_width ) )

				      $content_width = 640;

				// The visual editor will use editor-style.css

				add_editor_style();

				// Adding support for featured images

				add_theme_support( ‘post-thumbnails’ );

				// Add default posts and comments RSS feed links

				add_theme_support( ‘automatic-feed-links’ );

				// Localization support, fetches languages files from /lang/

				load_theme_textdomain( ‘notesmag’, TEMPLATEPATH . ‘/lang’ );

				// Add custom background support

				add_custom_background();

				?>

				Pretty basic stuff, adding the default width and all. The theme is localized, as I’m sure you’ve seen already (refer to Chapter 6), so the load_theme_textdomain() specifies where the files are (in the /lang folder within the theme folder) and what the textdomain is — “notesmag.” Then I add support for Visual editor styles, meaning that I can style it with editor-style.css. There are also RSS feed links added to the header and support for featured images. Finally, I add support for custom backgrounds. Because I’ve got body_class() in the body tag (see header.php in previous code snippet), that works out of the box.

				That’s the basic functions.php file for Notes Mag. Next, I add to it by enabling all the cool stuff.

				Adding widget areas

				When adding widget areas, you need to think ahead. At this point in the theme development process, I haven’t yet created all our templates. Sometimes it is a better idea to do that first. But, in this case, I know what I want from this version of the theme, so I can plan ahead.

				The front page has four widget areas that I use there and only there (as you can see in Figure 9-5). One on the top right just beside the featured content slider, underneath the menu, and one three columns below the tags divider. These are front page only widgets. I have two more widget areas here as well. The first one is meant for an ad (or similar) to the right of the logo in the header, and the second one is the footer. These two widget areas are global, and hence are the same all across the site.
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				Figure 9-5: The front page widget areas

				Planning the widget areas

				Now I need to create the following widget areas (as shown in Figure 9-6), not counting the one in the header or footer at this time:

				• Front Page Top Right

				• Front Page Column Left

				• Front Page Column Middle

				• Front Page Column Right

				Problem is, it doesn’t stop there. The archive pages also need widget areas, and some of them are for archive pages only. 

				Notes Mag obviously supports all types of archives, but when it comes to widgets only three are needed:

				• Right Column Archive

				• Right Column Category

				• Right Column Tag

				These are used for date based, category, and tag archives, respectively.
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				Figure 9-6: The archive templates widget areas

				Moving on, I have the single-post view and single-Page view (see Figure 9-7). These aren’t widget heavy because focus is on the content, but they both have widget areas in the right column, or sidebar in WordPress lingo, so I need another two for these two types of content.

				This brings us the following widget areas.

				• Post Right Column

				• Page Right Column

				That’s a lot of widget areas, but it doesn’t stop there. Random pages, like the 404 and search results all need some widget areas, and then there’s the footer. All in all, I need these widget areas as well:

				• Header

				• Footer

				• Right Column Fallback

				Phew, quite a few. Now how about actually adding them to the theme?
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				Figure 9-7: Posts and Pages widget areas

				Defining the widget areas

				All these widget areas need to be defined in the functions.php file. This is easy enough; and since none of these areas is intended to do anything other than display a list, I won’t have to fiddle so much with how I declare them. You’ll recognize this code, which offers the widget declarations for all these areas.

				// WIDGET AREAS ->

				// Front Page Top Right widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Top Right’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-top-right’,

				    ‘description’ => __( ‘Widget area on the top right, visible on the front page only’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Front Page Columns Left widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Columns Left’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-columns-left’,

				    ‘description’ => __( ‘The left column in the lower part of the front page.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Front Page Columns Middle widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Columns Middle’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-columns-middle’,

				    ‘description’ => __( ‘The middle column in the lower part of the front page.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Front Page Columns Right widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Columns Right’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-columns-left’,

				    ‘description’ => __( ‘The right column in the lower part of the front page.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Archive widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Archive’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-archive’,

				    ‘description’ => __( ‘The right column on date-based archive pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Category widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Category’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-category’,

				    ‘description’ => __( ‘The right column on category archive pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Tag widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Tag’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-tag’,

				    ‘description’ => __( ‘The right column on tag archive pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Post Right Column widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Post Right Column’, ‘notesmag’ ),

				    ‘id’ => ‘post-right-column’,

				    ‘description’ => __( ‘The right column on single posts.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Page Right Column widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Page Right Column’, ‘notesmag’ ),

				    ‘id’ => ‘page-right-column’,

				    ‘description’ => __( ‘The right column on Pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Fallback widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Fallback’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-fallback’,

				    ‘description’ => __( ‘When all else fails, this widget area will be used for the right column.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Header widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Header’, ‘notesmag’ ),

				    ‘id’ => ‘header’,

				    ‘description’ => __( ‘The widget area just beside the logo in the header.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Footer widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Footer’, ‘notesmag’ ),

				    ‘id’ => ‘footer’,

				    ‘description’ => __( ‘The footer widget area.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// <-- ENDS

				Now I’ve got some widget areas to play with. I can find them in the WordPress admin panel, but nothing shows up on my theme just yet. I’ll add the Footer widget area in the footer.php template file right now, and then I’ll sort out the right-column widget areas using a few conditional tags in sidebar.php.

				First, here’s the code to add the Footer widget area to the footer:

				<?php 

				    // Adding the Footer widget area

				    if ( !dynamic_sidebar(‘footer’) ) : ?>

				     <li class=”widget”>You need to add a widget in the Footer widget area,  mate!</li>

				    <?php endif;

				?>

				You recognize that, of course. This is what footer.php looks like right now:

				</div><!--/#plate-->

				<div id=”footer”>

				    <ul>

				    <?php 

				     // Adding the Footer widget area

				     if ( !dynamic_sidebar(‘footer’) ) : ?>

				         <li class=”widget”>You need to add a widget in the Footer widget area,  mate!</li>

				        <?php endif;

				    ?>

				    </ul>

				</div>            </div><!--/#wrap-inner-->

				      </div><!--/#wrap-->

				      <div id=”footer-outside”>

				            This is the footer that sits outside the site!

				      </div>

				</div><!--/#site-->

				<?php wp_footer(); ?>

				</body>

				</hml>

				I’m giving header.php the same treatment, adding the appropriate widget area code to it.

				Sidebar.php is used as the right column. I use conditional tags to make sure I load the correct widget area. There are six possible right-column widget areas, all being used in different situations, so this shouldn’t be too hard to figure out. You’ll recognize the code, I’m sure:

				<?php

				// Check whether this is a date based archive

				    if ( is_date() || is_year() || is_month() || is_date() || is_time() ) {

				     // It was! Adding the Right Column Archive widget area

				     if ( !dynamic_sidebar(‘right-column-archive’) ) : ?>

				         <li class=”widget”>Add a widget in the Right Column Archive widget area,      will you please?</li>

				     <?php endif; 

				    }

				    // Check whether this is a category archive

				    elseif ( is_category() ) {

				     // It was! Adding the Right Column Category widget area

				     if ( !dynamic_sidebar(‘right-column-category’) ) : ?>

				         <li class=”widget”>Add a widget in the Right Column Category widget      area, will you please?</li>

				     <?php endif;

				    }

				    // Check whether this is a tag archive

				    elseif ( is_category() ) {

				     // It was! Adding the Right Column Tag widget area

				     if ( !dynamic_sidebar(‘right-column-tag’) ) : ?>

				         <li class=”widget”>Add a widget in the Right Column Tag widget area,      will you please?</li>

				     <?php endif;

				    }

				    // Check whether this is a single post

				    elseif ( is_single() ) {

				     // It was! Adding the Post Right Column widget area

				     if ( !dynamic_sidebar(‘post-right-column’) ) : ?>

				         <li class=”widget”>Add a widget in the Post Right Column widget area,      will you please?</li>

				     <?php endif;

				    }

				    // Check whether this is a Page

				    elseif ( is_page() ) {

				     // It was! Adding the Page Right Column widget area

				     if ( !dynamic_sidebar(‘page-right-column’) ) : ?>

				         <li class=”widget”>Add a widget in the Page Right Column widget area,      will you please?</li>

				     <?php endif;

				    }

				    // None of the above? Then I’ll use the Right Column Fallback widget area

				    else { 

				     // Adding the Right Column Fallback widget area

				     if ( !dynamic_sidebar(‘right-column-fallback’) ) : ?>

				         <li class=”widget”>Add a widget in the Right Column Fallback widget      area, will you please?</li>

				     <?php endif;

				    }

				// We’re done!

				?>

				This is just an if else clause going through a number of conditions. If you need to read up on what all these conditional tags do, such as is_date() or is_category(), refer to the Codex page at http://codex.wordpress.org/Conditional_Tags.

				This is how sidebar.php looks in all its glory, right now:

				<div id=”sidebar-container” class=”column”>

				 <ul id=”sidebar”>

				 <?php

				 // Check whether this is a date based archive

				 if ( is_date() || is_year() || is_month() || is_date() || is_time() ) {

				      // It was! Adding the Right Column Archive widget area

				      if ( !dynamic_sidebar(‘right-column-archive’) ) : ?>

				          <li class=”widget”>Add a widget in the Right Column Archive      widget area, will you please?</li>

				      <?php endif; 

				      }

				 // Check whether this is a category archive

				 elseif ( is_category() ) {

				      // It was! Adding the Right Column Category widget area

				      if ( !dynamic_sidebar(‘right-column-category’) ) : ?>

				          <li class=”widget”>Add a widget in the Right Column Category      widget area, will you please?</li>

				      <?php endif;

				      }

				 // Check whether this is a tag archive

				 elseif ( is_category() ) {

				      // It was! Adding the Right Column Tag widget area

				      if ( !dynamic_sidebar(‘right-column-tag’) ) : ?>

				          <li class=”widget”>Add a widget in the Right Column Tag widget      area, will you please?</li>

				      <?php endif;

				      }

				 // Check whether this is a single post

				 elseif ( is_single() ) {

				      // It was! Adding the Post Right Column widget area

				      if ( !dynamic_sidebar(‘post-right-column’) ) : ?>

				          <li class=”widget”>Add a widget in the Post Right Column widget      area, will you please?</li>

				      <?php endif;

				      }

				 // Check whether this is a Page

				 elseif ( is_page() ) {

				      // It was! Adding the Page Right Column widget area

				      if ( !dynamic_sidebar(‘page-right-column’) ) : ?>

				          <li class=”widget”>Add a widget in the Page Right Column widget      area, will you please?</li>

				      <?php endif;

				      }

				 // None of the above? Then we’ll use the Right Column Fallback  widget area

				 else { 

				      // Adding the Right Column Fallback widget area

				      if ( !dynamic_sidebar(‘right-column-fallback’) ) : ?>

				          <li class=”widget”>Add a widget in the Right Column Fallback      widget area, will you please?</li>

				      <?php endif;

				 }

				 // We’re done!

				 ?>

				 </ul>

				</div>

				That’s it for now; widget areas are in place. Let’s move on.

				Planning the custom menu

				The menu is located just below the logo, in div#header-bottom within the div#header element, in header.php, of course. I am adding a custom menu here, not a regular widget area.

				I have just one menu area in Notes Mag, but I still need to name it and add it to functions.php.

				// Add the Top Navigation menu

				register_nav_menus( array(

				      ‘top-navigation’ => __( ‘Top Navigation’, ‘notesmag’ ),

				) );

				Now I’ve got a menu area called Top Navigation (see Figure 9-8) where you can add menus using the Menus interface in the admin panel (under the Appearance settings, Menus option).

				However, the menu won’t show up anywhere until I put the necessary code in the theme. In this case, I’ll add wp_nav_menu() to header.php, where my placeholder text for the menu resides. Because I only have one menu area defined (Top Navigation, remember?), I could just add the template tag and be done with it. But, who knows what the future may bring? That’s why I pass the menu to wp_nav_menu(), as well, to make sure it’ll work in the future. That the menu will, incidentally, default to listing Pages as wp_nav_menu() will do. I could alter that if I wanted to, which I don’t.
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				Figure 9-8: Working with Menus in the admin panel

				<?php wp_nav_menu(‘top-navigation’); ?>

				Simple, huh? Here’s the header.php template at this stage.

				<!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title>

				      <?php 

				            // Print the right title

				            if (is_home () ) { 

				                  bloginfo(‘name’); 

				            } elseif (is_category() || is_tag()) { 

				                  single_cat_title(); echo ‘ &bull; ‘ ; bloginfo(‘name’); 

				            } elseif (is_single() || is_page()) { 

				                  single_post_title(); } else { wp_title(‘’,true); 

				            }

				      ?>

				</title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php

				      // Kick off WordPress

				      wp_head();

				?>

				</head>

				<body <?php body_class(); ?>>

				<div id=”site”>

				      <div id=”top”>

				          This area won’t be seen unless there

				          is something in the action hook that

				          will power it!

				      </div>

				      <div id=”wrap”>

				            <div id=”wrap-inner”>

				                  <div id=”header”>

				                        <div id=”header-middle”>

				                              <div class=”ad right”>

				                            <?php 

				                                  // Adding the Header widget area, empty by 

				                                  // default

				                                  if ( !function_exists(‘dynamic_sidebar’) || !dynamic_sidebar(‘Footer’) ) : endif;

				                            ?>

				                              </div>

				                              <h1 id=”site-header”>

				                                    <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘name’); ?>”>

				                                          LOGO GOES HERE

				                                    </a>

				                              </h1>

				                        </div>

				                        <div id=”header-bottom”>

				                              <?php wp_nav_menu(‘top-navigation’); ?>

				                        </div>

				                  </div>

				                  <div id=”plate”>

				One created and saved menu later, and we’ve got a working menu system! Nifty and neat.

				Adding Our custom header logo

				It’s about time I did something about that logo, wouldn’t you say? I mean, this isn’t exactly the prettiest thing on the block now, is it (see Figure 9-9)?

				I use the custom header feature to manage the logo. That means that I have to register it in functions.php and also set a default logo or it will look weird. These logos are graphics, so I also want to turn off the option that adds text to the header.
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				Figure 9-9: The logo looks awful, the rest is OK, right? No?

				Here’s the functions.php code:

				// CUSTOM HEADER ->

				// No header text please

				define(‘NO_HEADER_TEXT’, true );

				// No text colors either, then

				define(‘HEADER_TEXTCOLOR’, ‘’);

				// The default header image, found in /img/header-default.gif

				define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/header-default.gif’);

				// Width and height in pixels: 480x120 px

				define(‘HEADER_IMAGE_WIDTH’, 480);

				define(‘HEADER_IMAGE_HEIGHT’, 120);

				// For our custom header admin needs

				function notesmag_admin_header_style() {

				      ?><style type=”text/css”>

				        #headimg {

				            width: <?php echo HEADER_IMAGE_WIDTH; ?>px;

				            height: <?php echo HEADER_IMAGE_HEIGHT; ?>px;

				            background: no-repeat;

				        }

				    </style><?php

				}

				// Add it to the hook for admin usage

				add_custom_image_header(‘header_style’, ‘notesmag_admin_header_style’);

				// <- ENDS

				One thing is worth noting here. The common use for a custom header is for background images. In this case, however, I use it to manage the actual logo (see Figure 9-10). That’s why I’ve got the background: no-repeat; line for #heading ID, which is used for display in the admin settings screen.

				[image: 9780470669907-fg0910.eps]

				Figure 9-10: The custom header screen in the WordPress admin panel

				After adding the preceding code to functions.php, I can add header images, logos in this case, from the Appearance settings, Custom Header screen in the admin panel. However, the header won’t actually show up until I display it in header.php. The header_image() template tag outputs the URL to the header image, so I can just put that in an image tag.

				<img src=”<?php header_image(); ?>” alt=”<?php bloginfo(‘name’); ?>” />

				There you go; here’s the full header.php file up to this point, with a working, clickable header:

				<!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title>

				      <?php 

				            // Print the right title

				            if (is_home () ) { 

				                  bloginfo(‘name’); 

				            } elseif (is_category() || is_tag()) { 

				                  single_cat_title(); echo ‘ &bull; ‘ ; bloginfo(‘name’); 

				            } elseif (is_single() || is_page()) { 

				                  single_post_title(); } else { wp_title(‘’,true); 

				            }

				      ?>

				</title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php

				      // Kick off WordPress

				      wp_head();

				?>

				</head>

				<body <?php body_class(); ?>>

				<div id=”site”>

				      <div id=”top”>

				          This area won’t be seen unless there

				          is something in the action hook that

				          will power it!

				      </div>

				      <div id=”wrap”>

				            <div id=”wrap-inner”>

				                  <div id=”header”>

				                        <div id=”header-middle”>

				                              <div class=”ad right”>

				                            <?php 

				                                  // Adding the Header widget area, 

				                                  // empty by default

				 dynamic_sidebar(‘Header’);

				                            ?>

				                              </div>

				                              <h1 id=”site-header”>

				                                    <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘name’); ?>”>

				                                          <img src=”<?php header_image(); ?>” alt=”<?php bloginfo(‘name’); ?>” />

				                                    </a>

				                              </h1>

				                        </div>

				                        <div id=”header-bottom”>

				                              <?php wp_nav_menu(‘top-navigation’); ?>

				                        </div>

				                  </div>

				                  <div id=”plate”>

				Just for the sake of it, let’s view my theme as it looks right now (as seen in Figure 9-11). The default header is pre-loaded as previously defined in functions.php. Looks a bit out of place, but hey, it’s better than the previous one, right?

				Creating Action Hooks

				Action hooks are cool little things. Basically, they let you attach functions (usually from your functions.php file) to various places in your theme, hence the name hooks. You create the action hooks yourself, in functions.php, and insert them where you want in your theme.

				For Notes Mag, I want four action hooks. Other theme authors like to fill their themes with action hooks, but I prefer to keep them to a minimum. In fact, four is a bit much, but since this is meant to be a theme with which you can do a bunch of things, I feel it makes sense.
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				Figure 9-11: Now with a custom header, albeit a very default one

				I’ll have action hooks before the actual site really starts, outside the div#wrap but within the div#site, if you remember the site structure. That’s one. The second one sits underneath the menu, between div#header and div#plate. The third one is only used in single-post view and is located between the post and the comments for easy insertion of whatever you might want there. The fourth and final hook is located just before div#footer kicks in.

				I start by creating the hook above the site so that I can include it in the header.php file. This is done in functions.php:

				// Create the above site hook

				function notesmag_above_site() {

				    do_action(‘notesmag_above_site’);

				}

				Then I add it to header.php, inserting it just after div#site, like this:

				<?php

				      // Use this hook to do things above the actual site

				      notesmag_above_site();

				?>

				Notice that my very own hook, called notesmag_above_site(), looks and acts like just about any template tag I’ve used thus far.

				Now I can attach things to this hook. Let’s say I want to output a “Hello world!” message above the site. I just create a function that does this, and then attach it to the hook. I’ll start with the function, putting it in functions.php for testing purposes (I’ll remove it later).

				function hello_world() {

				    echo ‘<p style=”text-align:center;”>Hello world!</p>’;

				}

				This is a simple function that just echoes a p tag with some styling and the text “Hello world!” Now, I add this function to the notesmag_above_site() hook. This isn’t done in the header.php template file but by using add_action() and thus adding the function to the hook.

				add_action(‘notesmag_above_site’, ‘hello_world’);

				There, I added the hello_world function to my hook. Suddenly, I’ve got a nice Hello world! message on my site (see Figure 9-12).
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				Figure 9-12: Why, hello there

				The purpose of adding hooks to a theme is for easy addition of features in key places. In the case of Notes Mag, I want to be able to quickly insert things just above the site, below the menu, between post and comments, and just before the footer. So I create an action hook for every one of these places; then, when I need to, I can just write a function that inserts whatever it is I want to output there.

				Removing the “Hello world!” function, here are the four hooks as they should look in functions.php:

				// NOTES MAG HOOKS

				// Create the above site hook

				function notesmag_above_site() {

				    do_action(‘notesmag_above_site’);

				}

				// Create the below menu hook

				function notesmag_below_menu() {

				    do_action(‘notesmag_below_menu’);

				}

				// Create the between post and comments hook

				function notesmag_below_post() {

				    do_action(‘notesmag_below_post’);

				}

				// Create the above footer hook

				function notesmag_above_footer() {

				    do_action(‘notesmag_above_footer’);

				}

				// <- ENDS

				Now, I add notesmag_above_site(), notesmag_below_menu(), notesmag_below_post(), and notesmag_above_footer() to their appropriate places. All but notesmag_below_post() can be added now, but the single-post template isn’t created yet. So I’ll have to remember to add it later. Just to show you how simple this is, here is the header.php file with the added hooks, both above the site and below the menu:

				<!DOCTYPE html>

				<html <?php language_attributes(); ?>>

				<head>

				<meta charset=”<?php bloginfo( ‘charset’ ); ?>” />

				<title>

				      <?php 

				            // Print the right title

				            if (is_home () ) { 

				                  bloginfo(‘name’); 

				            } elseif (is_category() || is_tag()) { 

				                  single_cat_title(); echo ‘ &bull; ‘ ; bloginfo(‘name’); 

				            } elseif (is_single() || is_page()) { 

				                  single_post_title(); } else { wp_title(‘’,true); 

				            }

				      ?>

				</title>

				<link rel=”profile” href=”http://gmpg.org/xfn/11” />

				<link rel=”stylesheet” type=”text/css” media=”all” href=”<?php bloginfo( ‘stylesheet_url’ ); ?>” />

				<link rel=”pingback” href=”<?php bloginfo( ‘pingback_url’ ); ?>” />

				<?php

				      // Kick off WordPress

				      wp_head();

				?>

				</head>

				<body <?php body_class(); ?>>

				<div id=”site”>

				      <?php

				            // Use this hook to do things above the actual site

				            notesmag_above_site();

				      ?>

				      <div id=”wrap”>

				            <div id=”wrap-inner”>

				                  <div id=”header”>

				                        <div id=”header-middle”>

				                              <div class=”ad right”>

				                            <?php 

				                                  // Adding the Header widget area, 

				                                  // empty by default

				 dynamic_sidebar(‘Header’);

				                            ?>

				                              </div>

				                              <h1 id=”site-header”>

				                                    <a href=”<?php bloginfo(‘url’); ?>” title=”<?php bloginfo(‘name’); ?>”>

				                                          <img src=”<?php header_image(); ?>” alt=”<?php bloginfo(‘name’); ?>” />

				                                    </a>

				                              </h1>

				                        </div>

				                        <div id=”header-bottom”>

				                              <?php wp_nav_menu(‘top-navigation’); ?>

				                        </div>

				                  </div>

				                  <?php

				                        // Use this hook to do things between the menu and 

				                        // the main content

				                        notesmag_below_menu();

				                  ?>

				                  <div id=”plate”>

				None of these hooks does anything or outputs anything until you feed them a function, so you won’t see them on your live site unless you put them to good use. For now, they’re just lying there dormant.

				Viewing our final functions.php

				For clarity’s sake, here is the final functions.php. Quite a lot longer than it was when I started out a while ago, but still pretty lean and mean:

				<?php // Here we go!

				// The default content width

				if ( ! isset( $content_width ) )

				      $content_width = 640;

				// Localization support, fetches languages files from /lang/

				load_theme_textdomain( ‘notesmag’, TEMPLATEPATH . ‘/lang’ );

				// The visual editor will use editor-style.css

				add_editor_style();

				// Add default posts and comments RSS feed links

				add_theme_support( ‘automatic-feed-links’ );

				// Adding support for featured images

				add_theme_support( ‘post-thumbnails’ );

				// Add custom background support

				add_custom_background();

				// Add the Top Navigation menu

				register_nav_menus( array(

				      ‘top-navigation’ => __( ‘Top Navigation’, ‘notesmag’ ),

				) );

				// CUSTOM HEADER ->

				// No header text please

				define(‘NO_HEADER_TEXT’, true );

				// No text colors either, then

				define(‘HEADER_TEXTCOLOR’, ‘’);

				// The default header image, found in /img/header-default.gif

				define(‘HEADER_IMAGE’, get_bloginfo(‘stylesheet_directory’) . ‘/img/header-default.gif’);

				// Width and height in pixels: 480x120 px

				define(‘HEADER_IMAGE_WIDTH’, 480);

				define(‘HEADER_IMAGE_HEIGHT’, 120);

				// For our custom header admin needs

				function notesmag_admin_header_style() {

				      ?><style type=”text/css”>

				        #headimg {

				            width: <?php echo HEADER_IMAGE_WIDTH; ?>px;

				            height: <?php echo HEADER_IMAGE_HEIGHT; ?>px;

				            background: no-repeat;

				        }

				    </style><?php

				}

				// Add it to the hook for admin usage

				add_custom_image_header(‘’, ‘notesmag_admin_header_style’);

				// <- ENDS

				// WIDGET AREAS ->

				// Front Page Top Right widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Top Right’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-top-right’,

				    ‘description’ => __( ‘Widget area on the top right, visible on the front page only’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Front Page Columns Left widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Columns Left’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-columns-left’,

				    ‘description’ => __( ‘The left column in the lower part of the front page.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Front Page Columns Middle widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Columns Middle’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-columns-middle’,

				    ‘description’ => __( ‘The middle column in the lower part of the front page.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Front Page Columns Right widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Front Page Columns Right’, ‘notesmag’ ),

				    ‘id’ => ‘front-page-columns-left’,

				    ‘description’ => __( ‘The right column in the lower part of the front page.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Archive widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Archive’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-archive’,

				    ‘description’ => __( ‘The right column on date-based archive pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Category widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Category’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-category’,

				    ‘description’ => __( ‘The right column on category archive pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Tag widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Tag’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-tag’,

				    ‘description’ => __( ‘The right column on tag archive pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Post Right Column widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Post Right Column’, ‘notesmag’ ),

				    ‘id’ => ‘post-right-column’,

				    ‘description’ => __( ‘The right column on single posts.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Page Right Column widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Page Right Column’, ‘notesmag’ ),

				    ‘id’ => ‘page-right-column’,

				    ‘description’ => __( ‘The right column on Pages.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Right Column Fallback widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Right Column Fallback’, ‘notesmag’ ),

				    ‘id’ => ‘right-column-fallback’,

				    ‘description’ => __( ‘When all else fails, this widget area will be used for the right column.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Header widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Header’, ‘notesmag’ ),

				    ‘id’ => ‘header’,

				    ‘description’ => __( ‘The widget area just beside the logo in the header.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// Footer widget area

				register_sidebar( array(

				    ‘name’ => __( ‘Footer’, ‘notesmag’ ),

				    ‘id’ => ‘footer’,

				    ‘description’ => __( ‘The footer widget area.’, ‘notesmag’ ),

				    ‘before_widget’ => ‘<li id=”%1$s” class=”widget-container %2$s”>’,

				    ‘after_widget’ => ‘</li>’,

				    ‘before_title’ => ‘<h2 class=”widget-title”>’,

				    ‘after_title’ => ‘</h2>’,

				) );

				// <- ENDS

				// NOTES MAG HOOKS

				// Create the above site hook

				function notesmag_above_site() {

				    do_action(‘notesmag_above_site’);

				}

				// Create the below menu hook

				function notesmag_below_menu() {

				    do_action(‘notesmag_below_menu’);

				}

				// Create the between post and comments hook

				function notesmag_below_post() {

				    do_action(‘notesmag_below_post’);

				}

				// Create the above footer hook

				function notesmag_above_footer() {

				    do_action(‘notesmag_above_footer’);

				}

				// <- ENDS

				?>

				With all the functionality added, it’s time to get started on the actual design. This means CSS styling and creating a few new templates so that the Notes Mag theme behaves.

				Templates, Templates, Templates

				Now I can start creating all the necessary templates for the various parts of the site. So, without further ado, let’s give the skeleton its legs so that I can get cracking and make this site look decent!

				Setting up the front page

				Controlling the front page in the Notes Mag theme is home.php. This template takes precedence. Everything is a bit different on the front page (as you’ll remember from the sketch), so it makes sense to start here.

				I’ve opted not to use get_template_part() for home.php because it doesn’t make all that much sense. The template breaks out of the rest of the site too much to be easily edited in a child theme anyway. Better to just overwrite the whole thing should you want to do that.

				Anyway, here’s the basic layout of the home.php template.

				<?php get_header(); ?>

				      <div id=”headline-main”>

				            <div class=”featured-widget”>

				                  widget area

				            </div>

				            <div class=”featured-story”>

				                  featured

				            </div>

				      </div>

				      <div id=”headline-stories”>

				            <div class=”story column left”>

				                  left

				            </div>

				            <div class=”story column left”>

				                  middle

				            </div>

				            <div class=”story column right”>

				                  left

				            </div>

				      </div>

				      <div id=”tag-line”>

				            tags search

				      </div>

				      <div id=”headline-widgets”>

				            <div class=”column left”>

				                  left widgets

				            </div>

				            <div class=”column left”>

				                  middle widgets

				            </div>

				            <div class=”column right”>

				                  right widgets

				            </div>

				      </div>

				<?php get_footer(); ?>

				Obviously, this needs content, which is to say that I need loops and widget areas, but first I want to get the positioning right. This simple little styling will make things end up sort of where they should be:

				div#headline-main, div#headline-stories, 

				div#tag-line {

				      width: 100%;

				      float: left;

				      margin-bottom: 20px;

				}

				      div.featured-story {

				            width: 640px;

				            float: left;

				      }

				      div.featured-widget {

				            width: 320px;

				            float: right;

				      }

				div#headline-stories {}

				      div.story {}

				div#tag-line {}

				div#headline-widgets {

				      width: 100%;

				      float: left;

				}

				Now that I’ve got the basic layout for the front page sorted (as shown in Figure 9-13), I can populate it with some content.
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				Figure 9-13: The front page with a somewhat completed layout

				Populating The front page with content

				To populate that simple little code, I start with the obvious stuff, like the widget areas. You’ll remember that there is a widget area to the right of the featured post section just below the menu, as well as three widget area columns just before the footer. I start by adding the appropriate widget code to these, picking from the areas I added previously to functions.php:

				<?php get_header(); ?>

				      <div id=”headline-main”>

				            <div class=”featured-widget”>

				                  <ul>

				                <?php 

				                    // The Front Page Top Right widget area

				                    if ( !dynamic_sidebar(‘front-page-top-right’) ) : ?>

				                    <li>You need to put something in the Front Page Top Right widget                    area right about now.</li>

				                <?php endif; ?>

				                </ul>

				            </div>

				            <div class=”featured-story”>

				                  featured

				            </div>

				      </div>

				      <div id=”headline-stories”>

				            <div class=”story column left”>

				                  left

				            </div>

				            <div class=”story column left”>

				                  middle

				            </div>

				            <div class=”story column right”>

				                  left

				            </div>

				      </div>

				      <div id=”tag-line”>

				            tags search

				      </div>

				      <div id=”headline-widgets”>

				            <div class=”column left”>

				          <?php 

				              // The Front Page Columns Left widget area

				              if ( !dynamic_sidebar(‘front-page-columns-left’) ) : ?>

				              <li>Put a widget in the Front Page Columns Left widget area please.             </li>

				          <?php endif; ?>

				            </div>

				            <div class=”column left”>

				          <?php 

				              // The Front Page Columns Middle widget area

				              if ( !dynamic_sidebar(‘front-page-columns-middle’) ) : ?>

				                  <li>Put a widget in the Front Page Columns Middle widget area                  please.</li>

				          <?php endif; ?>

				            </div>

				            <div class=”column right”>

				          <?php 

				              // The Front Page Columns Right widget area

				              if ( !dynamic_sidebar(‘front-page-columns-right’) ) : ?>

				              <li>Put a widget in the Front Page Columns Right widget area please.             </li>

				          <?php endif; ?>

				            </div>

				      </div>

				<?php get_footer(); ?>

				Now that I’ve got the widget areas where they should be, I tackle the next element. The div#tag-line block is supposed to be something of a divider between the top stories and the widget areas below, showing off the most popular tags, as well as having a default search form to the right. Now I add the necessary code for that, using wp_tag_cloud() and get_search_form().

				<div id=”tag-line”>

				    <?php get_search_form(); ?>

				    <div class=“tags“>

				          <?php _e(‚Hot tags:‘, ‚notesmag‘); ?> <?php wp_tag_cloud(‘smallest=16&largest=16&unit=px&number=7’); ?>

				    </div>

				</div>

				The parameters in wp_tag_cloud() set the size of each tag to 16 pixels and output the seven most used ones in a flat format, separated by spacing. Meanwhile, get_search_form() includes the default search form, which won’t really work for us here. So I add my very own searchform.php instead:

				<form action=”<?php bloginfo(‘url’); ?>/” method=”get” id=”searchform” class=”tag-line-search”>

				    <fieldset>

				        <input type=”text” name=”s” id=”search” value=”<?php the_search_query(); ?>” />

				        <input type=”button” value=”<?php _e(‘Search’, ‘notesmag’); ?>” />

				    </fieldset>

				</form>

				To make this thing look even half decent, I added this to style.css:

				div#tag-line {

				      background: #e9e9e9;

				}

				      div.tags {

				            padding: 10px;

				            line-height: 24px;

				            color: #888;

				      }

				            div.tags a {

				                  margin-left: 5px;

				            }

				      form.tag-line-search {

				            float: right;

				            padding: 10px;

				            border-left: 1px solid #fff;

				      }

				That’s that; a working line of tags and a search form floating to the right. Now I output those three posts just above the tag object. The idea here is to output the three latest posts that have a certain tag, suitably enough called “featured.” So what I’ll get is the latest three posts with the tag featured. I’ll achieve this with the loop:

				<div id=”headline-stories”>

				<?php 

				      // Custom loop time - fetch three posts tagged “featured”

				    $loop = new WP_Query( array( 

				          ‘tag’ => ‘featured’, 

				          ‘posts_per_page’ => 3 

				    ) );

				    while ( $loop->have_posts() ) : $loop->the_post(); ?>

				          <div class=”story column left”>

				                <div class=”post-thumbnail”>

				                      <a href=”<?php the_permalink(); ?>” title=”<?php the_title_attribute(); ?>”>

				                            <?php the_post_thumbnail(); ?>

				                      </a>

				                </div>

				                <h2>

				                    <a href=”<?php the_permalink(); ?>” title=”<?php the_title_attribute(); ?>”>

				                          <?php the_title(); ?>

				                    </a>

				                </h2>

				                <div class=”story-entry”>

				                    <?php the_excerpt(); ?>

				                </div>

				          </div>

				<?php 

				    // Loop ends

				    endwhile;

				?>

				</div>

				Here I’m using WP_Query, which takes the query_posts() parameters and stores them in $loop, which I then loop. The parameters are set to just display posts tagged with “featured,” just three of them (see Figure 9-14). Each post sits in a div that will float appropriately. I also added a post thumbnail, which sits above the headline, if available, but does not specify its size just yet — that depends on how I style it later on.

				Now there’s just one final thing left for the front page, and that’s the big featured blurb on the top left. There are many ways to solve this “problem,” but the most obvious one is usually the best.

				[image: 9780470669907-fg0914.eps]

				Figure 9-14: Showing three posts tagged “featured”

				There are a bunch of plugins that can do this, and which one you’ll use is up to you. Personally, I’m not a big fan of content sliders, but I know a lot of people are. So if you want to populate this area with one of those, I recommend that you take a look around. You’ll get the best result if you modify one of the jQuery or MooTools sliders yourself. But if that’s not for you, go with one of the plugins. Featured Content Gallery () is popular, but forces you to use custom fields. A simpler option is JQuery Featured Content Gallery (), also free to use. There are many options in this sphere, so it all boils down to which one you prefer (see Figure 9-15). 
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				Figure 9-15: A simple jQuery slider

				Depending on your preferences, you might want to alter this area to make it widget ready or put the plugin’s PHP snippet in there to start using it. When released, Notes Mag will come with its own solution; but for now, I’m left with plugins.

				Single Posts and Pages

				The single-post template is actually really simple. It features a full-width top with the post title and some meta data. The content then flows to the left and the proper right column (thanks to the conditional tags in sidebar.php) obviously sits to the right. I rely on the default comment template for both single.php and page.php.

				That’s about it, so here’s single.php:

				<?php get_header(); ?>

				<?php 

				    // The basic loop

				    while ( have_posts() ) : the_post(); ?>

				 <div id=”single-header” class=”fullcolumn”>

				 <div class=”entry-meta-top category”>

				<?php _e(‘Written by ‘, ‘notesmag’); the_author_posts_link(); ?>

				 </div>

				 <h1 class=”entry-title”>

				<?php the_title(); ?>

				 </h1>

				 </div>

				 <div id=”content” class=”widecolumn”>

				 <div id=”post-<?php the_ID(); ?>” <?php post_class(); ?>>

				 <div class=”entry-content”>

				     <?php the_content(); ?>

				     <?php wp_link_pages( array( ‘before’ => ‘<div class=”page-link”>’ . __( ‘Sidor:’, ‘notesmag’ ), ‘after’ => ‘</div>’ ) ); ?>

				 </div>

				 <div class=”entry-meta-lower”>

				<?php _e(‘Filed in’, ‘notesmag’);?> <?php the_category(‘, ‘); ?>

				<?php _e(‘on’, ‘notesmag’); ?> <?php the_date(); ?>

				<?php 

				// Check for tags, output if any

				if ( has_tag() ) {

				echo ‘<br />’;

				 _e(“Tagged with “, “notesmag”);

				 the_tags(‘<span class=”meta-tags”>’, ‘, ‘, ‘</span>’);

				 } ?>

				<?php edit_post_link( __( ‘Edit’, ‘notesmag’ ), ‘<span class=”meta-sep”>&bull;</span> <span class=”edit-link”>’, ‘</span>’ ); ?>

				 </div>

				 </div>

				<?php

				                        // Use this hook to do things between the content and 

				                        // the comments

				                        notesmag_below_post();

				?>

				<?php

				     // If the comments are open we’ll need the comments template

				     if (comments_open()) {

				      comments_template( ‘’, true );

				     }

				?>

				 </div>

				<?php 

				    // End the loop

				endwhile; ?>

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				Note that the div#single-header has the fullcolumn class, which means that it takes up the full width. As you can see, I’ve opted to put the full loop in single.php this time around. This is because it has a slightly different layout with the post title and author name above the actual loop, which would’ve caused some issues if it were to be outside the loop.

				Note the action hook below the post div, before the comment check. Otherwise, it is pretty straightforward (see Figure 9-16). Page.php is all but identical. The only differences are no category, tag, or author tags in the Page-related templates; so, I’ll skip those.
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				Figure 9-16: The single-post template is in need of some styling

				The archives

				The three kinds of archives, date-based, category, and tags, are all treated equally, which means that I can rely on archive.php for this. You might remember the sketch in Figure 9-2, which features the archive title at the very top, in a similar fashion as the single-post and Page view. The actual content listing consists of the title with a description, some meta data, and a right column; but I’ve already taken care of that, as you may recall.

				There’s a twist on category archives. I output the top three latest stories within the category that are also tagged with “featured.” This is much like the front page (home.php), but for the active category only.

				Here’s archive.php:

				<?php get_header(); ?>

				<?php

				      // We’ll only use headlines on category archives

				      if ( is_category()) { ?>

				      

				      <div id=”headline-stories”>

				      <?php

				          // Custom loop time - fetch three posts from the current archive

				          // all tagged “featured”

				            $categoryvariable=$cat;

				            $loop = new WP_Query(array(

				                ‘cat’ => $cat,

				                ‘tag’ => ‘featured’,

				                ‘posts_per_page’ => 3

				            ));

				          while ( $loop->have_posts() ) : $loop->the_post(); ?>

				                  <div class=”story column left”>

				                        <div class=”post-thumbnail”>

				                              <a href=”<?php the_permalink(); ?>” title=”<?php the_title_attribute(); ?>”>

				                                    <?php the_post_thumbnail(); ?>

				                              </a>

				                        </div>

				                        <div class=”post-content”>

				                              <h2>

				                                  <a href=”<?php the_permalink(); ?>” title=”<?php the_title_attribute(); ?>”>

				                                        <?php the_title(); ?>

				                                  </a>

				                              </h2>

				                              <div class=”story-entry”>

				                                  <?php the_excerpt(); ?>

				                              </div>

				                        </div>

				                  </div>

				      <?php 

				          // Loop ends

				          endwhile;

				      ?>

				      </div>

				<?php } ?>

				      <div id=”archive-header” class=”fullcolumn”>

				            <h1 class=”archive-title”>

				            <?php 

				                  // Output the category title

				                  if ( is_category() ) {

				                        single_cat_title();

				                  } 

				                  // Output the tag title

				                  elseif ( is_tag() ) {

				                        single_tag_title();

				                  // For everything else

				                  } else {

				                        _e(‘Browsing the Archive’, ‘notesmag’);

				                  }

				            ?>

				            </h1>

				      </div>

				      <div id=”content” class=”widecolumn”>

				            <?php

				                  // Look for loop-archive.php, fallback to loop.php

				                  get_template_part( ‘loop’, ‘archive’ );

				            ?>

				      </div>

				<?php get_sidebar(); ?>

				<?php get_footer(); ?>

				You’ll recognize the loop from div#headlines-stories; it is more or less the same as the one on home.php, with the addition of $cat fetching, the category ID, so that I can pass that to the WP_Query and hence limit the output to the active category, the tag “featured,” and three posts.

				Further on you find a simple conditional if else thingy that outputs different headings depending on where on the site you are.

				Finally, I’m moving on to the actual loop that shows the posts within the archive. I include it with get_template_part() that looks for loop-archive.php first, and defaults to loop.php, which in fact is what I use.

				And you know what, that’s it! Now let’s style this baby.

				Making Notes Mag Look Good

				Although the Notes Mag theme may seem a bit crude right now, it is in fact on pretty solid ground. The only thing left to do before releasing the 1.0 version of the theme is to make it look good, and I use CSS for that — as do all good WordPress coding folks.

				I won’t go through every little thing here as you already know a bunch of CSS by now. Instead, I dive into certain parts of the site and solve those problems. The complete stylesheet is available from the book’s companion Web site at www.wiley.com/go/smashingwordpressthemes.

				Styling the menu

				Custom menus are great, but styling them can be a bore. At least until you learn how they are built. By default, the menu lands in a div, which in turn consists of a ul with li items inside. That’s why your pretty horizontal menu won’t look great unless you float them.

				div#header-bottom {

				    width: 100%;

				    float: left;

				    margin-bottom: 20px;

				    background: #444;

				}

				    ul.menu {}

				          ul.menu li {

				                float:left;

				                padding: 10px 5px;

				                border-right: 1px solid #777;

				          }

				                ul.menu li:hover {

				                      background: #000;

				                }

				                ul.menu li a {

				                      padding: 10px 5px;

				                }

				With these few lines of code, you can make a boring menu a lot more appealing and user-friendly (as shown in Figure 9-17).

				Speaking about menus, a word of advice: Avoid menus based solely on a hover effect, such as drop-downs. It is all well and good to hover with the mouse pointer on a computer screen, but try to hover when using a touchscreen device. That’s right, every iPad, iPhone, Android, and so on will fail miserably when forced to navigate hover elements because you can’t hover with your finger. Either you touch the device or you don’t. If you want to use a hover effect, be sure you’re not using it for something essential to the menu’s function.
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				Figure 9-17: The Notes Mag styled menu

				Positioning post columns

				Another thing worth taking a look at is the positioning of the featured post columns, which are consistent with the three columns with widget areas just above the footer. I’m talking front page here (home.php), as you’ve probably gathered. This is for the three latest posts tagged with “featured” found in div#headline-stories.

				div#headline-stories {

				      background: url(img/headline-stories-bg.gif) repeat-y;

				}

				      div.story {}

				            div.post-thumbnail {

				                  width: 300px;

				                  height: 120px;

				                  margin: 0 10px 5px 10px;

				                  background: #444;

				            }

				            div.story h2, div.story-entry {

				                  padding: 5px 15px;

				            }

				Although 960 pixels is great for columns, it can be a bit tricky to get things to align properly when outputting it in a loop like this without hands on fixes on a per-column basis. I didn’t want that here, so that’s why the margins and paddings are the way they are.

				The same concept is applied to the three columns just above the footer:

				div#headline-widgets {

				      width: 100%;

				      float: left;

				}

				      div#headline-widgets ul {}

				            div#headline-widgets ul li.widget-container {

				                  padding: 5px 10px;

				            }

				Usually I tend to group similar objects like these together, but I’ve got something planned for future versions of Notes Mag, so I’m keeping them apart for now.

				A quick look at the archives

				The archive pages borrow from the front page in terms of the three featured posts, which only show up if it is a category archive (see Figure 9-18). They are treated exactly the same. Other than that, the styling is pretty simple, with the wrapping elements making sure I’ve got enough space everywhere.

				The archive title is worth mentioning as a design element. I’m using it to break off with the three-featured posts on top, if there are any (category archives, again); but at the same time, I’m maintaining the look for the single post and Page view, which is similar, in terms of titling.
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				Figure 9-18: A category archive

				The archive header isn’t much in terms of CSS, but here it is for consistency’s sake.

				div#archive-header {}

				      h1.archive-title {

				            margin: 0 10px 30px 10px;

				            padding-bottom: 5px;

				            border: 1px solid #444;

				            border-width: 1px 0 5px 0;

				      }

				            span.archive-meta {

				                  color: #888;

				            }

				Single posts and Pages

				Finally, take a look at the single posts and Pages (see Figure 9-19). They are essentially the same, with minor differences in template files (single.php and page.php with their loops, respectively). The stylesheets are more or less the same, with some things, such as categories, not being used on Pages at all.
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				Figure 9-19: Single-post view

				div.post, div.page {

				    margin-bottom: 30px;

				    padding-right: 20px;

				}

				    div.entry-content p {

				          margin-bottom: 18px;

				    }

				    .entry-title, div.entry-meta, div.entry-meta-lower,

				    div.entry-content p, div.entry-summary p {

				          margin-left: 10px;

				    }

				    div.entry-meta, div.entry-meta-lower {

				          margin-top: 5px;

				          margin-bottom: 10px;

				          color: #888;

				    }

				    div.entry-meta-top {

				          margin: 20px 20px 0 10px;

				          color: #888;

				    }

				    div.entry-meta-lower {

				          padding: 10px;

				          border: 1px solid #e9e9e9;

				          border-width: 1px 0;

				    }

				div.navigation {

				    margin: 0 20px 0 10px;

				}

				    div#nav-above {

				          margin-bottom: 50px;

				    }

				    div#nav-below {

				          padding-bottom: 50px;

				    }

				    div.nav-previous {

				          float: left;

				    }

				    div.nav-next {

				          float: right;

				    }

				Nothing fancy here either. The comment section is worth a look though.

				ol.commentlist {

				    width: 610px;

				}

				    h3#comments, ol.commentlist, div#respond {

				          margin-left: 10px;

				          margin-bottom: 20px;

				    }

				          li.comment {

				                margin-left: 10px;

				                padding: 0 0 20px 20px;

				                border: 1px solid #888;

				                border-width: 0 0 1px 1px;

				                color: #444;

				          }

				          li.depth-1 {

				                margin-top: 10px;

				                padding-top: 20px;

				          }

				          li.bypostauthor {}

				                li.bypostauthor div.comment-author img {

				                      padding-left: 5px;

				                      border-left: 5px #1895a8 solid;

				                }

				                li.comment p {

				                      margin-top: 10px;

				                }

				                div.reply {

				                      text-align: right;

				                      margin: 2px 0;

				                }

				                div.comment-author, div.comment-meta {

				                      line-height: 16px;

				                }

				                div.comment-author {

				                      margin-bottom: 2px;

				                }

				                      div.comment-author img {

				                            float: left;

				                            margin-right: 10px;

				                      }

				                      cite.fn {

				                            font-style: normal;

				                            font-weight: bold;

				                      }

				div#respond {

				      width: 605px;

				      margin-left: 10px;

				      padding: 20px 0;

				      border-left: 5px solid #888;

				      background: #e9e9e9;

				}

				      div#respond h3, form#commentform, div#cancel-comment-reply {

				            padding: 0 20px;

				      }

				      div#respond p {

				            margin-top: 10px;

				      }

				      textarea#comment {

				            width: 520px;

				            padding: 10px;

				      }

				There are two main elements to keep an eye out for when styling comments. The ol.commentlist element contains all the comments, and the div#respond holds the reply box. You’ll obviously want to position headers and comments as well, and make sure to style li.bypostauthor so that the post author’s comments will stand out (as in Figure 9-20).

				You can download the complete stylesheet from the book’s companion Web site at www.wiley.com/go/smashingwordpressthemes.
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				Figure 9-20: Here there be threaded comments

				Wrapping It Up

				That’s it for the Notes Mag theme. As I’m turning in these words, the site is out for beta testing. You can get the latest version from http://notesblog.com/mag anytime, free of charge, of course. There may be some changes when you download it, all good themes evolve over time, but rest assured that you’ve got a good idea of the core.

				On a slightly wider scale, I hope this chapter has provided some insight into how to build a theme from scratch. In the remaining chapters of the book, I focus on adding that little something extra.
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				Chapter 10: The Buddypress Community

				It should come as no great surprise that you can use WordPress to power a full-fledged social networking community. There are several ways to do this, more or less advanced. But one solution stands on its own, and that’s the BuddyPress plugin. This one’s backed by the WordPress core developers and is a truly promising tool for extending your site with member functionality. With a few simple steps, you can have your users exchange direct messages, start discussion groups, and interact with the site in a whole new way.

				This chapter shows how you can add some community features to just about any WordPress Web site, using BuddyPress.

				What is BuddyPress?

				So what is BuddyPress? Well, first of all, it is a plugin, which means that it resides in the WordPress plugins folder. You can install it from the WordPress plugin directory, either from http://wordpress.org/extend/plugins or from within your admin panel.

				BuddyPress has its own Web site too, at http://buddypress.org, where you can register (see Figure 10-1), and talk to your fellow BuddyPressers about how this and that works. There’s even a dedicated BuddyPress plugins directory, so that you can find plugins created solely for use with BuddyPress.

				That’s right, there’s a complete ecosystem around this one plugin, almost as if it was a stand-alone system. But it is not; you need WordPress to run BuddyPress.
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				Figure 10-1: The BuddyPress Web site at http://buddypress.org

				BuddyPress, themes, and plugins

				I’ll show you how to upload BuddyPress to your theme in a little bit. For now, you just need to know that BuddyPress adds a bunch of social networking features that you can enjoy. This means that the themes you use today most likely don’t include BuddyPress; the features need to be added. That’s why there are BuddyPress themes, which I’ll touch on later, created solely to work with WordPress sites running the community plugin.

				It is crucial to understand that BuddyPress differs from other plugins. You can’t just install it, activate it, and then think it will work. You need to work with your theme, at least a wee little bit, to make it work. Luckily this is easy enough. 

				These additional plugins (see Figure 10-2) are for BuddyPress only; they require the BuddyPress plugin in order to work. That means that your theme needs to be ready for the additional plugins as well, which in turn means that the theme first needs to work with BuddyPress. For example, if you’re getting a nasty PHP error, you’ll miss out on your BuddyPress add-on plugin’s functionality because it just won’t find the BuddyPress specific hooks to get it to work.
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				Figure 10-2: Plugin directory found on the official BuddyPress site

				Adding BuddyPress functionality to your site brings it up a notch feature-wise, but it is not without work.

				Should I use BuddyPress?

				The answer to this question depends, obviously, on your goals. Do you need the functionality? Why have people registered on your site if there is no incentive for them to stick around? Or why add features that no one will use?

				As always, it is important to keep things simple, and as lean and mean as possible. If you don’t need a particular feature, no matter where it comes from, then don’t use it. Feature overload is the same as clutter, and we all want to stay clear of that, right?

				There’s another part to the question, and that involves the plugin itself. It is getting better and better all the time, but it isn’t perfect. The documentation, shown in Figure 10-3 and found at http://codex.buddypress.org/home, is obviously a work in progress, as is the WordPress Codex. While it is hard to know how far the documentation team will have gotten when you read this, at this time it is a bit of a steep learning curve to get started with BuddyPress. As is common in open source projects, adding more advanced tweaks (in your theme of course) often means you’ll have to read the plugin code or ask for help within the community. This isn’t necessarily a problem; it is just worth mentioning that BuddyPress is still in the early stages. If you can, do contribute!
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				Figure 10-3: The BuddyPress Codex

				Another problem with the plugin is that a lot of the design is embedded in the code. That means that it isn’t as easy to alter the look and feel of features as we’re used to, which is a shame, to say the least. BuddyPress is actively being developed and you can expect this to change as new versions roll out.

				All that being said, BuddyPress is still a great tool to take your site up a notch. If you want to engage the users on your site, and think you can get them to play along, then BuddyPress is the way to go.

				The BuddyPress Template Pack

				The BuddyPress Template Pack is your best friend when it comes to adding BuddyPress functionality to an existing site. Chances are you already have a theme that you’re pleased with and want to build upon, and that’s where the BuddyPress Template Pack comes in. It’s a plugin, and it will help you add the BuddyPress functionality into your theme.

				I tell you how to install it in a little bit, but let’s take a closer look first.

				The BuddyPress template files overview

				What the BuddyPress Template Pack really does is add a bunch of new template files to your active theme, for use with BuddyPress. It won’t overwrite anything (unless you have files with the BuddyPress template filenames) and if you want to, you can always just delete the added files and folders, and then deactivate the plugin.

				The added template files (and there’s a lot of those) are copied to your theme folder. You will probably want to style them a bit to make them fit your theme, but overall they are pretty much ready for use, albeit a bit crude. The idea is that these newly added template files are as simple as possible so that you can easily alter them to fit your needs. Most of the time you can just add some CSS to your theme’s style.css file to get the look and feel you like on the BuddyPress parts of your site.

				It’s worth mentioning that while the BuddyPress Template Pack is a plugin, you can’t just deactivate it when you have run the plugin and gotten the template files copied to your theme. The plugin also acts as a bridge with BuddyPress and adds things like the top admin bar, and so on. Obviously you can add that to your theme manually as well, but the BuddyPress Template Pack is an easy way to accomplish this.

				Adding the BuddyPress Template Pack to a WordPress site

				In this section, you add the BuddyPress Template Pack to an existing WordPress site (using the Twenty Ten theme) and see what happens. Obviously you need to have the BuddyPress plugin installed. You’ll find that at http://buddypress.org, or by searching for “BuddyPress” in the WordPress admin panel where you add new plugins.

				 1. Download and install the plugin. Log in to your WordPress Web site, browse to Plugins, and then click Add New. Search for “BuddyPress Template Pack” to find the plugin (see Figure 10-4). Click Install Now.

				 2. Activate the BuddyPress Template Pack. Activate the plugin after installing the Template Pack, either directly from the “install succeeded” page or from the Plugins page in the admin panel. Then go to Appearance, click BP Compatibility, and get ready to run the compatibility guide (see Figure 10-5).
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				Figure 10-4: Installing the BuddyPress Template Pack plugin
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				Figure 10-5: The BP compatibility page

				 3. Move the necessary template files. Click the Move Template Files button on the BP compatibility page for the BuddyPress Template Pack plugin to move the necessary template files to your active theme’s folder. Most likely you’ll get a fancy success message (see Figure 10-6) and be prompted to move on to the next step. If not, see what went wrong and remedy it; usually it is your writing permission on the theme folder.
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				Figure 10-6: Templates moved successfully!

				 4. And you’re done (sort of). Click the link to “move on to step three” (Figure 10-7) on the success page. You’ll get a confirmation message about what’s been done and a lot of information about what’s been done, how BuddyPress templates should be built, and what files have been added.

				 When you’ve read it all, and verified that the folders and files really are where they should be, click the Finish button at the bottom of the page. The result is shown in Figure 10-8.
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				Figure 10-7: Sort of done
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				Figure 10-8: A bunch of folders containing BuddyPress template files have been added to the Twenty Ten theme

				 5. Finally, you need to adjust some final settings. Now the BP compatibility page looks quite different in your admin panel. You have settings for disabling stylesheets that help format how your BuddyPress pages look, as well as semi-necessary JavaScript files (see Figure 10-9). You probably want these turned on, otherwise you’ll have to fiddle more with your theme.
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				Figure 10-9: Some post-compatibility settings

				 Oh, and you might want to add the tag “buddypress” to your theme’s style.css theme tag listing in the theme declaration on top. Otherwise, you’ll get a “BuddyPress is ready” warning on every page in the admin panel despite your theme being BuddyPress ready. Take a look at Figure 10-10 with the BuddyPress feature installed.
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				Figure 10-10: Hey look, it’s Twenty Ten with BuddyPress features!

				Case Study: Adding buddypress Community Features to a site

				The best way to show how to add community functionality to a site using BuddyPress is, of course, to actually do it. So in this section I do just that, using the BuddyPress Template Pack previously mentioned, and a well-established Web site I’m running that actually would benefit from revamped (or in this case, actual) members functionality.

				Go to my Spelbloggen site (http://spelbloggen.se), a blog about computer and video games running WordPress (see Figure 10-11). The blog was built during an event called 24 Hour Business Camp early 2010, and is alive and kicking. By the end of this section, it’ll be a little bit more alive, and kicking even harder.
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				Figure 10-11: Spelbloggen, prior to BuddyPress additions

				Add the basic features 

				It is easy enough to get the basic BuddyPress features in on Spelbloggen. Because I’m the cautious type, I have a test site set up that contains a copy of the database, but otherwise is identical to the original site. This is always a good idea as you don’t want to mess up a live site, especially when working with things like this. After all, there’ll be quite some template file fiddling during this process. Always test plugins that add stuff to your database in a secluded area. You don’t want unnecessary database clutter. By testing plugins by themselves, you avoid these problems.

				Also, while Spelbloggen is a Swedish language site, I’m holding off localizing it for now. In part this is to make sure that those of you who don’t know the language of kings can keep up with all these admin screenshots, but also because I’ll be adding the BuddyPress localization files last.

				Right. So the first thing I do is install the BuddyPress plugin and activate it. Not much will happen as my theme doesn’t show BuddyPress features, but I will get the annoying “BuddyPress is ready” warning in the WordPress admin panel (as portrayed in Figure 10-12).
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				Figure 10-12: The pesky BuddyPress alerts

				Next I get the BuddyPress Template Pack in and run the install guide. You saw all that previously, so there’s not much to add after that.

				With BuddyPress installed and the BuddyPress Template Pack guide ready, which means that my theme has gotten the template files copied to the theme folder, the functionality is actually up and running (see Figure 10-13). How about that?
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				Figure 10-13: Look at that default BuddyPress admin bar!

				A closer look at the BuddyPress template files

				The BuddyPress template files are just like your theme’s regular template files, which means that they are PHP using WordPress template tags, as well as new tags added by BuddyPress. You’ll find them in your theme’s folder, thanks to the BuddyPress Template Pack plugin. All of the BuddyPress template files reside in folders within your theme folder, which makes them easy to spot, and to delete, should you want to clean up your theme.

				These are the new folders I should see in my theme folder now, containing everything I need to BuddyPress my site:

				/activity

				/blogs

				/forums

				/groups

				/members

				/registration

				Now, inside these folders are a bunch of files, and even more folders. For better or for worse, BuddyPress contains a lot of files. Sometimes that’s a good thing, making it easy to find exactly what you need to alter; but sometimes it is not, and then it’ll be tedious at best to make the same change in several places.

				You might remember that the BuddyPress Template Pack plugin said that you might have to alter a few of the new template files to fit your theme structure. These are as follows:

				/activity/index.php

				/blogs/index.php

				/forums/index.php

				/groups/index.php

				/groups/create.php

				/groups/single/home.php

				/groups/single/plugins.php

				/members/index.php

				/members/single/home.php

				/members/single/plugins.php

				/registration/register.php

				BuddyPress is built under the assumption that your theme follows a simple and fairly common layout. First is your header, which BuddyPress won’t mess with design-wise. Then there’s a div#container in which both div#content (for the main content, as usual) and div#sidebar (for the sidebar) sits. And finally, there’s the footer, again usually not something you need to alter.

				This is how the BuddyPress template files are built. If that doesn’t work with your theme, then you need to make some changes. Which I will, in fact, do now for Spelbloggen!

				A few words about buddypress upgrades

				Before I start applying the basic changes to make things look decent in the Spelbloggen theme, here’s a point to keep in mind: I’m not hacking a theme here, I’m editing copied files. In some cases, it might even be a good idea to keep the BuddyPress parts of a theme separate, in a child theme perhaps. This is not what I’m doing in this case, but it is something to consider. Over the years, a lot of BuddyPress users have ended up hacking the actual plugin, or doing things that would break with BuddyPress upgrades. That’s a bad thing, of course; you want to keep your edits separate from anything that could be overwritten by an upgrade. That could be true for your theme, unless you’re the one doing the upgrades, in which case you want to keep the alterations in a child theme. View the BuddyPress folders in Figure 10-14.
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				Figure 10-14: Browsing the theme via FTP, seeing all those BuddyPress folders

				When it comes to the Spelbloggen theme, that’s not a problem; it is the only one of its kind and will be upgraded as such. If you build on a theme you downloaded, it’s a different story. Make sure you’ve got your upgrade strategy in place!

				Modifying the template files to fit a site

				First, I need to make sure that my BuddyPress files have the right layout. In Spelbloggen’s case, that means slight alterations to the structure. For starters, there is no div#container in Spelbloggen’s design, which I could let sit there, but I’ll remove it instead. Also, I need to add the class “widecolumn” to the div#content element so that the right width will be used.

				To demonstrate, Figure 10-15 shows the BuddyPress members index.php template, located in /members/index.php and showing the members directory. It’s a bit empty now, but you get the picture.
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				Figure 10-15: Ugly, unfixed members directory

				<?php get_header() ?>

				<div id=”container”>

				        <div id=”content”>

				                <form action=”” method=”post” id=”members-directory-form” class=”dir-form”>

				                        <h3><?php _e( ‘Members Directory’, ‘buddypress’ ) ?></h3>

				                        <?php do_action( ‘bp_before_directory_members_content’ ) ?>

				                        <div id=”members-dir-search” class=”dir-search”>

				                                <?php bp_directory_members_search_form() ?>

				                        </div><!-- #members-dir-search -->

				                        <div class=”item-list-tabs”>

				                                <ul>

				                                        <li class=”selected” id=”members-all”><a href=”<?php bp_root_domain() ?>”><?php printf( __( ‘All Members (%s)’, ‘buddypress’ ), bp_get_total_member_count() ) ?></a></li>

				                                        <?php if ( is_user_logged_in() && function_exists( ‘bp_get_total_friend_count’ ) && bp_get_total_friend_count( bp_loggedin_user_id() ) ) : ?>

				                                                <li id=”members-personal”><a href=”<?php echo bp_loggedin_user_domain() . BP_FRIENDS_SLUG . ‘/my-friends/’ ?>”><?php printf( __( ‘My Friends (%s)’, ‘buddypress’ ), bp_get_total_friend_count( bp_loggedin_user_id() ) ) ?></a></li>

				                                        <?php endif; ?>

				                                        <?php do_action( ‘bp_members_directory_member_types’ ) ?>

				                                        <li id=”members-order-select” class=”last filter”>

				                                                <?php _e( ‘Order By:’, ‘buddypress’ ) ?>

				                                                <select>

				                                                        <option value=”active”><?php _e( ‘Last Active’, ‘buddypress’ ) ?></option>

				                                                        <option value=”newest”><?php _e( ‘Newest Registered’, ‘buddypress’ ) ?></option>

				                                                        <?php if ( bp_is_active( ‘xprofile’ ) ) : ?>

				                                                                <option value=”alphabetical”><?php _e( ‘Alphabetical’, ‘buddypress’ ) ?></option>

				                                                        <?php endif; ?>

				                                                        <?php do_action( ‘bp_members_directory_order_options’ ) ?>

				                                                </select>

				                                        </li>

				                                </ul>

				                        </div><!-- .item-list-tabs -->

				                        <div id=”members-dir-list” class=”members dir-list”>

				                                <?php locate_template( array( ‘members/members-loop.php’ ), true ) ?>

				                        </div><!-- #members-dir-list -->

				                        <?php do_action( ‘bp_directory_members_content’ ) ?>

				                        <?php wp_nonce_field( ‘directory_members’, ‘_wpnonce-member-filter’ ) ?>

				                        <?php do_action( ‘bp_after_directory_members_content’ ) ?>

				                </form><!-- #members-directory-form -->

				        </div><!-- #content -->

				</div><!-- #container -->

				<?php locate_template( array( ‘sidebar.php’ ), true ) ?>

				<?php get_footer() ?>

				Notice how it starts with div#container and then div#content for the actual content? That’s what I’m after; I want to remove the div#container part, so I’ll do just that, and not forget to remove the code that closes it either. It opens on line 3, and closes on line 56, so the contents of those will have to go. I’ll also add class=”widecolumn” to the div#content element to get the widths right.

				<?php get_header() ?>

				<div id=”content” class=”widecolumn”>

				    <form action=”” method=”post” id=”members-directory-form” class=”dir-form”>

				        <h3><?php _e( ‘Members Directory’, ‘buddypress’ ) ?></h3>

				        <?php do_action( ‘bp_before_directory_members_content’ ) ?>

				        <div id=”members-dir-search” class=”dir-search”>

				                <?php bp_directory_members_search_form() ?>

				        </div><!-- #members-dir-search -->

				        <div class=”item-list-tabs”>

				                <ul>

				                        <li class=”selected” id=”members-all”><a href=”<?php bp_root_domain() ?>”><?php printf( __( ‘All Members (%s)’, ‘buddypress’ ), bp_get_total_member_count() ) ?></a></li>

				                        <?php if ( is_user_logged_in() && function_exists( ‘bp_get_total_friend_count’ ) && bp_get_total_friend_count( bp_loggedin_user_id() ) ) : ?>

				                                <li id=”members-personal”><a href=”<?php echo bp_loggedin_user_domain() . BP_FRIENDS_SLUG . ‘/my-friends/’ ?>”><?php printf( __( ‘My Friends (%s)’, ‘buddypress’ ), bp_get_total_friend_count( bp_loggedin_user_id() ) ) ?></a></li>

				                        <?php endif; ?>

				                        <?php do_action( ‘bp_members_directory_member_types’ ) ?>

				                        <li id=”members-order-select” class=”last filter”>

				                                <?php _e( ‘Order By:’, ‘buddypress’ ) ?>

				                                <select>

				                                        <option value=”active”><?php _e( ‘Last Active’, ‘buddypress’ ) ?></option>

				                                        <option value=”newest”><?php _e( ‘Newest Registered’, ‘buddypress’ ) ?></option>

				                                        <?php if ( bp_is_active( ‘xprofile’ ) ) : ?>

				                                                <option value=”alphabetical”><?php _e( ‘Alphabetical’, ‘buddypress’ ) ?></option>

				                                        <?php endif; ?>

				                                        <?php do_action( ‘bp_members_directory_order_options’ ) ?>

				                                </select>

				                        </li>

				                </ul>

				        </div><!-- .item-list-tabs -->

				        <div id=”members-dir-list” class=”members dir-list”>

				                <?php locate_template( array( ‘members/members-loop.php’ ), true ) ?>

				        </div><!-- #members-dir-list -->

				        <?php do_action( ‘bp_directory_members_content’ ) ?>

				        <?php wp_nonce_field( ‘directory_members’, ‘_wpnonce-member-filter’ ) ?>

				        <?php do_action( ‘bp_after_directory_members_content’ ) ?>

				    </form><!-- #members-directory-form -->

				</div><!-- #content -->

				<?php locate_template( array( ‘sidebar.php’ ), true ) ?>

				<?php get_footer() ?>

				Removing div#container really didn’t do much, but since it’s not on other parts of the site, it could be a nuisance later on. However, the simple class=”widecolumn” contains the necessary styling to give the content column its correct width and fix the general layout. The members directory still isn’t pretty (as you’ll see in Figure 10-16), but at least it uses the correct layout.

				I need to do this on all the previously mentioned BuddyPress PHP template files, otherwise their respective features won’t fit in on the site as they should. A few minutes of copying and pasting later (or a quick search and replace across multiple files using a favorite text editor) and I’ll have everything from members pages to groups to user pages fitting nicely into my site, as shown in Figure 10-17.
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				Figure 10-16: The correct widths are in, still not pretty though
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				Figure 10-17: A newly created group fits right in

				An optional solution to the width problem would obviously be to just give #container the width as well, along with the widecolumn class. Either way is fine. In this case I wanted to stay consistent with the rest of the site (Spelbloggen is quite extensive). You’ll decide what works best for you; it is nice to not have to copy and paste all those edits, of course. 

				In essence, this is what you need to do to get started with BuddyPress on an existing site. The rest can be done by styling the elements like you usually do, in your stylesheet. It’s all there; all you need to do is go through the various new pages and style them accordingly. I won’t go into that; it’s just basic CSS, and you know that already.

				But why stop there? Let’s fiddle some more!

				What are all those new tags?

				The BuddyPress template files look a bit different from regular theme template files. They are not only filled with WordPress template tags, but with new ones that just won’t work without having BuddyPress installed.

				Take a look at the BuddyPress template file for viewing a member page, /members/single/home.php. It looks like this (with div#container removed, and so on; I’m still fiddling with Spelbloggen here):

				<?php get_header() ?>

				<div id=”content” class=”widecolumn”>

				    <?php do_action( ‘bp_before_member_home_content’ ) ?>

				    <div id=”item-header”>

				        <?php locate_template( array( ‘members/single/member-header.php’ ), true ) ?>

				    </div><!-- #item-header -->

				    <div id=”item-nav”>

				        <div class=”item-list-tabs no-ajax” id=”object-nav”>

				                <ul>

				                        <?php bp_get_displayed_user_nav() ?>

				                        <?php do_action( ‘bp_members_directory_member_types’ ) ?>

				                </ul>

				        </div>

				    </div><!-- #item-nav -->

				    <div id=”item-body”>

				        <?php do_action( ‘bp_before_member_body’ ) ?>

				        <?php if ( bp_is_user_activity() || !bp_current_component() ) : ?>

				                <?php locate_template( array( ‘members/single/activity.php’ ), true ) ?>

				        <?php elseif ( bp_is_user_blogs() ) : ?>

				                <?php locate_template( array( ‘members/single/blogs.php’ ), true ) ?>

				        <?php elseif ( bp_is_user_friends() ) : ?>

				                <?php locate_template( array( ‘members/single/friends.php’ ), true ) ?>

				        <?php elseif ( bp_is_user_groups() ) : ?>

				                <?php locate_template( array( ‘members/single/groups.php’ ), true ) ?>

				        <?php elseif ( bp_is_user_messages() ) : ?>

				                <?php locate_template( array( ‘members/single/messages.php’ ), true ) ?>

				        <?php elseif ( bp_is_user_profile() ) : ?>

				                <?php locate_template( array( ‘members/single/profile.php’ ), true ) ?>

				        <?php endif; ?>

				        <?php do_action( ‘bp_after_member_body’ ) ?>

				    </div><!-- #item-body -->

				    <?php do_action( ‘bp_after_member_home_content’ ) ?>

				</div><!-- #content -->

				<?php locate_template( array( ‘sidebar.php’ ), true ) ?>

				<?php get_footer() ?>

				Every PHP snippet starting with bp_ is BuddyPress related, which makes sense. A good (and simple) example is the bp_get_displayed_user_navi() template tag, which outputs the user navigation.

				You’ll also notice a lot of do_action() snippets. These are creating hooks that I can attach an action to, so if I want to cram something special into a specific spot on a page, and there is a hook, I can do so with the add_action(). Basically, add_action() attaches functions to do_action().

				I’ll illustrate this by adding an annoying box to do_action(‘bp_before_member_body’). First I need to write a function, which resides in functions.php, residing within PHP tags of course (just like most things in functions.php, albeit not necessarily all).

				function annoying_box() {

				                echo ‘<div style=”padding:10px; background:yellow; color:red; font-weight:bold;”>

				                                Hey there! Annoyed yet?

				                          </div>’;

				        }

				add_action(‘bp_before_member_body’, ‘annoying_box’);

				First I create the function, called annoying_box(). Within it is a simple echo that outputs a div with some annoying text and just as annoying styles. Nope, this won’t be pretty . . . After that I need to add this function to a hook, which is the bp_before_member_body one mentioned earlier. I do this with add_action(), first passing the hook I want to hook on to (again, bp_before_member_body), and then the function I want to hook on with (which is annoying_box). I could have passed two more parameters to add_action(), priority and number of arguments, but they don’t do any good here so I just left them out.

				Figure 10-18 shows the end result.
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				Figure 10-18: An annoying box added with a simple action hook

				BuddyPress has a lot of hooks you can play with, which helps a lot. The number of hooks can help when you need to insert something in a particular place, which is handy. Also, there’s always the option to rearrange the template files altogether to get the look and feel you’re after.

				Fixing permalinks and localization

				The default permalinks for the various BuddyPress pages might not suit your needs. Maybe you don’t want your members to reside under /members/username, but rather /superstars/username. You can change this by adding a few lines of code to your wp-config.php file. That’s right, the one with all the database information and whatnot in your WordPress install.

				The Action Reference page in the BuddyPress Documentation is a good place to start if you want to hook into BuddyPress: http://codex.buddypress.org/developer-docs/action-reference/.

				These are the strings that you can alter:

				define( ‘BP_ACTIVATION_SLUG’, ‘activate’ );

				define( ‘BP_ACTIVITY_SLUG’, ‘activity’ );

				define( ‘BP_BLOGS_SLUG’, ‘blogs’ );

				define( ‘BP_FORUMS_SLUG’, ‘forums’ );

				define( ’BP_FRIENDS_SLUG’, ’friends’ );

				define( ’BP_GROUPS_SLUG’, ’groups’ );

				define( ’BP_MEMBERS_SLUG’, ’members’ );

				define( ‘BP_MESSAGES_SLUG’, ‘messages’ );

				define( ‘BP_REGISTER_SLUG’, ‘register’ );

				define( ’BP_SEARCH_SLUG’, ’search’ );

				define( ’BP_SETTINGS_SLUG’, ’settings’ );

				define( ‘BP_XPROFILE_SLUG’, ‘profile’ );

				Suppose you really want to change “members” to “superstars.” Easy, just find the row with BP_MEMBERS_SLUG and change ‘members’ to ‘superstars’, like this:

				define( ‘BP_MEMBERS_SLUG’, ‘superstars’ );

				Simple, huh? When it comes to Spelbloggen, I don’t want English in my URLs, if I can help it, so I’ve translated all these to Swedish. This is what I’m using for Spelbloggen:

				define( ‘BP_ACTIVATION_SLUG’, ‘aktivera’ );

				define( ‘BP_ACTIVITY_SLUG’, ‘aktivitet’ );

				define( ‘BP_BLOGS_SLUG’, ‘bloggar’ );

				define( ‘BP_FORUMS_SLUG’, ‘forum’ );

				define( ‘BP_FRIENDS_SLUG’, ‘vanner’ );

				define( ‘BP_GROUPS_SLUG’, ‘grupper’ );

				define( ‘BP_MEMBERS_SLUG’, ‘medlemmar’ );

				define( ‘BP_MESSAGES_SLUG’, ‘meddelanden’ );

				define( ‘BP_REGISTER_SLUG’, ‘registrea’ );

				define( ‘BP_SEARCH_SLUG’, ‘sok’ );

				define( ‘BP_SETTINGS_SLUG’, ‘installningar’ );

				define( ’BP_XPROFILE_SLUG’, ’profil’ );

				Speaking of localization, you can get BuddyPress in your language, just like you can with WordPress. All you need to do is download the language files and then upload them to the bp-languages folder within the buddypress folder, which in turn resides in your plugins folder. That’s right; you upload the BuddyPress language files to the plugin’s folder, which means they’ll most likely get overwritten when there’s an upgrade. It’s not ideal, but that’s the way it is.

				Find your language file at http://codex.buddypress.org/developer-docs/translations.

				Adding bbPress to Your Groups

				You can get BuddyPress to do even cooler things by adding the bbPress forum to your install. This will give you a lean discussion forum for your groups. And you know what, it is really easy to add. Here’s how!

				 1. Start the install. Go to BuddyPress and then Forums Setup in the WordPress admin panel, shown in Figure 10-19. Click the Set up a new bbPress installation button. (If you already have a stand-alone bbPress installation, click the Use an existing bbPress installation button.)
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				Figure 10-19: Install bbPress

				 2. Complete the install. On the second page (Figure 10-20), click the Complete Installation button. You’ll get a success message, as shown in Figure 10-21.
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				Figure 10-20: Click the button to complete the installation
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				Figure 10-21: Success!

				 3. Create a group. Now go to your site’s groups page (usually at yourdomain.com/groups unless you’ve changed it) and create a group. Make sure that the Enable discussion forum option is checked when creating the group (see Figure 10-22).
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				Figure 10-22: You need to enable forums on a per-group basis

				 4. And here’s your group with a forum. There you go! Now you’ve got basic forum functionality for your groups, as shown in the Spelbloggen page in Figure 10-23!

				So what happened? Well, the bbPress forum system ships with BuddyPress, and the only thing that’s happening is that your WordPress database now hosts a forum as well. As you can see in Figure 10-24, all the files are already there, in the wp-content/buddypress/bp-forums/bbpress folder.

				Read more about bbPress at http://bbpress.org.
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				Figure 10-23: Let the discussions begin
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				Figure 10-24: Screenshot showing bbPress tables from PhpMyAdmin

				About BuddyPress Themes

				A few words about BuddyPress themes are in order. I don’t mean any old theme that you’ve made BuddyPressed using the BuddyPress Template Pack and some fancy styling in your theme folder, but themes created solely for BuddyPress usage. Some might not even work without the plugin, although most will.

				Focus on community features

				The thing with BuddyPress themes overall is that they usually focus on the community features. This makes sense, of course; it is what BuddyPress is there for after all, but it also means that most of these themes are pretty linear in their content flow. The same thing over and over again, but with a slightly different approach.

				This isn’t necessarily a problem, especially if you’re building a site from scratch where the community features are key. It is a bit more of an issue if you want to take your plain old site and move it to BuddyPress, while not planning on making any additions to your theme. Just switching themes can be hard because these BuddyPress themes are so focused on the community content flow, and chances are your old theme wasn’t. That means it may be quite a big leap and something that will confuse your current readers and/or users. It’s something to keep in mind when browsing for BuddyPress themes. The best solution is usually to take a theme of your own and add the functionality to it.

				You’ll find BuddyPress themes here and there. Most of the really good ones, unfortunately, are paid themes, but there are a few free ones out there. The BuddyPress themes page (http://buddypress.org/extend/themes) isn’t exactly packed with options, but you’ll find some there. The links lead to the official directory so you’ll get all the benefits of automatic upgrades and whatnot.

				One might say that the BuddyPress theme community hasn’t taken full flight yet, but that isn’t all that surprising. After all, since you can add BuddyPress functionality to any theme, people do that rather than build something new to release. That being said, I’m sure we’ll see more themes with BuddyPress support out of the box as the plugin gains more ground in the future.

				Child theming BuddyPress themes

				Despite the fact that they rely on a plugin (that is, BuddyPress themes, of course), there is no reason whatsoever not to create child themes on top of a BuddyPress theme. If you find a theme you like, create a child theme for it to hold your alterations and custom stuff, just like you would with a regular theme. These are WordPress themes with added features, nothing more than that, so the same principles apply.

				As always, child themes can be a true time saver, especially if you intend to launch a new site quickly, but don’t want to muck around too much with BuddyPress functions in a theme of your own. Just find a BuddyPress theme that gets the job done well enough, and then style and twist it to your needs with a child theme.

				Wrapping It Up

				Isn’t it nice how easily you can add new features to your WordPress site with a simple plugin? Granted, BuddyPress isn’t all that simple when it comes to functionality or extreme customization, but it surely adds a bunch of new options for you and your visitors. This chapter just touches on some of the things you can do with the plugin, and chances are it’ll be even better in the months to come. After all, it has come a long way since it first launched.

				Now, there’s bound to be some more plugins you can use to charge your themes, right? Let’s dig into that in the next chapter.

			

			
		

	
		
			
				
				Chapter 11: Extending with Plugins

				Plugins are great for extending the functionality of your site beyond what you can get out of a WordPress theme itself. The real beauty of it is that someone most likely has already solved your potential problem and saved you much time and aggravation.

				In this chapter, I look at which plugins are good to rely on in theme development and WordPress site building.

				When Should You USE Plugins?

				Sometimes you want to do things that just aren’t supported in WordPress by default, and that’s when plugins come in handy. As you probably know already, there are a huge number of plugins available from the official plugin directory at http://wordpress.org (see Figure 11-1). All plugins that you find there are free to download and use, and there’s also some sort of quality control; at least you can rest assured that these plugins aren’t poorly disguised malware for your site.
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				Figure 11-1: The plugins page on wordpress.org

				The problem with plugins

				Don’t be afraid to use plugins. The fact that you can add features to a WordPress site as easily as activating a plugin is a great thing. As long as the plugin is decently written it shouldn’t affect your site much.

				Plugins are great, but you should definitely use them with caution. First, they offer even more overhead for your WordPress site. Adding functionality is fine, but consider how it is added. A poorly written plugin could put unnecessary strain on the database, or have a lot of http requests, for example, and that would make your site slower to load for your users. That’s a bad thing in SEO terms as well, as search engines take into account how fast your site is loading as well these days.

				Another thing you really need to be wary of is feature clutter. Adding cool functionality is tempting, especially since it is so easy to activate yet another plugin. However, you need to ask yourself if you really need that functionality and if your users will find it useful. What’s the point of adding a feature no one uses? Keep your WordPress site lean and mean by keeping it as free of plugins as possible, while still achieving the functionality you need obviously (see Figure 11-2).
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				Figure 11-2: The Plugins page in the WordPress admin panel

				Database bloat is another issue that sometimes comes with plugins. A lot of plugins (as well as themes, mind you) store data in the database. Sometimes it is just some innocent settings, but at other times you get a bunch of tables. If you run a plugin that adds a lot to the database, you definitely need to make sure to check up on it frequently. This is especially important on larger sites; smaller ones rarely have problems just because their databases have grown a bit due to plugins. Do a bit of database house cleaning every now and then and you’ll be fine.

				Speaking of databases, plugins that are storing stuff in the database sometimes leave a footprint, even after you have uninstalled them. Plugins written the way they should be written will have uninstall features that clear out the database entries the plugin is responsible for when you uninstall the plugin. But not all plugins do this (which is a shame, since adding the feature is simple enough). You might want to check your database, the wp_options table in particular, for unnecessary data left by plugins that you don’t use anymore.

				Developing themes that rely on plugins

				One thing you need to decide is whether you should rely on a plugin when developing your theme. There’s a huge different between adding theme support for something, and actually depending on it. After all, a theme that won’t work without a specific plugin isn’t all that useful in an environment where said plugin won’t work.

				In almost every case, when a specific plugin is needed, it is a good idea to add theme support for it, but make sure that the site won’t break when the plugin isn’t available. This is really simple: just make a check to see if the plugin function is present where you need it, as follows:

				<?php

				        // Check for function named foo

				        if (function_exists(‘foo’)) {

				                foo();

				        }

				?>

				Worth the extra code, wouldn’t you say? This is how the code would look when calling a related-posts plugin, normally just executed with the plugin-specific related_posts() tag:

				<?php

				        // Check for related_posts

				        if (function_exists(‘related_posts’)) {

				                related_posts();

				        }

				?>

				How to pick the right plugin

				There are three things you can do to make sure you’re picking the right plugin for the job.

				First, read up on what the developer says about the plugin, and possibly about the developer as well. What does the plugin support (for example, which versions of WordPress), and how often is it updated? You’ll find a lot of this information in the readme files of the various plugins you’re considering, but sometimes you need to dig deeper.

				Second, read up on what other users are saying about the plugin. You should be wary of plugins that are getting a lot of heat for bugs or error messages. However, just because some people have issues with a plugin doesn’t mean that you will. Remember, it is a lot easier for most people to post a negative comment than a positive one. A total lack of comments on a plugin downloaded hundreds of times is actually a good thing. It might very well mean that the plugin does exactly what it is supposed to. Another thing to keep in mind when looking at community feedback on a plugin is how difficult it is to set it up. If the plugin requires a lot of steps, or if there are a bunch of settings, it can get a lot of negative feedback online solely based on the fact that it isn’t for everybody, and some people just didn’t understand how to use it.

				Third, try the plugin yourself. This is a must for every plugin that’s even remotely interesting. You should not, however, test new plugins on a live site. Set up a local sandbox WordPress install that can break without giving you any more problems than reinstalling WordPress. It might also be a good idea to have a test area on your server, a subdomain to your regular site, or something like that, so you can see how the plugin performs in the live environment. Testing things yourself is important, because no matter how much others are telling you that this or that rocks, you won’t know what you think of it until you give it a spin.

				There are no shortcuts to picking the right plugin. Focus on the features you’re looking for (see Figure 11-3), and then start playing with it. Do your research, both on your own needs and on the plugins you’re considering, and you’ll be just fine.
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				Figure 11-3: Installing plugins from the WordPress admin panel

				Is it really a plugin I need?

				Sometimes you may want to add simple functionality to your site, and you start looking for plugins. But maybe that’s not the way for you to go. Maybe you should look at functions.php instead?

				The thing is, functions.php is a truly powerful template file. In theory, you can put just about any plugin in your functions.php file and run it from there. That, however, would not be a good idea. It makes sense to put features that are truly theme-specific in the theme’s functions.php template.

				Let’s say you’ve constructed a nifty little shortcode (for example, something like the [gallery] shortcode that you can use in your post, but with your own functionality). This shortcode is only interesting for your particular theme because it does something truly theme-specific. You could put the feature in a plugin and activate it, of course, but it makes a lot more sense to just have it in functions.php (hence it is always active, so to speak) since there’s no point in using it outside of the theme.

				You’ll have to decide whether you’re looking for a plugin or are in need of something stand-alone when adding functionality. Small stuff usually works just as well in the functions.php template file, but then again, you shouldn’t bloat it with features just because you can. There are no hard rules here: use your common sense is the only truly good advice. Scary, huh?

				25 Truly Great Plugins

				You can find a lot of truly excellent plugins out there. Some are multi-purpose features, others fill a specific need that a lot of WordPress users have, and yet others solve one little issue that almost nobody knew existed. My point is that the plethora of plugins out there means that you not only have a lot to choose from, but also need to wade through them when in search of the solutions that you are after. See the plugin post from Think Vitamin in Figure 11-4.
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				Figure 11-4: A plugin list post from Think Vitamin, http://thinkvitamin.com/code/20-must-have-wordpress-plugins-for-every-website

				Plugin list posts are popular online, and while the Internet has the upper hand over a static medium such as a book, I can still offer some plugins that stand above the rest. Hence the following list, with a short motivation for including the plugin in the first place. Do keep in mind that my list is by no means complete. Tons of options are available for the plugins that I list here, and many other respectable plugins are available as well.

				With that said, you really should check out these plugins.

				Commenting plugins

				WordPress has built-in comments functionality that is great on its own. Comment spam is an issue, unfortunately, so you want to be able to tackle that. There are also great plugins for displaying recent comments which is a commonly requested feature. 

				Akismet

				While many plugins can be used with your comments section, the most obvious one to use is Akismet (http://wordpress.org/extend/plugins/akismet), which even ships with WordPress. This is a solution to stop spammers, and you’re probably using it already so let’s move on to another option. 

				WordPress Hashcash

				WordPress Hashcash (http://wordpress.org/extend/plugins/wp-hashcash) is another tool that can help you manage comment spam, thanks to some JavaScripting (see Figure 11-5). It can solve your comment spam problem if Akismet just doesn’t cut it; the two plugins work perfectly well together.
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				Figure 11-5: WordPress Hashcash

				DISQUS

				Another solution to comment spam is to outsource it. There are two major players in this field; DISQUS is the larger one (the other one is IntenseDebate). With the DISQUS Comments system (http://wordpress.org/extend/plugins/disqus-comment-system), you’ll easily integrate with DISQUS and replace all your WordPress comments with the DISQUS system (see Figure 11-6). This works on both new and old sites since you can import your old comments. At times this means a lot of re-running the import script from within the plugin, since it can time out. Besides that, the DISQUS Comments system is a great solution if you want to run DISQUS Comments on your site.
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				Figure 11-6: DISQUS Comments system

				Subscribe to Comments

				The Subscribe to Comments plugin (http://wordpress.org/extend/plugins/subscribe-to-comments/) is one of the more important plugins available. It adds a check box that lets commenters subscribe to new comments to a post or Page, getting notifications via e-mail.

				Get Recent Comments

				Get Recent Comments is another nice plugin related to comments (http://wordpress.org/extend/plugins/get-recent-comments/). It lets you output nice, recent comment listings beyond those that the standard widget can provide. The plugin (see Figure 11-7) can be inserted with code, or by using the widget. The thing that makes this plugin great is the control it gives you over your comments, with pseudo-tags for various types of data about the comment, comment author, post, time and date, and so on.

				Most Commented Widget

				Another recent comments plugin is the Most Commented Widget (http://wordpress.org/extend/plugins/most-commented), which adds a widget that displays the most frequently commented on posts and/or Pages (see Figure 11-8). There’s not much to go on here in terms of settings, but it can be a bit fun at times.
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				Figure 11-7: Get Recent Comments
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				Figure 11-8: Most Commented Widget

				Simple Trackback Validation

				I’ll wrap up the comments section with Simple Trackback Validation (http://wordpress.org/extend/plugins/simple-trackback-validation), a truly excellent plugin that gets rid of trackback spam (see Figure 11-9). By checking the IP of where the trackback is from and comparing it to where the trackback link is pointing to, the plugin deduces if it is spam or not. The theory is that most trackback spam are made by bots, and those rarely reside on the same server as the target site. A second layer of protection checks whether there really is a link back to your site from the trackback link sent. Since most trackback spam isn’t contrived from actual spam sites containing a link, this usually gets rid of the worst.
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				Figure 11-9 Simple Trackback Validation

				Social media plugins

				Promoting your content using social media is important today, and a surefire way to get more readers. At least when done right, I might add, since spamming Twitter most likely won’t get you anything other than aggravated ex-followers, and a lot of blocks and report-as-spams. Not a good thing at all, so use social media sharing solutions with caution.

				Sociable

				Sociable (http://wordpress.org/extend/plugins/sociable) is a nice and easy solution for adding social sharing icons to your site (see Figure 11-10). It supports a huge number of social sharing sites (pick the ones that are relevant for you, and omit the rest to avoid clutter) and is decent enough in its original state. What’s nice is that you don’t have to use Sociable’s icons and you can style it yourself as well. A great options page and nice functionality makes this a nice quick and dirty option of getting your social sharing links onto your site.
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				Figure 11-10: Sociable

				Share This

				Another easy way of adding sharing solutions to your site is the Share This (http://wordpress.org/extend/plugins/share-this) plugin, which works with the Share This Web site. In other words, it’s a hosted solution where you’ll get stats and everything, if you like. There are a bunch of hosted solutions like this, so Share This might not be the perfect plugin for your site, but it’s a nice choice if you want a hosted solution rather than something that sits on your own server.

				Lifestream Feeds

				Lifestream Feeds (http://wordpress.org/extend/plugins/lifestream) is a cool way to fetch all your social media activities and store them in your WordPress database (see Figure 11-11). The plugin can pull in your tweets from Twitter, bookmarks for Delicious, pictures from Flickr, and so on. You can show off your social media activities on a page by itself. A word of caution though: The plugin can be pretty heavy on the server, so keep an eye out for dips in performance. Still, it’s the best solution for these things out there as I’m writing this. With a decent setup it works perfectly well, so I still recommend it.
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				Figure 11-11: Lifestream Feeds

				Content related stuff

				One way to get people to keep reading on your site is to use a related posts plugin.

				Yet Another Related Posts Plugin Options

				One great choice, and there are quite a few mind you, is Yet Another Related Posts Plugin Options (http://wordpress.org/extend/plugins/yet-another-related-posts-plugin), shown in Figure 11-12. This not only features a lot of setting options, but also has the option for separate template files. The plugin not only outputs related posts where you want them (easily added with a template tag or a widget), it also displays which ones are relevant on the Edit Post screen, which might help you in your writing.

				Popularity Contest

				Popularity Contest (http://wordpress.org/extend/plugins/popularity-contest) is another way to keep people browsing your site. Based on your settings, similar to the weighing method used in Yet Another Related Posts Plugin Options, you’ll get a list of your most popular content (see Figure 11-13). You can display the list using the widget or by using plugin-specific template tags, along with your posts.
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				Figure 11-12: Yet Another Related Posts Plugin Options
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				Figure 11-13: Popularity Contest

				Contact Form 7 

				Contact Form 7 (http://wordpress.org/extend/plugins/contact-form-7) is probably the solution for you. It’s one of a whole lot of form plugins that lets you set up anything from easy contact forms to more elaborate ones. 

				TDO Mini Forms

				Another form-related plugin is the excellent TDO Mini Forms (http://wordpress.org/extend/plugins/tdo-mini-forms), which lets you set up forms where the user can submit content to be stored as posts, which you can approve (or not) at your own whim. The plugin offers a ton of settings, and is really quite powerful whenever you need to involve people from outside of WordPress. Unfortunately it is not actively developed as I’m writing this, although it works perfectly well, and is by no means discontinued. 

				Gravity Forms

				A commercial alternative is Gravity Forms (http://www.gravityforms.com), although yet again, paying for plugins (and themes) is a grey area that you might not want to fiddle with. Gravity Forms is very popular, though, and might fit your needs so by all means check it out.

				SyntaxHighlighter Evolved

				If you ever intend to publish code on your site (for reading and not execution, that is) then SyntaxHighlighter Evolved (http://wordpress.org/extend/plugins/syntaxhighlighter) is a must. This plugin formats your code and lets the user save it to the clipboard easily. You can even style the code viewer, and there’s support for several different languages, including PHP and HTML for your cool WordPress snippet sharing needs. Figure 11-14 shows the tool in action.
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				Figure 11-14: SyntaxHighlighter Evolved

				Regenerate Thumbnails

				Regenerate Thumbnails (http://wordpress.org/extend/plugins/regenerate-thumbnails) is a potential lifesaver when switching from one theme to another where the default content width differs. Let’s say you have a lot of full width images, full content width, that is. Now, your new theme is 20 pixels wider, so the images you designed and placed in a manner tailored to occupy the full content width now look weird. Enter Regenerate Thumbnails, which will parse through all your images and create new thumbnails, as well as small, medium, and large versions of your images where it applies. The plugin fetches your image settings from the Media Settings screen, so make sure you got those right before kicking it off. And also, put on a kettle because it can take some time redoing all your images.

				Lightbox Plugins

				There are a ton of lightbox plugins, those plugins that make images (and sometimes other media, too) load in an overlay above your site. You know the type; this is a popular technique to display images these days.

				Shadowbox JS

				Shadowbox JS (http://wordpress.org/extend/plugins/shadowbox-js) is perhaps the best of the breed, but it requires a license for commercial use, which makes it a somewhat doubtful choice.

				Lightbox 2

				Lightbox 2 (http://wordpress.org/extend/plugins/lightbox-2) is another popular plugin that does more or less the same thing, but it is reported that it clashes with some other plugins, so check your setup before going with this one.

				CMS plugins

				WordPress is not just a blog platform anymore; it’s a CMS, or just a publishing platform, if you will. Traditional CMSs have some features that WordPress is missing, such as nice tree views for pages. 

				CMS Tree Page View

				CMS Tree Page View (http://wordpress.org/extend/plugins/cms-tree-page-view) adds a tree view page under Pages in the WordPress admin panel, as well as on your dashboard, if you like (see Figure 11-15). It’s really neat, and makes it a bit easier to get a decent overview of things.

				More Fields

				Another great plugin is More Fields (http://wordpress.org/extend/plugins/more-fields), which is basically a GUI to create custom fields (see Figure 11-16). It makes them look good, as well as make sense to your users. You still use them as you always have, so it’s really just a way to make them a bit easier on both developers and, mainly, end-users. Bonus: You might also want to check out More Types and More Taxonomies from the same developers as More Fields.

				[image: 9780470669907-fg1115.eps]

				Figure 11-15: CMS Tree Page View

				[image: 9780470669907-fg1116.eps]

				Figure 11-16: More Fields

				All in One SEO Pack

				Search engine optimization might not be CMS related per se, but then again it depends on what kind of site you’re building. There are several plugins that will help you optimize your content for search engines, which is like adding super-turbo-nitro to a muscle car since WordPress already works perfectly well with search engines out of the box. All in One SEO Pack (http://wordpress.org/extend/plugins/all-in-one-seo-pack) is probably the most popular solution, and it does the job well enough by adding custom settings for your posts so that you can target them better and so on. 

				Google XML Sitemaps

				You might also want to check out Google XML Sitemaps (http://wordpress.org/extend/plugins/google-sitemap-generator) for your sitemapping needs.

				Widgets Reloaded

				Don’t think that the default widgets that ship with WordPress cuts it? Neither do I; they are a bit dated and lack a bunch of features. Widgets Reloaded (http://wordpress.org/extend/plugins/widgets-reloaded) aims to solve this problem by offering updated widgets for things like showing Pages, search box, category listings, and so on (see Figure 11-17). It is a nifty way to spice up the widgets functionality.

				[image: 9780470669907-fg1117.eps]

				Figure 11-17: Widgets Reloaded

				Semi-advanced miscellaneous plugins

				There are a ton of plugins, and some of them are only interesting in very special cases. Here are some gems you may have missed.

				WP No Category Base

				WP No Category Base (http://wordpress.org/extend/plugins/wp-no-category-base) only applies to sites where you don’t want the automatic “category” addition (or whatever you’ve changed it to in your permalink settings) in your URLs. In most cases it is redundant, or just not necessary, but sometimes it makes a lot of sense.

				Redirections

				If you have old links you want to take into account, Redirection (http://wordpress.org/extend/plugins/redirections) is the plugin for you. It lets you set up redirects from one URL to another, which means that you can make sure that logical URLs work as well as the one you actually went with. Let’s say you have domain.com/msp as your URL, but some people might type in, remember, or whatever, the old URL, which is domain.com/my-super-product. With Redirection, you can make sure that people end up in the right place, using search engine friendly redirects. Figure 11-18 shows Redirections in action.

				[image: 9780470669907-fg1118.eps]

				Figure 11-18: Redirections

				Activate Update Services

				Activate Update Services (http://wordpress.org/extend/plugins/activate-update-services) is a multi-site only plugin. It adds the ping box to multi-site installs, which means that you can control the pinging services on a per-blog basis, just like you do with separate installs. 

				No Self Pings

				No Self Pings (http://wordpress.org/extend/plugins/no-self-ping) is another nifty little thing that makes sure the links within your domain aren’t registered as a trackback, hence not showing up in the comments. Handy.

				WP Mail SMTP

				Moving on, WP Mail SMTP (http://wordpress.org/extend/plugins/wp-mail-smtp) is an excellent solution when you’re on servers where you don’t want to send e-mails. You can, for example, use it to let your Google Apps account act as the e-mail service instead of the server itself. Figure 11-19 displays the Advanced Email Options.

				[image: 9780470669907-fg1119.eps]

				Figure 11-19: WP Mail SMTP

				WP Super Cache

				Wrapping up this list of plugins is none other than the savior of a ton of traffic, WP Super Cache (http://wordpress.org/extend/plugins/wp-super-cache), shown in Figure 11-20. This caching plugin basically creates HTML files of your site, which is a lot lighter on the server than the constant database queries WordPress relies on. Proper server hardware and software, along with PHP accelerators, will help, obviously, but the fastest solution to problems with slow or too heavily loaded sites is WP Super Cache. There are other caching plugins as well, but this is the most widely used and probably the best one, although that might very well change over time. Consult your needs and the server environment, and go with one if you expect some decent traffic. One thing is for sure though: WP Super Cache will help your site stay online.

				[image: 9780470669907-fg1120.eps]

				Figure 11-20: WP Super Cache

				If you’re having problems with WP Super Cache you might want to check out W3 Total Cache (http://wordpress.org/extend/plugins/w3-total-cache/) as an alternative. Caching is complicated stuff and your mileage will vary depending on your Web host and possibly other things in your WordPress setup as well.

				Writing Your Own Plugins

				If you know your way around with PHP, you can write your own plugins, should the community not already have done the work for you. Getting started with plugin development isn’t hard at all, but it is a step up from working with themes since you create everything yourself from scratch.

				That’s not entirely true, though, since WordPress gives you a bunch of hooks and functions you’ll no doubt want to use (for more information on action hooks, see Chapter 10). The action hooks are where you get into WordPress itself. For example, if you want to make something happen when a page loads, you’ll most likely attach your plugin’s PHP function for it to the wp_head hook.

				This book is not about plugin development, so you’re on your own here. As usual, the Codex is a good way to start, the Plugin API page (shown in Figure 11-21) in particular: http://codex.wordpress.org/Plugin_API.

				You can also get some pointers from my other book, Smashing WordPress: Beyond the Blog, (Wiley Publishing, Inc.), although it is a more general beast about doing cool, non-bloggish things with WordPress overall, and not just with themes or plugins.

				[image: 9780470669907-fg1121.eps]

				Figure 11-21: The Codex plugin API page

				Wrapping It Up

				Plugins are great when used with caution. They can solve a lot of your problems, but even though they may seem like an easy way out, they can also add overhead and be a nuisance in the future. The lesson here is to use plugins with caution, not to overload your site with unnecessary functionality just because you can and because it sits there in the wordpress.org plugin directory.

				But again, plugins are great, and even in theme development, you should utilize the power of plugins to lift your WordPress site to new heights.
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(% Plugins  saser

Screen Options Help

Search Installed Plugins

All (25) | Active (13) | Recently Active (5) | Inactive (12)

Bulk Actions 4+ | Apply

(@]
(@]

Akismet

Activate | Edit | Delete

CMS Tree Page View

Deactivate | Edit

Footer Notes

Deactivate | Edit

Get Recent Comments

Deactivate | Edit

Hello Dolly

Activate | Edit | Delete
Lightbox Gallery
Settings | Deactivate | Edit
More Fields

Deactivate | Edit

Most Commented Widget
Deactivate | Edit

Akismet checks your comments against the Akismet web service to see if they look like spam or not. You need an API key to
use it. You can review the spam it catches under “Comments.” To show off your Akismet stats just put <?php
akismet_counter(); ?> in your template. See also: WP Stats plugin.

Version 2.

| By Automattic | Visit plugin site

Adds a CMS-like tree view of all your pages, like the view often found in a page-focused CMS. By using the tree you can edit,
view, add pages and even search pages (useful if you have many pages). And with drag and drop you can rearrange the order
of your pages. Page management won't get any easier than this!

Version 0.7.6 | By Pir Thernstrom | Visit plugin site

Footer Notes adds a simple code block to your posts and feeds.

Version 0.1 | By Thord Daniel Hedengren | Visit plugin site

Display the most recent comments or trackbacks with your own formatting in the sidebar. Visit Options/Recent Comments,
after activation of the plugin.

Version 2.0.6 | By Krischan Jodies | Visit plugin site

This is not just a plugin, it the hope and of an entire summed up in two words sung most

famously by Louis Armstrong: Hello, Dolly. When activated you will randomly see a lyric from Hello, Dolly in the upper right of
your admin screen on every page.

Version 1.5.1 | By Matt Mullenweg | Visit plugin site

Changes to the lightbox view in galleries.

Version 0.6.3 | By Hiroaki Miyashita | Visit plugin site

Add more input boxes to use on the write/edit page.

Version 2.0.3 | By Henrik Melin, Kal Strém | Visit plugin site | Settings | Support | Donate
‘Widget to display posts/pages with the most comments.

Version 2.2 | By Nick Momrik | Visit plugin site
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bloggen o WordCam sameneal (= =
Stockholm 2010. ey :s blogg

ckholm 2010. Vi komner o — TDH:s blo;
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mer  Sogfy swect Forfesta pd #wpbar tre
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for nigonting. talarlistan tdhse Twingly Twitter
‘winmobile.se wordcamp.org workshop

Copyright © Bloggen f6r WordCamp Stockholm
Den officiella bloggen f6r WordCamp Stockhoim

1 Det var all, tillbaka till sidans topp! 1

Byggt pa Notes Blog by TDH
Powered by WordPress
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Search for: Search

Si m ple Portfo' io ABOUT GET IN TOUCH PORTFOLIO FRONT PAGE

« Portfolio post
‘Writing station
October 3, 2010 by Thord Daniel Hedengren Edit This

iPad and Moleskine

This is my writing station when I'm atthe cabin. An
iPad, a bluetooth keyboard, and my trusty Moleskine
notebook

The full sized image is 1024 x 765 pixels
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(5} Dashboard

5 Posts
(3 Media
Library
Add New

& Links
[ Pages
G Comments

[E5 Appearance
£ Plugins
A Users

T4 Tools
Settings

Edit Image

Title

Alternate Text

Caption

Description

File URL

File name: 4976444947_9162c70cc0_b.jpg
File type: image/jpeg

Upload date: October 3, 2010
Dimensions: 1024 x 765

Writing station

Alternate to what?
Alt text for the image, e.g. “The Mona Lisa"

iPad and Moleskine

This is my writing station when I'm at the cabin. An iPad, a bluetooth

keyboard, and my trusty Moleskine notebook. 4

http://10.0.1.5/sss/wp-content/uploads/2010/10/4976444947_9162c70cc
Location of the uploaded file.

Help
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606 [ https://api.wordpress.org/« % @

€ || C| | ¢ https://apiwordpress.org/secret-key/1.1/salt/

ai») 0O~ L~

define('AUTH_KEY',
define('SECURE_AUTH_KEY',
define('LOGGED_IN_KEY',
define('NONCE_KEY',
define('AUTH_SALT',

define('SECURE_AUTH_SALT',

define('LOGGED_IN_SALT',
define('NONCE_SALT',

' /4" .1)}GnupQ( ]XMS}606Qcv| . Jt{K v[50DzU~| juF]|2z2yoZ >Ya$riv)2R];Z');
'0S}v/wtac{N-¥xX]b_r6 W;cm2FWonA_"2o0s|XbFz{M<Q;n|e$LrNEy}Ft2|0c|N');
'rzU|=0s,q?sFKgru]p=|Urd; x0=hTZC-TWh@w ep2G2I=JFt3?" +(0thNEwif2$|');
'3~Im%"2b3quR]3i=0HxVib-h"npIW4ut]BGq03BgB?8%08H} 76TKLp1 | ~X/ 1<xJ-");

' XWLUAK"7SvEd" | XE, SDh* LkP | AvmB=-Aq (~wh.d5q1Z078@g C=H6#|C?0+q+5-82");
' KM=Qr 1FVvY>VEtkvw"vJIZC/U#J}-i1*BWLn nZ+$8>6d-F=Pl*sUxT6yNg[t6,4."

'GW7z31E@ rHQUAQPAA_SE?KR3*YBnO." (,V<_L OL{0};k}",t)xQ|gN?wFR d=s" i
' | /R:TYW><2?k? " 0gGp+N{ge+( ) |y-F(JISEf&E#xMnH.0|ulrDs=+Uy<A9[FQPsxI');
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WP Super Cache Settings

| Notice: Mod_rewrite or Legacy caching enabled. Showing Advanced Settings Page by default.

Caching

Miscellaneous

Advanced

() Cache hits to this website for quick access. (Recommended)

(O Use mod_rewrite to serve cache files. (Recommended)

(O Use PHP to serve cache files.

@ Legacy page caching.

Mod_rewrite is fastest, PHP is almost as fast and easier to get working, while
legacy caching is slower again, but more flexible and also easy to get
working. New users should go with PHP caching.

() Compress pages so they're served more quickly to visitors.
(Recommended)

Compression is disabled by default because some hosts have problems with
compressed files. Switching it on and off clears the cache.

() 304 Not Modified browser caching. Indicate when a page has not been
modified since last requested. (Recommended)

304 support is disabled by default because in the past GoDaddy had
problems with some of the headers used.

(L Don't cache pages for known users. (Recommended)

™ Cache rebuild. Serve a supercache file to anonymous users while a new
file is being generated. (Recommended)

(O Proudly tell the world your server is Digg proof! (places a message in
your blog's footer)

() Mobile device support.
(0 Clear all cache files when a post or page is published.
() Only refresh current page when comments made.

Make WordPress Faster

WP Super Cache is maintained and developed
by Donncha O Caoimh with from
many others.

He blogs at Holy Shmoly and posts photos at In
Photos.org.

Please say hi to him on Twitter too!
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[") Dashboard « Betaspelblogge * '\ .- |

€ 5 C fi O betaspelbloggen.se/wp-admin/

Betaspelbloggen My Account ¥  MyBlogs ¥  Notifications ¥

@ Betaspelbloggen New Post v Howdy, Thord Daniel Hedengren | Log Out
AN Screen Options v Help
S
] Super Admin Dashboard
&} Dashboard BuddyPress is ready. You'll need to activate a v theme to take of all of the features. We've bundled a
default theme, but you can always install some other compatible themes or upgrade your existing WordPress theme.
My Sites
Updates Recent Comments Right Now
Akismet Stats g
Beern ittt S Pinghack on Speltoppen vecka 37, 2010 # Content Discussion
BuddyPress
@ Speltoppen vecka 37, 2010 2,084 Posts 712 Comments
[...] 1-4; Lego Batman; Metroid: Other M. Nintendo DS. New Super 12 Pages 689 Approved
5P Posts Mario Bros ... Continue here: Speltoppen ...
7 Categories O Pending
5h Media
757 Tags 23 Spam
& Links From Diyar on Lords of Shadow #
© Pages fan vad harligt detta spel ar jag lingtar tills den kommer Theme Spelbloggen with 9 Widgets Change Theme
= You are using WordPress 3.0.1.
Pages
- Akismet has protected your site from 1,531 spam comments already,
Add New ’ — and there are 23 comments in your spam queue right now.
From Jonas on Familjen Molyneux vill ha Half-Life 3 #
|} T Haha han ar verkligen gravalivarlig :)
= Recent Drafts
[T Appearance " =
8 From Erik on Halo Reach slutar fungera och Microsoft Pixelhomage med Pix'n Rush 19 September 2010
£ Plugins . En del spel blir man kir i direkt och i..
&, Users Mitt Halo Reach funkar inte pa xbox 360 med 250gb Golden Axe hller (ndstan) &n 18 September 2010
hardisk | Jag gillade verkligen Golden Axe nar det begav sig, vilket...
T4 Tools Forbannade gator i Street of Rage 18 September 2010
0 et En del spel ska nog helt enkelt lamnas i det...
Ll rom Henrik Blomgren on Square Enix sliipper virtuell Eg: Diirfor mér Wii bra, justnu 20 june 2010 s
valuta, snart handlar du med Crysta # Hur siljer man in 3D till folket? 16 June 2010 i1
SRiCaact Kanns inte speciellt intressant med en valuta som man

Niewall
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Sociable Options

Sites:

Check the sites you want to appear
on your site. Drag and drop sites to
reorder them.

CBuwon  LOwx Do s
_ O £ Add to favorites O bl garrapunto O 7 piracoras.com

O D ginkuist O B blogmarks O D slogosphereNews O &3 blogtercimiap
O “ connotea O B current O W pesign Fioat O 9/ piggita

O 1! piigo O = DotNerkicks O dz pzone O € exudos

O F O O faves O € hex O 0 FriendFeed
O & rspaily O @ ciobal Grind 0 @ cwar O KB HackerNews
O 4 Haohao O @ HealthRanker O 0 HelloTxt O [ Hemidemi
O & Hyves 0 Q uentica O K indianpad O Intenetmedia
O % Kinsy O [ naaikit O " LaTafanera O % LinkaGoGo
O ] Linkarena O [ vinkedin O 2 Linkeer O 22 ve

O & Meneame O 3 misterwong O 3 misterWong.DE O M vos

O V' MsNReporter 0 O i O 4 myshare O % wmyspace

0 & me O K3 Netvibes O R Newouz O B3 Newsvine
O @ nay O ™ eor O Ping.fm O  posterous
O " propeller O L] qon= O M Ratimarks O B gecs

O %7 Reddit O B gss O © scoopea O & segnalo

Help +
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(4 Featured | The Epic Test Blog || &
€ 9 C | i 7% http://localhost:8888/wp3/2cat=3 » O F-
Mmail B cal MM @3 Docs () Reader [E3fb Eme Ssb Triaden #cache (L] ADM (] Ovriga bokmérken

Category Archives: Featured (‘search)

Good Old Days Archives
Posted on September 5, 20 = September 2010

Meta

= Site Admin

« Logout
How are things beside things, aside from these who are beside the point?

d on September 5, 2 2

Man Am | Featured (or what?)

ber 5, 20

by tdh

A Cool Gallery of Things
>osted 0 v 5,2010 by
This gallery contains 4 photos.

Do you like it? I do.
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T3 Permalink Settings « Notes & x

€ | C| A | ¥ http://notesblog.com/wp/wp-admin/options-permalink.php > O~ £~
Permalink Settings
=
By default WordPress uses web URLs which have question marks and lots of numbers in them, however WordPress offers you the ability
@J to create a custom URL structure for your permalinks and archives. This can improve the aesthetics, usability, and forward -compatibility
f of your links. A number of tags are available, and here are some examples to get you started.
O Common settings
Q ODefault http://notesblog. com/?p=123
— ODay and name http:/ om/. ample-post/
& OMonth and name http:// /sample-post/
A ONumeric http://notesblog.com/archives/123
T @ cCustom Structure /%year%/%postname%/
Optional

If you like, you may enter custom structures for your category and tag URLs here. For example, using topics as your category base
would make your category links like http://example.org/topics/uncategorized/ . If you leave these blank the defaults will be used.

Category base category

Tag base tag

Save Changes
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Hi there, Welcome to the New Think Vitamin. Keep up to date by signing up to our and subscribing to our

THE
WEB E
PRACTITIONER'S Home  Membership ~ About  OnlineConferences  Podcast ~ Archive  Write For Us
BLOG

Topics

20 Must Have /]
WordPress Plugins
ForEvery Website -~ 50

(=D}

Hcila

By Amber Weinberg
09 June 2010 | Category: Code
[ scarch ]

Editors Note: In her first article for Think Vitamin WordPress speciolist Amber Weinberg
looks at the plugins she can't do without.

G -OTHINK VITAMIN @ §3
MEMBERSHIP
* VIDEO TUTORIALS *
ONLINE CONFERENCES o) -

I've reviewed several plugins before, but since | started using WordPress as the CMS for
almost every site | do now, I've amassed some great and very essential plugins.
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Advanced Email Options

Update Options »

From
From Email:
hi@tdh.me
You can specify the email address that emails should be sent from. If you leave this blank, the admin email will be used.
From Name:
TDH says hi
You can specify the name that emails should be sent from. If you leave this blank, the emails will be sent from WordPress.
Mailer
Mailer:

(O Send all WordPress emails via SMTP.

@® Use the PHP mail() function to send emails.

Help






OEBPS/images/9780470669907-fg1006_fmt.jpeg
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p-admin/them by k-opti 1

@ Notes Blog Core Demo  serch Esgines Blocked

7|

New Post v Howdy, Thord Daniel Hedengren | Log Out

Help +
Gt Dashboard Making Your Theme BuddyPress Compatible

# Posts Adding support for BuddyPress to your existing WordPress theme can be a straightforward process by following the setup instructions on this page.
Media

Step Two

& Links

[C) Pages Templates moved successfully! This is great news, BuddyPress templates are now in the correct position in your theme which means you can skip step
two and move on to step three.
) Comments

8 Apparce | v

Themes.

Widgets
Menus
BP Compatibility
Background
Header
Editor

£ Plugins

& Users

T} Tools

[£7) Settings

Thank you for creating with WordPress. | Documentation | Feedback Version 3.0
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The Epic Test Blog

Hello world!

Welcome to Wordres Thi s your st pos. B ordlte ,then art:
togsing!
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() BP Compatibility < Notes Blo:

€ > C At Ocore com/wp/wp-admin/themes.php?page=bp-tpack-options&finish=1

Notes Blog Core Demo My Account ¥ Notifications

@ Notes Blog Core Demo  search Engines Biocked New post v

Howdy, Thord Daniel Hedengren | Log Out

Help

£} Dashboard BuddyPress Theme Compatibility

BuddyPress is ready. You'll need to activ: Pr mpatible theme to take advantage of all of the features. We've bundled a default theme,
but you can always install some other compatible themes or upgrade your existing WordPress theme.

(¢ ions, you have the Buddy theme ity setup
& Links o
[ Disable BP Template Pack CSS
0 NOTE: To remove the "BuddyPress is ready” message
[ Pages The BuddyPress template pack comes with basic wireframe CSS styles that will format the layout of you will need to add a "buddypress" tag to your
=] == luddwms.s pages. You can extend upon these styles in your theme's CSS file, or simply turn them theme. You can do this by editing the [styIazEss] file
off and build your own styles.
of your active theme and adding the tag to the
[ Appearance y | O Disable BP Template Pack Js / AJAX "Tags:" line in the comment header.
Themes The BuddyPress template pack will automatically integrate the BuddyPress default theme javascript
and AJAX functionality into your theme. You can switch this off, however the experience will be Navigation Links
Widgets Yo : £ o
somewhat degraded.
Menus

You may want to add new navigation tabs or links to
BP Compatibility your theme to link to BuddyPress directory pages. The

Save Settings default set of links are:
Background
ity: http:/ /core.notesblog.com/activity/
D Activity: h re.notesblog.com/activi
Editor Members:
Groups: http://core.notesblog.com/groups/
ST
foaEe Forums: http://core.notesblog.com/forums/
& Users Register: http://core.notesblog.com/register/
(registration must be enabled)
T} Tools
Settings Reset Setup

If you would like to run through the setup process again
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A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

es Mag

News
Archives
Menu Test
About

Our Location
Contact Us
Links
Support
History
featured

left ‘middle

tags search

right widgets middle widgets
* You need to add a widget in the Footer widget area, mate!

‘This is the footer that sits outside the site!

‘widget area

left widgets
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A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

Notes Mag

News = Archives Menu Test Abol Our Location =~ ContactUs | Links = Support = History

New Twitter.com Gallery with Captions Hello, what are you doing here?

Tlove me some Twitter! Hopefully you'llfollow | Wow, things seem to rock pretty hard in there, | T'm guarding this place!
me at @tdhedengren, right, right, right?! right?

Uncategorized acnive

« Older posts The 10 latest updates

‘Comments off, Trackbacks on
Another one Both Comments and Track/Pingbacks Off
W n by Thord Daniel Hedengren « filed under Uncategorized This post has comments off
Leave a comment * Edit
Attachment FTW, not image. T

New Twitter.com
Test with other attachments Gallecy with Captions

Written by Thord Daniel Hedengren * fil

Leave a comment « Edit

Uncategorized Gallery Test Numero Dos

T Gallesidash
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PRSP SER o developer documentaion

Carrington

The CMS Theme Platiorm for W

dPres

ABOUT CHANGELOG DEVELOPERS DOWNLOADS & THEMES SHOWCASE YOURSITE THANKS! Register Login

Categories: Announcements Development General InThe Wild Showcase Themes

XMPP Standards Foundation

The XMPP Standards Foundation is an independent, nonprofitstandards development
is protocols for presence, instant

messagmg and reakime communicaton and colaboraon on top of the IETF's Extensible About Carrington

Messaging and Presence Protocol (XMPP)

Carrington s a theme platiorm for WordPress from Growd
Favorite. tincludes the Carrington Core, a reactive

that it
styles for diflerent site areas and content and Garrington

The XSF site is the central repository of information on the XMPP protacol

sted in Showease
a Build, an advanced drag and drop page layout system that
3y showcaseuser - September 15,2010 2 Comments Off enables full editorial control for complex pages. more —
Updates to Blog, Text and Mobile Themes — Rsceit Poats
We submitted these to WordPress.org a week ago, you can track the progress here. In the »Ocmmintly Suppor: * M Dk ais Houndion
meantime, you can download the updates from the Google Code project page. 2 Crowd Pavortie ? Updates o Blog, Text and
+ Downoad Mobile Themes
Posted in Carrington Biog, C: Carrington Text > Professional Support > Carrington JAM 1.4
> SVN (Google Code) > Carrington Core 3.0.1
11 Alex King - September, 2010 2 No comments » 34 s O
> Carrington Core 3.0
Categories > INK Design
> Child Theme Support for
> Announcements
Carrington JAM 1.4 higoe
> Carrington Blog
Ok Sl > WordPress HelpCenter
Carrington JAM (Just Add Maricp), our thema skeleton or use increating your own theme artingtor Mo,
> Carrington Mobile 0 Hesotirons
based on the Carrington framework, has been updated to version 1.4. Carrington JAM version
> Carrington Text

1.4is now available. This includes Carrington Core 3.0.1 and updates to the comment
functions to utilze the latest builtin WordPress core features.

o
H
g
H

Recent Comments

> General
Please download from the themes page and be sure to check out the recently updated and > InThe Wild > Devin Reams on The Post
> Showcase Context
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(& The Epic Test Blog | Just a )

€ 5| C| | % http://localhost:8888/wp3/ > 0O~ F-

The Epic Test Blog Jus arher WordPress e

Hey buddy, you need to get some widget in b

The Epic Lorem Ipsum Post Search)

Posted on September 2, 2010 by td
Archives

Lorem ipsum dolor sit amet, eleifend sodales sed urna fermentum. A mi. Et tempus = September 2010

massa convallis bibendum lectus dui. Feugiat sit donec at, mi nullam molestie, arcu lacus

lacinia placerat etiam, nunc quis donec ac semper vivamus donec, mollis ut donec tellus.

Mi amet, condimentum fringilla dolor nisl, nec molestie, phasellus orci, metus nisl
sollicitudin sed accumsan felis. Eget et viverra metus felis, libero viverra dui gravida.
Felis ridiculus sociis, odio per condimentum elementum in non. Proin aliquam aliquet
aenean felis, nec sapien cras pretium diam lacinia odio, arcu et cras erat quis aliquet,

egestas libero auctor porttitor pellentesque. Ac vehicula, enim non phasellus pede vitae, N
eu wisi possimus posuere pulvinar sagittis sociosqu, nonummy feugiat, ultricies hendrerit
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Screen Options v Help

[ Widgets

Drag widgets from here to a sidebar on the right to activate them. Drag widgets back here to

deactivate them and delete their settings. Text: This is a dummy blog!
Archives Authors
Most Commented: What's hot?
An advanced widget that gives you total An advanced widget that gives you total
control over the autnut of vour archives. control over the autout of vour author lists.
Pages
—— Tile: include authors
An advanced  Pages About Mr Ipsum
control over * About this page Thord Daniel Hedengren
(links). sort_order Archives L
Ascending +
exclude link_before
sort_column About
Title N About this page A TEEa]
Archi
s . showdate
depth ° s
exclude_tree i
Get Recent  number
meta_key date_format Fi, ¥
Get Recent C  offset ‘
+ @ Hierarchical? hierarchical
child_of
Meta meta_value
Log infout, a
links

onene  Cose =

control over the output of your menus.
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@ Simple Portfolio  search Engines Bocked New Post v Howdy, Thord Daniel Hedengren | Log Out

Screen Options v Help

G} Dashboard 57 Edit Post

 Posts v Portfolio post Publish

rosy Permalink: http://10.0.1.23/555/2010/ 10/ portfolio-post/ (_Edit ) View Post ) (_ Get Shortlink Preview Changes

Add New

c Status: Published Edit

e Upload/Insert [=) &1 3 & Visual HTML 2

Post Tags . = Visibiliy: Public Edit
@MT B 7 s = = 2 =)E) [ Published on: Oct 3, 2010 @ 22:12 Edit
@ Links

[C] Pages

) Comments

Oh my, that is one very random set of images, wouldn't you say so? Then
again, for testing purposes it works perfectly fine so what am I complaining
about really? No, you don't have to answer that question, it was rhetorical.

Categories
All Categories  Most Used
™ Portfolio
O Blog
O News
v

+ Add New Category
Path:
Word count: 42 Last edited by Thord Daniel Hedengren on October 10, 2010 at 6:22 pm
Post Tags
Excerpt Add New Ta Add

This here portfolio post contains a bunch of random images snagged from my very own Flickr account. Separate tags with commas

Atg Moretags itagay
2 -
Excerpts are optional hand-crafted summaries of your content that can be used in your theme. Learn more about manual excerpts. Wios Phty <

Shooce from the st ued 2 v
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Plugin Information: More information about BuddyPress Template Pack 1.0.2

Installation ~ Changelog

Description

Warning: This plugin has not been tested with your current
version of WordPre!

Add support for BuddyPress to your existing WordPress theme. This

plugin will guide you through the process step by step. Once you are
finished, your existing WordPress theme will be able to manage and

display all BuddyPress pages and content. The process is completely
reversible and does not modify any of your existing template files.

FYl

Version: 1.0.2
Author: apeatling
Last Updated: 220 days ago

Requires WordPress Version:
WordPress 2.9.1 / BuddyPress
1.2 or higher

Compatible up to: WordPress
2.9.2 / BuddyPress 1.2

Downloaded: 43,017 times
WordPress.org Plugin Page »
Plugin Homepage »

Average Rating

i

(based on 23 ratings)
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Commercially Supported GPL Themes

While our directory is full of fantastic themes, sometimes people want to use something
that they know has support behind it, and don't mind paying for that. Contrary to
popular belief, GPL doesn't say that everything must be zero-cost, just that when you

receive the software or theme that it not restrict your freedoms in how you use .

With that in mind, here are a collection of folks who provide GPL themes with extra paid
services available around them. Some of them you may pay for access, some of them are
membership sites, some may give you the theme for zero-cost and just charge for
support. What they all have in common is people behind them who support open source,
WordPress, and its GPL license.

PriMo Themes Photocrati

AR S

POTLRAT

Three new themes per month, images that live
Cross-browser compatible. with bold imagination
Amazing designs! painted with the light
Spectacu.la UP Themes
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Search for:
ABOUT GET INTOUCH PORTFOLIO FRONT PAGE

Simple Portfolio

Default right column
This is the default right column,

About

Posted on September 14, 2010 by Thord Daniel Hedengren * Edit

This is an example of a WordPress page, you could edit this
to put information about yourself or your site so readers ﬁ
know where you are coming from. You can create as many !
pages like this one or sub-pages as you like and manage all
of your content inside of WordPress.

{

And fancy that, 'm writing some more than just the standard WordPress blah-
blah. This is as good time as any to show of image floats, which obviously should
adhere to the WordPress standard with classes for alignrighr, alignleft and
aligncenter.
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Permali

: hitp://10.0.1.23/555/2010/ 10/ portfolio-post/ _Edit ) View Post ) (_Get shortlink
Add New

Categories Upload/insert = & A 3 Visual HTML
Post Tags
—— B 7|k

Media
& Links
[ Pages
) Comments

Appearance
£ Piugins
8 Users

T} Tools
Settings

Oh my, that is one very random set of images, wouldn't you say so? Then
again, for testing purposes it works perfectly fine so what am I complaining
about really? No, you don't have to answer that question, it was rhetorical.
Path:
Word count: 42 Last edited by Thord Daniel Hedengren on October 10, 2010 at 6:22 pm
Excerpt

This here portfolio post contains a bunch of random images snagged from my very own Flickr account.

Excerpts are optional hand-crafted summaries of your content that can be used in your theme. Learn more about manual excerpts.

v

v | Howdy, Thord Daniel Hedengren | Log Out

Screen Options v Help

Publish
Preview Changes
Status: Published Edit.

Visibiliy: Public Edit
[ Published on: Oct 3, 2010 @ 22:12 Edit

Categories
All Categories  Most Used

# Portfolio
O 8log
O News

+ Add New Category

Post Tags.

Add New Tag Add
Separate tags with commas

Atag  Moretags  (itaggy

Whoa Photo e

Chooce from the oct uced taoe v
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Featured Image
HEADER IMAGE

Title Lorem Ipsum Title Des

Vestibulum mollis mauris enim. N 1 ac lorem rutrum elementum

forbi cuismod mag

Donec viverra auctor lobortis. Pellentesque eu est a nulla placerat dignissim. Morbi a

enim in magna semper bibendum.

Title Ipsum

Etiam scelerisque, nunc ac cgestas consequat, odio nibh cuismod nulla, cget auctor

orci nibh vel nisi. Aliquam erat volutpat. Mauris vel neque sit amet nunc gravida

congue sed sit amet purus. Quisque lacus quam, cgestas ac tincidunt a, lacinia vel

velit. Aenean facilisis nulla vitae urna tincidunt congue sed ut dui. Morbi malesuada

nulla nec purus convallis consequat

Vivamus id mollis quam. Morbi ac commodo nulla. In condimentum orci id nis|
volutpat bibendum. Quisque commodo hendrerit lorem quis cgestas. Maccenas quis

tortor arcu. Vivamus rutr

m nunc non neque consectetur quis placerat neque

lobortis. Nam vestibulum, arcu sodales feugiat consectetur, nisl orci bibendum elit, eu

cuismod magna sapicn ut nib corcor dictum

donec um;\l quam sceleri

ostorf

gravida. In hac habitasse plat

sem diam ultrices.

GET IN TOUCH

age Content

header.php

g

Widget Areas
Subdata area ’
Page menus
Postmeta
Date and timestamp
Authors
Tags
And so on

Vestibulum mollis mauris enim

Donec viverra auctor lobortis

Mortls ebar h
h\bendus @ -

Odio nibh euismod nulla, eget auctor
orci nibh vel nisi

Quisque lacus quam
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4993216609_5a3dc85666_b
4986373969_82dfc5cb4a_b
4922590535_8eee56281e_b
Mario guarding

4473059799_b0ec9246d0_b

Save all changes
Gallery Settings

Link thumbnails to: O Image File @ Attachment Page

Order images by: Menu order

Order: ® Ascending O Descending

Gallery columns:

Update gallery settings
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Betaspelbloggen My Account ~  MyBlogs ~  Notifications ~

@ Betaspelbloggen New Post v Howdy, Thord Daniel Hedengren | Log Out
Help

3 Super Admin Forums Setup

&} Dashboard New bbPress Installation

. BuddyPress ‘ v You've decided to set up a new installation of bbPress for forum management in BuddyPress. This is very simple and is usually just a one

click process. When you're ready, hit the link below.
General Settings

Canait Sehini Complete Installation

Forums Setup

Profile Field Setup

s Posts
(5 Media
& Links
[C] Pages
) Comments

Appearance
£ Plugins
& Users

T4 Tools
Settings

{&; Contact
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WORDPRESS.ORG

Codex

Main Page
Getting Started with WordPress »

= New To WordPress - Where to Start

Installation

Installation Help

Upgrading WordPress
WordPress in Your Language
Posting in WordPress
WordPress for Beginners
WordPress Lessons

File and Plugin Management

WordPress Plugins
FAQ New To WordPress

WordPress 3.0 Information

WordPress Version 3.0 Features

Installing WordPress
Updating WordPress
WordPress Support Forums
WordPress Download

Codex Go

Home Showcase Extend About Docs Blog Forums Hosting

Codex tools: Log in

Home Page
WordPress Lessons.
Getting Started

Working with WordPress
Design and Layout
Advanced Topics
Troubleshooting
Developer Docs

About WordPress

Codex Resources
Community portal
Current events

Recent changes
Random page

Help
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idgets « Notes Blog

€ 5 C A % http://notesblog.com/wp/wp-admin/widgets.php

> O- k-

@ Notes Blog

B Widgets

B

Available Widgets

delete their settings.

Akismet

Akismet

Calendar

A calendar of your site’s posts

Custom Menu

Use this widget to add one of your custom
menus as a widget.

EeegRd,06EN

Pages

Your site’s WordPress Pages

Recent Posts.

‘The most recent posts on your site

Search

A search form for your site

New Post

Drag widgets from here to a sidebar on the right to activate them. Drag widgets back here to deactivate them and

Archives

A monthly archive of your site's posts
Categories

Alist or dropdown of categories

Links

Your blogroll

Meta

Log in/out, admin, feed and WordPress.
links

Recent Comments.

The most recent comments

RSS

Entries from any RSS or Atom feed

Tag Cloud

Your most used tags in cloud format

v Howdy, Thord Daniel Hedengren | Log Out

Screen Options +  Help

Text: Buy My Book!

Search: Search

Tag Cloud: Tag Cloud

Recent Posts: Most Recent Posts.

Recent Comments: Most Recent Cor
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Category Archives: Featured

Man Aml| Featured (or what?) Archives
on September 5, 20 = September 2010
Meta
= Site Admin
Let’s Alter Some More, OK? et
Posted on Septer h

Lorem Ipsum is so 1997

ted on September 5, 2010 by tdh

Another Post to Die For

1 September 5, 2010 by tdh

The Epic Lorem Ipsum Post

ber 2, 2010 by tdk
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Betaspelbloggen  MyAccount ¥  MyBlogs v  Notifications v Admin Options ~

(] /32 beta.spelbloggen.se/group:

pelbloggen pa Facebook

’ﬂ‘ SWPT Du gillar detta. Sluta gilla

Public Group active 10 seconds ago
222 personer gillar Spelbloggen.

This group is all about Smashing WordPress Themes.
iy «ANE

RSS NoFiter B) j

Home Admin Members (1) Send Invites

Mobigo (Uppdrag NU)
Mobil arbetsorder, tidrapportering for

WHAT'S NEW IN SWPT, THORD? féretag med personal pa faltet
www.erisma.se
’ Webbstrategi och desian

Webbyr3 med fokus p3 er affér Lis
artiklar och case p3 var site
www.Impera.se

Post Update
Du kan bygga en Hemsida
Enkelt - Perfekt for nyl
dagar sen fr 99kr/man

Thord Daniel Hedengren posted an update in the group SWPT: o0 seconds ago

View - Delete (G > I Coogic <oronse

Hey all, nice huh?

. -
Reply (o) Favorite Wehbyr! med fokus pa' er affér Las
artiklar och case pa var site

. R : v
_- Thord Daniel Hedengren created the group SWPT 0 seconds ago - View h&w ubenbyagsen Hamside = y
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The Epic Test Blog

Lorem Ipsum is so 1997

Proin orci sagittis. Ut et semper dignissim pellentesque mollis sollicitudin enim rem
massa ut proin. Mollis gravida ac donec varius pharetra. Ullamcorper deserunt libero. Et
consectetuer dolor turpis lorem vel. Donec mollis placerat. Auctor auctor aliquam. Orei
tristique lorem fermentum per vulputate vel at pretium enim morbi tincidunt. Ut
porttitor id erat massa dolor litora quis leo. Duis viverra blandit.

Magna quisque eu est in malesuada sed posuere occaecat cras dolor suspendisse. A felis

amet. Fusce suscipit quam purus rhoncus magni in purus ultrices fermentum lorem justo.

Diam nullam neque aliquet in diam. Pretium nibh ac. Tellus nec nulla euismod faucibus
metus pretium scelerisque ipsum. Lacinia ut libero mauris sodales turpis donec mauris
pulvinar. Ac ante dui. Esse venenatis eget. Phasellus lectus at placerat mauris at.
Convallis rhoncus dis diam et odio vestibulum donec nec a vel eleifend. Enim tincidunt
consectetuer. Vel tincidunt non. A volutpat arcu dui nulla porta. Nulla amet dolor.

Just another WordPress site

Search
Search )

Categories

+ aciform

» antiquarianism
- arrangement
« Asides

= asmodeus

= broder

= buying

- CatA

- CatB

- catC

= championship
« chastening

- enphagy
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[| Edit Page

I Page draft updated. Preview page

Screen Options v Help

Archives

Permalink: http://notesblog.com/archives/ [ Edit

Upload/Insert & & A Visual  HTML
b i link b-quote det ins img ul ol li code more

lookup  close tags
You can browse the archives in any way you'd like using the links below.

Word count: 13 Last edited by Thord Daniel Hedengren on August 29, 2010 at 6:18 am
Custom Fields

Discussion

Publish

Save Draft

Preview

Status: Draft Edit
Visibility: Public Edit

[ Publish immediately Edit

Move to Trash

Page Attributes
Parent
(no parent) +

Default Template

4 | ¥ Archives I

Order

[

Need help? Use the Help tab in the upper right
of your screen.
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e . 5] //omddwress.urg | Plugins \

€ 5 C & © buddypress.org/extend/plugins/

Login  SgnUp

Plugins Asarugn Search plugins

Search

Recently Updated

Viewing plugin 1 to 25 (246 total plugins) | 10 =

MapPress Easy Google Maps

MapPress adds an interactive map to the wordpress editing screens. When editing a post or page just enter any addresses you'd like to
map. The plugin will automatically insert a great-looking interactive map into your blog. Your readers can get directions right in your blog
and you can even create custom HTML for the map markers (including [..]

Wk ¥ Version: 20.4 - Requires: 3.0

BP Xtra Signup

This plugin lets you add a Terms of Service checkbox and, optionally, a Mailchimp signup checkbox to your BuddyPress registration
page. Additionally, an ajax username availability check, a password strength meter, email check and date of birth check can be
activated. ..

iy Version: 1.5.1 - Requires: WP 3.0, BP 1.2

Plugins  Themes Search

WHO WHERE

. Buddy PreSS is Bm?’;ss? isalreadyusingit? | canIdownloadit?

Search

Login

To start connecting please log in first.
You can also create an account.

Username

Password

——

O Remember Me

Log In

Recently Active Member Avatars

@30
Saaa
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€ > C i ¥ hitp//labb.cyli net/wp-admin/p -php?post_type=podcasts

> B- 4-

() LABG  scres i s

{3} Dashboard

5P Posts
Media

& Links

{0 Pages

) Comments
# Podeasts
Podcasts
Add New

Appearance
£ Plugins
& Users

T} Tools
Settings

s Add New Post

Hey look, it's a Podcast post!

Permalink: http://lab6.cylinderlabs.net/7post_

Upload/Insert = & A &

Path:
Word count: 0

Thank you for creating with WordPress. | Documentation | Feedback

Change Permalinks

Podcasts v Howdy, tdh | Log Out

Screen Options v Help

Pul

Save Draft Preview

Status: Draft Egit
HTML
Nizual Visibility: Public Edit

[ Publish immediately Edit

Move o Trash [ _ruoien

Draft saved at 8:26:24 am.

Version 3.0
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Theme Nome: Twent,
Theme URI: http://wordpress.org/
0 theme

htt,
Deseription: The 261 for WordPress is stylish, customizable, simple, and readable -- make it yours with a custom menu, header image, an

Authar !he WordPress team
ver:

Tage: bllck blue, white, . A idth, g
'

/* =Reset default browser (SS. Based on work by Eric Meyer: http:
*

html, body, div, span, applet, object, iframe,
h1, h2, h3, ha, hs, h6, p, blockquote, pre,
a,’abbr, acronym, address, big, cite, code,
del, dfn, em, font, img, ins, kbd, a, 5, samp,
small, strike, strong, sub, sup, tt, var,
b, u, i, center,
dl, dt, dd, o .
fieldset, form, label,
table, caption, tbodv, tfunt “thead, tr, th, td {
background: transparen

1 0

adding
vertical-align: baseline;

body {
line-height: 1;
h1, h2, h3, 4, hS, h6 {
clear: both;
font-weight: normal;
}
oL, ul {
list-style: none;
¥
blockquote {
quotes: none;

}
blockquote:before, blockquote:after {

content: none;
}
del {
text-decoration: line-through;

7% tables still need 'cellspacing=
table {

* in the markup */

£~ S Share @ Hints I Clips ~ A
- s =7
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() BuddyPress.org | Home

€ 9 C fi © buddypress.org

. BuddyPress

WHAT WHO WHERE
is BuddyPress? is already using it? can I download it?

Social networking in a box. Build a social
network for your company, school, sports team
or niche community all based on the power and
flexibility of WordPress.

BuddyPress is completely free and open source. Unlike

hosted services, BuddyPress allows you to stay in control of
your site and create a totally customized, unique experience.

. [ o ] oo [ o]

With all the features you'll love.

oty Poaig | - Ve Dan Acviy  Proe  Blogs(T) Messsges  Friends(1276)  Groups (66)
Brikant - s 5 o 501 o i hat makes 8l worh £ 150 3027055 Puke  EcnProtle  Change v
Rasy @)
Name. ncyPeatiog
. B0y Poatien

Avoaa P p— -
Extended Profiles
Oe ot so 11, 1983
Fully editable profile fields allow you to define the fields

users can fill in to describe themselves. Tailor profile fields
1o suit your audience.

D s e

[ [o—— S
Global, personal and group activity streams with threaded
commenting, direct posting, favoriting and @mentions. All
with full RSS feed and email notification support

[ EOFC Ve

To start connecting please log in first.
You can also create an account.

Username

Password

O Remember Me

Log In






OEBPS/images/9780470669907-fg0410_fmt.jpeg
(& The Epic Test Blog | Just a &

€ 9 C M % http://localhost:8888/wp3/ » DO~ F-

The Epic Test Blog

another WordPress site

Hey buddy, you need to get some The Epic Lorem Ipsum Post
widget in ]
P n September 2, bytdh
Archives
Lorem ipsum dolor sit amet, eleifend sodales sed urna = September 2010
fermentum. A mi. Et tempus massa convallis bibendum ia
lectus dui. Feugiat sit donec at, mi nullam molestie, arcu . Site Ac

lacus lacinia placerat etiam, nunc quis donec ac semper = Logout
vivamus donec, mollis ut donec tellus. Mi amet,

condimentum fringilla dolor nisl, nec molestie, phasellus

orci, metus nisl sollicitudin sed accumsan felis. Eget et

viverra metus felis, libero viverra dui gravida. Felis

ridiculus sociis, odio per condimentum elementum in non. 4
Proin aliquam aliquet aenean felis, nec sapien cras
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© Purchase this theme Theme

[B Stay Connected / Wednesday, November 03, 2010

WORDPRESS
NEWSPAPER

“advanced Newspaper : Select 2 Syl

& Barack OBAMA

HOME WORLDNEWS BUSINESS FINANCE TRAVEL

ABOUTUS ~SAMPLEPAGE PAGE TEMPLATES  ARCHIVES

B
Turkish PM optimistic about Nabucco pipeline »

Nune posuere, lacus a suscipit posuere, tellus magna fringilla diam,

FINANCE

The Worst Fund Launches of the Past
Decade »
5
Duis vel dui nibh, quis elementum erat. Ut adipiscing suscipit lacus, sed
PSS .o ioseonper id. Cras e diam risus. Integer ac lorem enim.

S Aenean commodo orci purus, in convalls
Dec272009 / Noomment Read ore »
I3 shargens aim on mobile marketing
P with AdM

TRAVEL

Old Istanbul on the fringes of the
Grand Bazaar »

Suspendisse ut metus arcy, eget
lobortis lectus. Aliquam vel ante libero,
et adipiscing sapien. Nullam tristique
risus vitae mun sodales

chimneys’ of Cappadocia:
St:ﬂge and b’e’iuhful )])Jpa

Suspendisse ut metus arcu, eget

Iobortis lectus. Aliquam vel ante libero,
m et adipiscing sapien. Nullam tristique
risus vitae nunc sodales
o

Ephesus: Gladiators’ graveyard
dgcovemd » e

009 / No Comment/ Read More »

Suspendisse ut metus arcu, eget

. lobortis lectus. Aliquam vel ante libero,
et adipiscing sapien. Nullam tristique
risus vitae nunc sodales.

Dec 272009/ No Comment  Read More »

Secret heavens in Spain: lost in
translation »
Suspendisse ut metus arcy, eget
lobortis lectus. Aliquam vel ante libero,
et adipiscing sapien. Nullam tristique

SPORTS MEDIA ENTERTAINMENT TECHNOLOGY

Find out

atthe

May 10th 2007
Hong Kong

y 4
'
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The Epic Test Blog PUSEN

- Header
header.php

Search

Layout Test

‘This is a sticky post!!! Make sure it sticks!
antiquaranism
srrangement

This should then split into other pages with layout, images, HTML tags, and other things. Asides

asmodeus

brotes

[

Pagess 1 2 3

Content

index.php  Good oid pays

championship

sidebar.php

Where I led, was a novelty, and kicked knew
what it meant or where the iibberish came from.

S © Sidebar

Et duis quis convallis convallis tortor nulla, imperdiet lobortis sed urna nunc mi, dolor
iaculis magna magna porttitor amet pede, eget id fringilla commodo, etiam suscipit
pellentesque consequat bibendum ipsum vel. Scelerisque tristique tortor justo
perferendis orci tincidunt, ornare sed magna, quisque dictum nisl eget fringilla non, ac at
tristique ac, neque maecenas nec ut massa ac. Sociis ante mauris neque pretium, neque et.
Posuere et aliquam cubilia pede. Non vestibulum nec nibh. Id orci volutpat velit, mauris
tristique nec eros. Justo sed turpis. Maecenas aliquip, varius pellentesque sed
ullamcorper vivamus integer amet, nec e, netus ac. In consequat quis vestibulum.

Hello world!

Welcome to WordPress. This is your first post. Edit or delete it, then start blogging!

Footer

The Eplc Test log 5 ety pocerityeares. TOOLEX.PNP
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[Ef ecit Page « Notes Blog — Wo &)

€ 5 C #&| 1% http://notesblog.com/wp/wp-admin/post.php?post=4&action=edit > O~ F,-
@ Notes Blog New Page v Howdy, Thord Daniel Hedengren | Log Out
Screen Options Help.
@ Edit Page
#~ About the Notes Blog Project Sl
© Permalink: http://notesblog.com/about/ (| Edit || View Page BroionChanges
' Status: Published Edit
Upload/Insert = & A & Visual HTML
Visibility: Public Edit
0 b i |link  b-quote  det ins img | ul | ol | Ii |code| more | lookup | close tags 9 Published on: Oct 10, 2007 @ 853 Kt
Q

Notes Blog is a WordPress theme concept. It strives to be simple, easily built-upon using add-on themes, but
entirely usable by itself. The concept was created by <a href="http:/ /tdhedengren.com">Thord Daniel Move to Trash T
Hedengren</a>, designer and blogger, who needed a theme to build his projects, as well as client sites on.

& <h2>The Notes Blog <em>Core</em> Theme</h2> Page Attributes
4 There are two sides to the Notes Blog project. The first one is the free <a Paronk
= href="http:/ /notesblog.com/core/">Notes Blog <em>Core</em> theme</a>, the one everything is built upon.
TI  Anyone can download this theme, modify it, build upon it, and use it for both personal and commercial projects. It o v
= is<a href="http:/ /notesblog.com/core/license/">licensed under GPL version 3</a>. 4 Template
w v
‘Word count: 255 Last edited by Thord Dar Hedengren on July 17, 2009 at 7:03 am Order
0
Custom Fields
Need help? Use the Help tab in the upper right
Name Value of your screen.
syntaxhighlighter_encoded 1

Delete  Update

Add New Custom Field:
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Betaspelbloggen  MyAccount +  MyBlogs v  Notifications v

% 2lbl° oy | Mot Tosum Ankiwr Asikt Bilder Video SOk Prenumerera
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Ry

Spelbloggen pi Facebook

4
Thord Daniel Hedengren @tdh st L

Du gillar detta. Sluta gilla

active 18 seconds ago ’ ‘
"This status update is only to show off Betaspelbloggen for the great readers of my new \
book, Smashing WordPress Themes. Fancy huh?" - View

Activity Profile Blogs (2) Messages Friends (0) Groups (1) Settings .

Medal of Honor
2 a ¥ Det finns en ny fiende, ett nytt krig &
Personal Friends Groups Favorites @tdh Mentions No Filter =) en ny krigare. Han &r Tier 1

vww.eanordic.com/se/moh/

WHAT'S NEW THORD?

Mobigo (Uppdrag NU)

Mobil arbetsorder, tidrapportering fér
féretag med personal pa faltet
www.erisma.se

idni
Bladdringsfunktion Leverans inom 24

P timmar 4
SR www.mediapaper.nu v
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Archives

An advanced widget that gives you total
control over the output of your archives.
Bookmarks

An advanced widget that gives you total

control over the output of your bookmarks
(links).

Get Recent Comments

Get Recent Comments

Most Commented
B

Authors

An advanced widget that gives you total
control over the output of your author lists.
Calendar

An advanced widget that gives you total
control over the output of your calendar.
Categories

An advanced widget that gives you total
control over the output of your category
links.

Get Recent Trackbacks

Get Recent Trackbacks

Most Commented: What's hot?

Popularity Contest

Widget Title This is popular

-«

Report Type = Most Popular
Number of posts to display: 10

Exclude pages: Yes %

Delete | Close [ save ]
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wp_bp_xprofie_fieids

wp_redirection_groups
wp_redirection_fiems
wp_redirection_logs
wp_redirecton_modules
wp_registration_log
wp_signups

3 Server: » ‘able: wp_bb_forums

[EBrowse [fStructure BSQL ,Search Fclnsert [EExport fjimport 4% Operations [ffEmpty [ Drop

Field Type Collation  Attributes Null Default Extra Action

O forum id int(10) No auto_increment 2 X @ il

) forum_name varchar(150) latin1_swedish_ci No 2 X @

) forum_slug  varchar(255) latin1_swedish_ci No 2 X m

) forum_desc text latin1_swedish_ci No 2 X0 [ e

() forum_parent int(10) No O 2 X | T

(] forum_order int(10) No 0O 22X @@ T

] topics bigint(20) No 0 s X @ T

) posts bigint(20) No 0O L X @ @ T

1 Check All / Uncheck All With selected: 2 X m m

1 Print view [ Propose table structure @

FiAdd[1 | field(s) @ At End of Table () At Beginning of Table O After (forum_id %) (Go)

Indexes: (3 Space usage Row Statistics

Keyname Type Cardinality Action Field Type  Usage Statements Value

PRIMARY  PRIMARY 2 2 X foumid Data 156 B Format dynamic

forum_slug INDEX None * X foum slug Index 4,09 B Collation latinl_swedish_ci

Create anindexon 1 columns (Go) Toll 4,252 B Rows A
Row length o 78
Row size o 2,126 B
Next Autoindex 3
Creation Oct 01, 2010 at 01:22 AM
Lnupm Oct 01, 2010 at 01:26 AM

= Open new phpMyAdmin window






OEBPS/images/alt_fmt.jpeg
Alt





OEBPS/images/esc_fmt.jpeg





OEBPS/images/9780470669907-fg1116_fmt.jpeg
More Fields

Listed below are the boxes that were created in More Fields. These boxes appear on the Write/Edit page. If a
box cannot be edited, it was created programmatically. Click on the name of a box to edit and add fields

More Fields boxes
Boxes created with More Fields or overridden from elsewhere

Box Nbr of fields
Love me some custom fields 2
Bo> Nbr of fields

Add new input box

Boxes created elsewhere
Boxes created in functions.php or by other plugins.

Box
Sociable

Actions
Override | Export

Actions

Actions
Edit | Delete | Export

Actions

Help »

About this Plugin

Plugin homepage
Plugin support forum
Wordpress Forum
Donate with PayPal

More Plugins Get More out of WordPress

More Fields

Adds more input boxes to the Write/Edit screen
for any post type

More Types

Adds more post types to your WordPress
installation

More Taxonomies

Add new taxonomies - means by which to
classify your posts and pages
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Recent Comments

Show the most recent: 5 comments ¥comment_excerpt
. Heomment_link

Long comments are chopped off at: 120  characters g
Wrap long words at: 30 characters Hcomment_date

comment_time
Template:

%comment_type
[ Exclude comments by blog authors (your own comments)

¥time_since
Yuserid
Ygravatar
¥gravatar_url
%profile_picture
¥author_url
¥author_url_href
¥post_title
¥post_link
¥post_date

¥post_counter

() Show Comments and Trackbacks/Pingbacks together

[ Group comments by Posting

Shortened comment.

Link to the comment

Fame left by the commenter

Date of comment

Time of comment

Comment, Trackback or Pingback
Time since comment was posted
UserID of the commenter

Gravatar of the commenter, full img tag
Gravatar of the commenter, only url
URL of profile picture

URL of author or trackback
bref="¥author_wrl" or empty

Title of the posting

Link to the posting

Date of the posting

Kumber of comments to this post

<li><a href="%comment_link" title="¥post_title, ¥post_date">¥comment_author</a>: ¥comment_excerpt</li>

Template for the comments. If you want them as a list, It should start with <li> and end with </li>
Result

<li><a href="http://core.notesblog.com/2889/86/88/the-d

y-text-d post/

Reset template to default » Update Recent Comments Options »

-59" title="The dummy text demo post for

Yl ,
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This is a Portfolio post

Portfolio post

Far right widget column - drop a widget
here!

Left widget column - drop a Middle widget column - dropa  Right widget column - drop a
widget here! widget here! widget here!

Simple Portfolio is proudly powered by WordPress
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This area won't be seen unless there is something in the action hook that will power it!

L E HERE Here we'll have an ad!

News
Archives
Menu Test
About

Our Location
Contact Us
Links
Support
History

<« Older posts Add a widget in the Right Column Fallback

A second post, marked as sticky for now Wiogstares il yot peaiel
Dummy posts * Tags: boring, sticky by Thord Daniel Hedengren

‘Will remove the stickiness of this one. It just won't stick, and there you have it. A truly sticky pun.

I bore myself sometimes...

Leave a comment | Edit

Comments off, Trackbacks on
Dummy posts * by Thord Daniel Hedengren
‘What shows?

Leave a comment | Edit

Both Comments and Track/Pingbacks Off
Dummy posts * Tags: comments, trackbacks by Thmd Daniel Hedengren
Title says it all, no on, no or on. Zing!
Comments Off | Edit
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@ ‘WORDPRESS.ORG

Free Themes Directory

Extend Home
Plugins

Themes
= Theme Authors
= My Themes

= Commercial

= More Info
= Contact Us
Ideas
Kvetch!

Go
Home Showcase Extend About Docs Blog Forums Hosting

Welcome, tdh! | Log Out

Commercially Supported GPL Themes

While our directory is full of fantastic themes, sometimes people want to use something
that they know has support behind it, and don‘t mind paying for that. Contrary to
popular belief, GPL doesn't say that everything must be zero-cost, just that when you
receive the software or theme that it not restrict your freedoms in how you use it.

With that in mind, here are a collection of folks who provide GPL themes with extra paid
services available around them. Some of them you may pay for access, some of them are
membership sites, some may give you the theme for zero-cost and just charge for
support. What they all have in common is people behind them who support open source,
WordPress, and its GPL license.

UP Themes Overhaul Industries
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Portfolio post

Posted on October 3, 2010 by Thord Daniel Hedengren * Edit
Portfolio * A tag + More tags + taggy + Whoa Photo

iPad and Moleskine

my caption, Mar

Oh my, that is one very random set of images, wouldn’t you say so? Then again,
for testing purposes it works perfectly fine so what am I complaining about
really? No, you don’t have to answer that question, it was rhetorical.

Did you like it? Share your thoughts with the world.
There are no comments - pitch in!
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Hello world!

es Mag

A WORDPRESS THEME Fon YOUR ONLINE MAGAZINE NEEDS

4

ews
Archives
Menu Test

Contact Us
Links

Support
History
<= Older posts

A second M, marked as sticky for now

Dummy posts * Tags: boring, sticky by Thord Daniel Hedengren

‘Will remove the stickiness of this one. It just won’t stick, and there you have it. A truly sticky pun.

1 bore myself sometimes...
Leave a comment | Edit
Comments off, Trackbacks on
Dummy posts * by Thord Daniel Hedengren
‘What shows?
Leave a comment | Edit
mmen Tr: i ff
» Tags: mmmms trackbacks by Ilmtsl_llamglﬂql&nmu

Title says it all, no no on. Zing!
‘Comments Off | Edit

——

Add a widget in the Right Column Fallback
widget area, will you please?
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8006

2 spelbloggen

€ 5 C f& © spelbloggen.se s

% zlhlu 2" Notiser Testat Artiklar Asikt Bilder Video Stk Prenumerera
p gg Sortera PS3 360 Wil PC MAC 3DS NDS PSP IPHONE 1PAD [IREIN wess ol TAE]

Other

Nintendo 3DS far Metroid: Other M — Su
datum, pris och mer annorlunda men vralhungrig
Artiidar énda inte Testat

r Mega Worm &r

Testat

Vi chillar den hiir veckan. Det ir lite mycket just nu, s& vi ligger lite 13gt den har veckan, lite
lugnare tempo s att sdga. Vill du inte missa ndgot s prenumererar du!

DEN 30 SEPTEMBER 2010

@
Oddda kommer till vilda véstern
Red Dead Redemption kommer f sin obligatoriska dos zombier i .. .-
kommande DLC:t Undead Nightmare. S har ser det ut.
Al
. ENNE

Sa mycket kostar flipperborden i Pinball FX 2
Kommande Xbox Live Arcade-liret Pinball FX 2 dr M

Spelbloggen pi Facebook

Du gillar detta. Sluta gilla
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8P Compatibility « Notes Blo:

€3 Cf Qo wplwp-adin/theme bp-tpack-opti IR
@ Notes Blog Core Demo search Engines bocked New Post v Howdy, Thord Daniel Hedengren | Log Out
Help

8} Dashboard Making Your Theme BuddyPress Compatible

# Posts Adding support for BuddyPress to your existing WordPress theme can be a straightforward process by following the setup instructions on this page.

() Media

A Step One

() Pages BuddyPress needs some extra template files in order to display its pages correctly. This plugin contains these extra templates, but right now they are in

the plugin directory. They need to be inside your active theme directory to work correctly. First of all we can try moving them automatically, please click the
CJ Comments button below to attempt to move the templates:

Move Template Files

Themes.

Widgets

Menus

BP Compatibility
Background
Header

Editor

£ Plugins
& Users
i Tools
[39] Settings

Thank you.

Version 3.0.1
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MAMP PRO MAMP & MAMP PRO powered by appsolute GmbH

php phpMyAdmi SQLiteManager FAQ

Welcome to MAMP

. sz L
If you can see this page, MAMP is installed Q
on your Mac and everything is working! ‘
PHP
MAMP PRO: Configure an unlimited number
To see the PHP configuration, you can watch the output of phpinfo. of Virtual Hosts, DynDNS, E-Mail...
MysQL Buy now
The MySQL Database can be administrated with phpMyAdmin.
To connect to the MySQL Server from your own scripts use the following connection
parameters: Updates
MAMP & MAMP PRO 1.9 released (with PHP 5.3)
Host localhost
MAMP & MAMP PRO 1.8.4 released
Port 8887
e ook MAMP & MAMP PRO 1.8.3 released
Password root News
Example: — h -
There is a great screencast by Chris Coyier on "First
Slink = mysql_connect('localhost', 'root', 'root'); Moments with MAMP". Check it out!

HowTo: wvironmen ing MAMP

The team of drupal.org wrote a great step by step
tutorial “Create a local environment using MAMP". Many

or you can connect using an UNIX Socket:

Socket /Applicati ! l.sock thanks! Check it out!
e fooe New Online Documentation for MAMP & MAMP PRO
Password oL We have just finished the transition of the MAMP PRO
= PDF-based documentation into an online version. Some ¢
Example: entries have been updated others have been added. We 3
also started to add a documentation for the free MAMP, y:
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ARRAS THEME LIVE DEMO

Wii  Nintendo DS PSP

Theme Switch

o (Amas

‘“ The ladies of Super Street Fighter
IV get new outfits

Little League World Series Baseball
2010 hitting PS3, 360

Activision m
frand

Final Fantasy Heroes of Light

FEATURED STORIES battling to DS

! Pokemon multiplying on Wii, DS

Calendar

The ladies of Super Street Little League World Series  Final Fantasy Heroes of

Fighter IV get new outfits  Baseball 2010 hitting PS3,  Light battling to DS

November 2010
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L/ @widgets The Epic Test Blog x \(&)

€ 5 |C i % http://localhost:8888/wp3/wp-admin/widgets.php |») O &
@ The Epic Test Blog search Engines Blocked New Post v | Howdy, tdh | Log Out
Screen Options Help

B

B2k dl, 06 E%

) Widgets

Available Widgets

Drag widgets from here to a sidebar on the right to activate them. Drag widgets back here to
deactivate them and delete their settings.

Archives

A monthly archive of your site’s posts

Categories

Alist or dropdown of categories

Links

Your blogroll

Pages

Your site’s WordPress Pages

Recent Posts

The most recent posts on your site

Search

A search form for your site

Text

Arbitrary text or HTML

Calendar

A calendar of your site's posts

Custom Menu

Use this widget to add one of your custom

menus as a widget.

Meta
Log in/out, admin, feed and WordPress

links

Recent Comments

The most recent comments

Entries from any RSS or Atom feed

Tag Cloud

Your most used tags in cloud format

Left Widget Area

I

The left hand sidebar widget area

Primary Widget Area

Secondary Widget Area

First Footer Widget Area

Second Footer Widget Area

Third Footer Widget Area

Fourth Footer Widget Area

»(

v






OEBPS/images/f2_fmt.jpeg





OEBPS/images/hyphen_fmt.jpeg





OEBPS/images/9780470669907-fg0111_fmt.jpeg
Media Settings

Image sizes

The sizes listed below ine the

Thumbnail size

Medium size

Large size

Embeds

Auto-embeds

Maximum embed size

Save Changes

in pixels to use when inserting an image into the body of a post.

Width 150 Height 150

gcrop humbnail to exact i (normally thumbnails are p: i )

Max Width 300 Max Height 300

Max Width 1024  Max Height 1024

gAnemp! to automatically embed all plain text URLs

Width Height 600

If the width value is left blank, embeds will default to the max width of your theme.
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@ [I7 Reading Settings
g Front page displays OYour latest posts
@A static page (select below)
& Front page: = Welcome +
(1] Posts page: = Updates $
=

Blog pages show at most 10 posts
Syndication feeds show the 10 items
o most recent
@8 For each article in a feed, show @ Full text

O Summary

T

Encoding for pages and feeds UTF-8 The character encoding of your site (UTF-8 is recommended, if you are

adventurous there are some other encodings)

Save Changes
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HEADER IMAGE

Vestibulum mollis mauris cnim. Morbi cuismod magna ac lorem rutrum clementum.
Donec viverra auctor lobortis. Pellentesque eu est a nulla placerat dignissim. Morbi a

cnim in magna semper bibendum.

Title Ipsum

Etiam scelerisque, nunc ac egestas consequar, odio nibh cuismod nulla, cget auctor
orci nibh vel nisi. Aliquam erat volutpat. Mauris vel neque sit amet nunc gravida
congue sed sit amet purus. Quisque lacus quam, egestas ac tincidunt a, lacinia vel
velit. Aencan facilisis nulla vitac urna tincidunt congue sed ut dui. Morbi malesuada

nulla nec purus convallis consequat.

Vivamus id mollis quam. Morbi ac commodo nulla. In condimentum orci id nisl

volutpat bibendum. Quisque commodo hendrerit lorem quis egestas. Maccenas quis

tortor arcu. Vivamus rutrum nunc non neque consectetur quis placerat neque
d

nisl orci bib elit, cu

Nam vestibulum, arcu sodales
Sfeugiat consectetur, nisl orci
bibendum elit, eu euismod
magna sapien ut nibh. Proin
metus odio, aliquam eget
molestie.

NEWS & PRESS

Vestibulum mollis mauris enim
Morbi euismod magna ac lorem rutrum
elementurn.

Donec viverra auctor lobortis
Pellentesque eu est a nulla placerat dignissim

Morbi a enim in magna semper
bibendt

Etiam scelerisque, nunc ac egestas consequat.
Odio nibh euismod nulla, eget auctor
orci nibh vel nisi

Allquam erat volutpat. Mauris vel neque sit amet
nunc gravida congue sed sit amet purus.

Quisque lacus quam
Egestas ac tincidunt a lacinia vel veiit

LATEST BLOG POSTS

mollis iris enis

lobortis. Nam vestibulum, arcu sodales feugiat
cuismod magna sapicn ut nibh. Donec semper quam scelerisque torcor dictum
gravida. In hac habitasse platca dictumst. Nam pulvinar, odio sed rhoncus suscipit,

sem diam ultrices.

Morbi euismod magna ac lorem rutrum
elementun.

Donec viverra auctor loborti
Pellentesque eu est a nulla placerat dignissim

Morbi a enim in magna semper
bibendi o i

Etiam scelerisque, nunc ac egestas consequat

Odio nibh euismod nulla, eget auctor
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. ‘WORDPRESS.ORG

Home Showcase Extend About Docs Blog

Free Themes Directory pa—

Extend Home
Plugins
Themes

+ Commercia
+ More Info

- Contact Us

Ideas

Kvetch!

Looking for the awesome WordPress themes? Here's the place to find them!
Welcome to the Free WordPress Themes directory.

Search below or check out our new filter and tag interface.

1,281 THEMES, 22,791,301 DOWNLOADS, AND COUNTING

Search Themes
Featured Themes

VWORDPRESS s um | Constructor

Wordpress Constructor Theme, it's many-|
one theme (six layouts, configured colors, fonts and
slideshow, widget ready). Build your own theme on settings
page. For WordPress version 3.0+

Download

zBench
Itis a simply WordPress theme without any Saemicad

= plugins needed (support plugin WP-PageNavi, WP Page

= F Numbers, WP-PostViews, wp-utf8-excerpt, Related Posts of
— Simple Tags, WP-RecentComments), little images, custom-
menu, widgets, threaded-comments, Valid CSS3 & HTML.
For WordPress version 3.0+

P2

A group blog theme for short update Download

forums s [

Log in ) (forgot?) or Register

Most Popular »

+ Atahualpa Downloaded 8,421 times
+ Mystique Downloaded 7,189 times

+ Thematic Downloaded 6,841 times

+ TwentyTen Downloaded 6,389 times
+ Pixel Downloaded 6,180 times

+ Constructor Downloaded 6,143 times
+ Magazine Basic Downloaded 5,991

+ Motion Downloaded 5,892 times
+ Arras Downloaded 5,703 times

+ Graphene Downloaded 4,996 times

+ 2Bench Downloaded 4,965 times

+ UightWord Downloaded 4,824 times

+ Platform Downloaded 4,447 times

+ ChocoTheme Downloaded 3,926 times.
+ Piano Black Downloaded 3,744 times

Newest Themes »

+ Blue Taste Added October 31
+ Happy Halloween Added October 31
+ Codium Extend Added October 31

+ Platform Added October 29

+ Blue and White Added October 24

+ Prototype Added October 24

+ Clear Style Added October 22

+ aniMass Added October 20

+ Fazio Added October 19
gepressive Added October 19
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Search for: Search

S i m ple Portfol i o ABOUT GET INTOUCH PORTFOLIO FRONT PAGE

+ Portfolio post
‘Writing station
October 3, 2010 by Thord Daniel Hedengren Edit This

iPad and Moleskine

This is my writing station when I'm at the cabin. An
1Pad, a bluetooth keyboard, and my trusty Moleskine
notebook.

The full sized image is 1024 x 765 pixels
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(& The Epic Test Blog | Just a )

€ 5| C| | % http://localhost:8888/wp3/ > 0O~ F-

The Epic Test Blog Jus arher WordPress e

A The Epic Lorem Ipsum Post
ted on Seoter 010 L

Lorem ipsum dolor sit amet, eleifend sodales sed urna fermentum. A mi. Et tempus
massa convallis bibendum lectus dui. Feugiat sit donec at, mi nullam molestie, arcu lacus
lacinia placerat etiam, nunc quis donec ac semper vivamus donec, mollis ut donec tellus.
Mi amet, condimentum fringilla dolor nisl, nec molestie, phasellus orci, metus nisl
sollicitudin sed accumsan felis. Eget et viverra metus felis, libero viverra dui gravida.
Felis ridiculus sociis, odio per condimentum elementum in non. Proin aliquam aliquet
aenean felis, nec sapien cras pretium diam lacinia odio, arcu et cras erat quis aliquet,
egestas libero auctor porttitor pellentesque. Ac vehicula, enim non phasellus pede vitae,
eu wisi possimus posuere pulvinar sagittis sociosqu, nonummy feugiat, ultricies hendrerit
orci mi diam. Laoreet nonummy pede tempor suscipit. Vel vestibulum pellentesque
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ABOUT NETWORK FIVE RANDOM LINKS TEXT LINK ADS
ProToolerBlog has been going

strong since 2006 and is today

the largest unofficial Pro Tools

website in the world. We

update daily with news, reviews

and more. ProToolerBlogis

not affiliated with Avid.

Copyright © ProToolerBlog Built on Notes Blog by TDH
Pro Tools and pro audio Powered by WordPress

1 That's it - back to the top of page!
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@ ‘WORDPRESS.ORG

Home Showcase Extend About Docs Blog Forums
Plugin API
Languages: English « Espafiol « B « (M) « (Add your language)
Introduction Contents
This page documents the API (Application Programming Interface) hooks available to [hide]

WordPress plugin developers, and how to use them.

This article assumes you have already read Writing a Plugin, which gives an overview (and
many details) of how to develop a plugin. This article is specifically about the API of "Hooks",
also known as “Filters” and "Actions”, that WordPress uses to set your plugin in motion.
These hooks may also be used in themes, as described here.

Note: This information applies to WordPress Versions 1.2 and higher. Before Version 1.2,
modifications were called "hacks"™ and involved editing the source code of WordPress itself.

Hooks, Actions and Filters

Hooks are provided by WordPress to allow your plugin to 'hook into’ the rest of WordPress;
that is, to call functions in your plugin at specific times, and thereby set your plugin in
motion. There are two kinds of hooks:

« 1 Introduction
« 2 Hooks, Actions and Filters
= 3 Function Reference
« 4 Actions
= 4.1 Create an Action Function
= 4.2 Hook to WordPress
= 43 Install and Activate
« 4.4 Current Hooks For Actions
« 5 Filters
= 5.1 Create a Filter Function
= 5.2 Hook in your Filter
5.3 Install and Activate
5.4 Current Hooks for Filters
= 5.5 Bxample

« 6 Removing Actions and Filters

h the Codex Go

Codex tools: Log in

Home Page

WordPress Lessons
Getting Started
Working with WordPress
Design and Layout
Advanced Topics
Troubleshooting
Developer Docs

About WordPress

Codex Resources
Community portal
Current events

Recent changes
Random page

Help
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Appearance
Themes
Widgets

Menus
Background
Header

Editor

Plugins

£ Users

T} Tools

Settings

Available Themes

JR—

Acamas 1.0.2 by lan Stewart
Acamas brings clarity, elegance and power
to your WordPress experience—thanks to
the power of Thematic.

Activate | Preview | Delete

The template files are located in
/themes/acamas . The stylesheet files are
located in /theses/acamas . Acamas uses
templates from Thematic. Changes made to
the templates will affect both themes.

ComicPress 2.9.2.22 by Philip M.
Hofer, Tyler Martin

Publish a comic with WordPress. Visit the
ComicPress Website. This is the ComicPress
Core Framework. Requires WordPress 3.0
Activate | Preview | Delete

All of this theme’'s files are located in
/thenes/comicpress .

Tags: White, Two-Columns, Three-
Columns, left-sidebar, right-sidebar, fixed-
width, custom-header, theme-options,
threaded-comments, sticky-post,
translation-ready

Motion 1.0.7 by Sam @ 85ideas
Dark and colorful theme with sweet
transparency characteristics. Drop-down
categories menu, 2-column layout and
widget-ready footer and sidebar.

Activate | Preview | Delete

All of this theme’s files are located in
/thenes/motion .

Tags: black, blue, green, dark, two-
columns, sticky-post, threaded-comments,
fixed-width, right-sidebar
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€ 5 C A % http://notesblog.com/wp/wp-admin/widgets.php > O~ F,-
— o
Y Drag widgets from here to a sidebar on the right to activate them. Drag widgets back here to deactivate them and

Akismet Archives
€ ama A iy archiveof vour se's psts
car caor
a A calendar of your site’s posts Alist or dropdown of categories
o N —
& Custom Menu Links
-y Use this widget to add one of your custom Your blogroll
menus as a widget.
T Meta
Custom Menu
Log in/out, admin, feed and WordPress
links Title:

Pages

Your site’s WordPress Pages

Recent Posts.

‘The most recent posts on your site

Search

A search form for your site

Text

Arbitrary text or HTML

Recent Comments.

s
The most recent comments
Delete | Close [ save ]

RSS

Entries from any RSS or Atom feed

Tag Cloud

Your most used tags in cloud format
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‘ € > C A © betaspelbloggen.se/groups/ipad-game-discussion/forum/

Betaspelbloggen

VIS,

Home Admin Forum Members (1) Send Invites

My Account ¥

Leave Group

New Topic Viewing topic 1 to 3 (3 total topics)

MyBlogs v | Notifications ~ ' - Admin Options ~

Topic Title Latest Poster Posts Freshness
. o s
Great action games? Thord Daniel Hedengren 1 1 minute
Angry Birds over here Thord Daniel Hedengren 1 1 minute
o . "
Ilove me some Minigore HD! Thord Daniel Hedengren 1 2 minutes
Post a New Topic:
Title:
Content:
BLT'HJALTEN
PAIFALTET!
DIN'ONLINE-
BONDGARD
Tags (comma separated):
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Tﬁ Redirections for group: Redirections

Rediracts | Groups | Modules | Log | Options | Suppore  GrouP: [ Redirections

Type  URL / Position<
-Dmmhmm
G O maex

2, re-order.

Add new redirection

4 Search: 25 per-page %

Select All | Toggle | Reset Hits | Delete | Move To:

Redirections s

[ Your redirection has been added.

Source URL: /mailbox
Match:  URL only 4 Action: = Redirect to URL +

Target URL: http://tdh.me/mailbox

Add Redirection

Regular expression: [J
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{5} Dashboard

5P Posts
Media
& Links
[C] Pages
) Comments

Appearance
£ Plugins
& Users

Help

Media Settings

Image sizes

The sizes listed below ine the i i i in pixels to use when inserting an image into the body of a post.
Thumbnail size Width 150 Height 130
@ Crop thumbnail to exact di (normally ils are
Medium size Max Width 640  Max Height 0
Large size Max Width 960  Max Height 0
Embeds
Auto-embeds # Attempt to automatically embed all plain text URLs
embed size Width 640 Height O

General

Writing
Reading
Discussion
Media
Privacy

Permalinks

If the width value is left blank, embeds will default to the max width of your theme.
Uploading Files
Store uploads in this folder Default is wp-content/uplLoads

Full URL path to files Configuring this is optional. By default, it
should be blank.

™ Organize my uploads into month- and year-based folders

Save Changes
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manage your website locally

Test MAMP PRO )

Status

Stop Servers

@@® Apache Server

@@ MySQL Server

Preferences...

(
C
( Open start page
C
C
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Quit
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() Template Tags « WordPress  x (&

€ 9 C f <% http://codex.wordpress.org/ Template_Tags > O- F,-

C Go

Home  Showcase Extend| About | Docs | Blog! Forums Hosu’ngm

Codex T,

@ ‘'WORDPRESS.ORG

Template Tags Home Page

WordPress Lessons.

Languages: English « Frangais  Portugués do Brasil » FIEE « Pyccwuit « Tnn « Tiirkge o (M) » (Add your languzge) Getting Started
Working with WordPress.

Template tags are used within your blog's Templates to display information dynamically or otherwise (Tt Design and Layout
customize your blog, providing the tools to make it as individual and interesting as you are. Below is a Advanced Topics
- & hide]
list of the general user tags available in WordPress, sorted by function-specific category. s ———
* 1Tags

o By Developer Docs
For further information on template tags and templates in general, see the following:

« 3 External Resources About WordPress

Stepping Into Template Tags - an introduction to Template Tags.

Anatomy of a Template Tag - details of how to put Tags into Template files. Codex Resources

Community portal

How to Pass Tag Parameters - details of how to use Parameters with Tags.

= Include Tags - additional tags related to including one Template file within another. Current events
= Conditional Tags - additional tags, not shown here, related to making your Templates more flexible with options. Recent changes
= Function Reference - additional tags related to core WordPress functionality. Random page
= Deprecated Functions - additional tags that are Deprecated. =

Templates - a comprehensive list of Template, Theme, and Tag resources.

Stepping Into Templates - introduction to Template files.

Note: If you have an interesting twist on the implementation of a template tag, you're encouraged to add to its documentation for
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Search for: | (Search

SmMPLE STATIC SITE

FRONT PAGE WHAT WE DO THE TEAM NEWS BLOG GET IN TOUCH

' Information
Hel Io world . NEWS - Written on September 14,2010 @ 9:55 pm by

‘Thord Daniel Hedengren
Welcome to WordPress. This is your first post. Edit or delete it, then start blogging! Tags: Another tag, Tag, Wooohooo!

Well, don’t mind if I do! This is a simple dummy blog post on a simple dummy theme without
any real TLC. Adding some images, boosting with your logo and, if you have the heart and NEWS & PRESS

mind, giving this theme some child theme love will take it a long way. Here there be styles!
How stylish can things get? Pretty stylish really.

Another really interesting news story
i And here is my brilliant excerpt that means
=S p you'll want to click the link, right?
This here's a news post ya'll £
Gotta love them news!
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Help +
@’ Install Plugins
Search | Upload | Featured | Popular | Newest | Recently Updated
Plugins extend and expand the functionality of WordPress. You may automatically install plugins from the WordPress Plugin Directory or upload a plugin in .zip

format via this page.

Search
Search for plugins by keyword, author, or tag.

Term 4 Search Plugins |

Popular tags
You may also browse based on the most popular tags in the Plugin Directory:
idmln AIAX buddypress comment COMMENES content email Facebook feed flash gallery google image mages
javascript jouery link liNKS ggpﬂgﬂmﬁmmplug_ngo_ﬂm_um& i
social spam statistics stats tags LWItter vi video W/ dget widgets wordpress
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5 WAMPSERVER Homepage

C ¢ nitpy/localhost > Br £~

¢

X

Version 2.0 Version Francaise

Server Configuration
Apache Version : 2.2.11
PHP Version : 5.3.0

Loaded Extensions : i Core % bemath % calendar % com_dotnet & ctype
# date Jeereg o filter #fip & hash
P iconv & json & marypt & mysqind & odbc
o pere & Reflection & session e SPL & standard
2 tokenizer e zip o 2lib e libxml & dom
& POO 2 Phar & SimpleXML P weddx P xml
* * > #gd & mbstring
# mysql e mysqli 2 pdo_mysal P pdo_salite J mhash

MySQL Version : 5.1.36

Tools
& phpinfo()
J* phpmyadmin

Your Projects

Your Aliases
[o phpmyadmin

WampServer - Donate - Anaska






OEBPS/images/9780470669907-fg1108_fmt.jpeg
Get Recent Comments

Get Recent Comments

Links

Your blogroll

Most Commented

Most Commented

Recent Comments

The most recent comments

Entries from any RSS or Atom feed

Tag Cloud

‘Your most used tags in cloud format

Get Recent Trackbacks

Get Recent Trackbacks

Meta

Log in/out, admin, feed and WordPress
links

Your site's WordPress Pages

Recent Posts

The most recent posts on your site

Search

A search form for your site

Text

Arbitrary text or HTML

Pages: Static stuff

Most Commented: What's hot?

Title:
What's hot?

Display: = Posts & Pages %
Maximum number of results: ' 5 %
Limit to: = All Time %

[ Include password protected
posts/pages

Delete | Close
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A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

Notes Mag

News = Archives MenuTest About Our Locati

Contact Us | Links

pport = History

Written by Thord Daniel Hedengren

Hello world!

‘Welcome to WordPress. This is your first post. Edit or delete it, then start Talk of the town

blogging! Thord Daniel He : And then I got to double
check it in crappy IE as well. That really sucks!

Oh, we need some more do we? Well alrighty then! Rickard Olsson: x8

Thord Daniel Hedengren: This totally bores me.
Lorem ipsum dolor sit amet, ante ridiculus sapien, at id, ac metus Thord Daniel Hedengren: Puh.
pellentesque velit nostra blandit, morbi dignissim et turpis, penatibus donec Rickard Olsson: x7
ut semper. Ac ultrices tortor dignissim. Pulvinar sollicitudin, vel et curabitur

. . - . Recent updates
ante lobortis maecenas arcu, volutpat in nunc eget morbi, euismod quisque

. . Comments off, Trackbacks on
mte%e:,;ps.u.m, ullamo.orper massa ma,gna.m. Posuere Tlagna nor:i no::sgeI; . el Teack Plagbaiks
turpis ultricies. Porta integer maecenas diam eu, eget ultrices pede phasellus This i comnicats off
quisque velit, augue sodales faucibus. Suscipit modi suspendisse est quisq Another one

at, pede in facilisis faucibus ante vi erat amet lorem. Test with other attachments
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ve<html dir="ltr" lang="en-US">

» <head>.</head>
i s Lire st
pper” class="hfeed">

»<h2 class="entry-title">.</h2>
»<div class="entry-meta">.</div>
.entry-meta —>
“entry-content"

.entry-content —
»ldiv closeen entry- ut)lxty >ec/diva
<i—— .entry-utility -

get-area” role=" y

ildaet cantatnanitiset asarchis- /1L

get-container sidget. recant_ontriests

archives-2" class="widget-container widget_ ey
o —</li>

idget_
* class="widget-container widget_meta's_</lis

~"meta-

<i— #prinary .widget-area
</div>

role="contentinfo">.</div>

& > Q  html . bodyhome.blog.ogged-in  divéwrapper.hfeed . div#main

Developer Tools - http://localhost:8888/wp3/

in">
o0st-1 post type-post hentry category-uncategorized">

" cl idget_recent_comments">.</Li>
e

divacontent

v Styles

element's style" attribute
‘8888 wp3 [ wpcontent/the.
float: left
» nargin: Gpx ~248px 0px 8px;
width: 100%;

¥ html, body, div, span, W
m*umn 5,
a, abbr, mmnﬂnn.ll.,dn,
o e e ln-.m,lnsm
Smal, stike, Strong, sub, S0p, t, var b u . enter,
dl, dt, dd, o, u, I, fieldset, v.mn, label, egend, able
aption, thody, tfoot, thead, tr,

» backgroun
» border

zranwarem,

¥ padgin
vertical-: allw\. baseline;

user agent stylesheet

display: block;
inherited from 5
8888/wp3 /wp -contentthe
‘body, input, textarea, 888 /wp3/wp-content/the.
-page-titie span, .pingback a.url

—content/the

» Metrics.
» Properties
» Event Listeners

#post-1  div





OEBPS/images/9780470669907-fg1013_fmt.jpeg
6 0 ./ 2,54 mycket kostar flipperborc % ||

| € 9 C # | ® betaspelbloggen.se/sa-mycket-kostar-flipperborden-i-pinball-fx-2/

Betaspelbloggen  MyAccount ¥ MyBlogs ~  Notifications ~

% 2lhl° oy | Mot Tomm A Asikt Bilder Video SOk Prenumerera
p gg Sorfera PS3 360 Wil PC MAC 3DS NDS PSP IPHONE IPAD MOBIL WEBB

o
Sa mycket kostar flipperborden i
Pinball FX 2

Kommande Xbox Live Arcade-liret Pinball FX 2 dr - e
inget typiskt Live Arcade-spel. For det forsta skiljer
det sig ratt s markant frin Gvriga titlar genom att

vara helt gratis att ladda ner. Inte en spinn kostar det allts4, trevligt virre. S& vad ar
haken?

Jo, du fir bara demobord. In Pinball FX 2, som beskrivs som en flipperplattform snarare
an ett flipperspel, s& képer du borden du vill spela pé istllet.

Anar vi en affirsmodell har?

Det ar dock inte sé illa miste jag sdga. For dgare av Pinball FX, oavsett om man bara kopt
grundspelet eller kompletterat med fler bord, &r det en rejél uppgradering. Att importera
Pinball FX-borden, med highscore och allt, &r nimligen gratis och ger dig dessutom
uppgraderad grafik samt nya achievements. Kostar inte en spann, inga konstigheter, och
ett bra drag om man vill fi anvindarna att se pa Pinball FX 2 som en plattform snarare
n ett spel, som sagt var.

Vill du képa fler bord, och det vill du sé klart, s kan du knipa Core Collection fér 800
Microsoftpoéng. Da fir du de nya borden, det vill sdga Pasha, Rome och Biolab, samt
Secrets of the Deep.

Sparad | Artiklar

|
|

Publicerad September 30th, 2010 |
|

och taggad med flipper, Xbox Live Arcade |
|

Spel som namns | posten:
Pinball FX 2

222 personer gillar Spelbloggen.
-

“Hakh

$ 2

At v
1






OEBPS/images/3_fmt.jpeg





OEBPS/images/ent_fmt.jpeg
Enter





OEBPS/images/9780470669907-fg0914_fmt.jpeg
Notes

A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

News
Archives
Menu Test
About
Our Location
Contact Us
m
History
featured You need to put something in the Front Page Top
Right widget area right about now.
New Twitter.com Shortcode test Image Floating Test
Tlove me some Twitter! Hopefully you'll follow This is the excerpt. If there’s nothing in it In this post images truly float the way they should.
me at @tdhedengren, right, right, right?! ‘WordPress will automatically pull the beginning ofOr shouldn't, it's all about finding the issues with
the post. That rarely looks any good... the theme after all!
Hottags: featured tagl tag2 tagd tagS tag6 tag? T Gaa

o Puta widget in the Front Page Columns Left e Put a widget in the Front Page Columns Middle  Put a widget in the Front Page Columns Right
‘widget area please. widget area please. widget area pl

* You need to add a widget in the Footer widget area, mate!

‘This is the footer that sits outside the site!
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2 beta.spelbloggen.se/memb: % | l

€ 5 C A © betaspelbloggen.se/members/ wla

Betaspelbloggen  MyAccount ¥ MyBlogs ~  Notifications ~

% 2lhlu oy | Mot Tosum Ankiwr Asikt Bilder Video SOk Prenumerera
p gg Sortera PS3 360 Wil PC MAC 3DS NDS PSP IPHONE IPAD MOBIL WEBB

Members Directory

Search anything...

Search

T ‘\

Spelbloggen pi Facebook |

All Members (19) Order By: [ Last Active )

Viewing member 1 to 1 (of 1 active members) 222 personer gillar Spelbloggen. |

|
Du gillar detta. Sluta gilla I

Thord Daniel Hedengren
active 1 minute ago

i Maimo






OEBPS/images/8_fmt.jpeg





OEBPS/images/9780470669907-fg0208_fmt.jpeg
() LAB6 ssc g e

() Dashboard

5P Posts
Media
& Links
[C) Pages

Pages
Add New

G Comments
5P Podcasts

Appearance
£ Plugins

&8 Users

T} Tools
Settings

9 Edit Page
About
Permalink: http://lab6.cylinderlabs.net/?page_id=2 | _Change Permalinks View Page

Upload/Insert = &8 A ¢ Visual HTML

This is an example of a WordPress page, you could edit this to put information about
yourself or your site so readers know where you are coming from. You can create as

many pages like this one or sub-pages as you like and manage all of your content inside
of WordPress.

Path:

Word count: 51 Last edited on August 11, 2010 at 8:09 am

Custom Fields.

New Page v Howdy, tdh | Log Out

Screen Options v Help

Publish

Preview Changes
Status: Published Edit
Visibility: Public Edit

[£1] Published on: Aug 11, 2010 @ 8:09 Edit

Move to Trash

Page Attributes
Template

Default Template +
Order

0

Need help? Use the Help tab in the upper right
of your screen.

<l
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(&1 Dashboard

5 Posts
(5 Media
& Links
[C) Pages
G Comments

Themes
Widgets
Menus

Background
Header
Editor

£ Plugins
&, Users
T Tools
Settings

\i\ Widgets

Available Widgets

Drag widgets from here to a sidebar on the right to activate them. Drag widgets back here

to deactivate them and delete their settings.
Archives

A monthly archive of your site's posts

Categories

Alist or dropdown of categories

Links

Your blogroll

Your site’s WordPress Pages

Recent Posts

The most recent posts on your site

Search

A search form for your site

Text

Arbitrary text or HTML

Calendar

A calendar of your site's posts

Custom Menu

Use this widget to add one of your custom
menus as a widget.

Meta

Log infout, admin, feed and WordPress
links

Recent Comments

The most recent comments.

RSS

Entries from any RSS or Atom feed

Tag Cloud

Your most used tags in cloud format

Screen Options +  Help

Primary Widget Area v

The primary widget area
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€ 5 C A ¢ htp://wordpress.org/ > O~ F,-

Wordpress > Blog Tool and P x \(&)

] Go

Home Showcase Extend About Docs Blog Forums Hosting

‘WordPress is web software you can use to create a beautiful
website or blog. We like to say that WordPress is both free
and priceless at the same time.

@WORDPRESS.ORG

s Add New Post

Fascinating Adventures in Theme Desic¢

Permalink: http:/ /example.com/2010/07/fascinating-design/ | Edit The core software is built by hundreds of community volunteers, and
when you're ready for more there are thousands of plugins and

Upload/Insert = & A & themes available to transform your site into almost anything you can

B I A

=
&
]
]
]

E A= imagine. Over 25 million people have chosen WordPress to power the

place on the web they call *home” — we'd love you to join the family.

Ready to get started? (@I VLILELRIATS AT 1

It's finally here, the theme you've all been waiting for!l

‘WordPress is also available in Svenska. ]

WordPress Books News From Our Blog It's Easy As... WordPress Users

WordPress 3.0.1 Find a Web Host and get great hosting
After nearly 11 million downloads of WordPress while supporting WordPress at the MARTHASTEWART
3.0 in just 42 days, we're releasing WordPress

same time.
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[ Forums Setup «

€ > C fi Obeta install=1& wpnonce=763d27ffb7
Betaspelbloggen My Account ¥  MyBlogs v  Notifications ¥
@ Betaspelbloggen New Post v | Howdy, Thord Daniel Hedengren | Log Out
Help
3 Super Admin Forums Setup
= All done! Configuration settings have been saved to the file bb-config.php in the root of your WordPress install.
{3} Dashboard
© BuddyPress ‘ v

General Settings

Component Setup

Forums Setup

Profile Field Setup

s Posts
(35 Media
& Links
() Pages
) Comments

Appearance
£ Plugins
& Users

T4 Tools
Settings

{Zh Contact
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Did you like it? Share your thoughts with the world.
There are 2 comments

2 Responses to “Here there be coffee”

Thord Daniel Hedengren says:
October 10,2010 at 7:24 pm (Edit)

One just has to love coffee, right?
Reply

Thord Daniel Hedengren says:
October 10,2010 at 7:25 pm (Edit)

Demonstrating a reply to a comment. You’ve seen it before I'm sure, when someone types something and
then someone else responds to it. Communication at its best, some might say!

Reply

Leave a Reply

Logged in as Thord Daniel Hedengren. Log out »
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Search for: (_Search )

Simple Portfolio

« Portfolio post

Writing station

October 3, 2010 by Thord Daniel Hedengren Edit This
iPad and Moleskine

This is my writing station when I'm at the cabin. An
iPad, a bluetooth keyboard, and my trusty Moleskine
notebook.

The full sized image is 1024 x 765 pixels
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Here there be styles!

Permalink: http://10.0.1.5/5s5/2010/09/here-there-be-styles/ [ Edit |( Get Shortlink

Upload/Insert =] & /A {3 Visual HTML

B I ¢

m
il
1l

=AM =]

These styles look like this thanks to editor-style.css in the theme. Picking up on fonts, link colors
and headers is a pretty neat way to make the admin interface feel more like your site.

It can be worth the time
Wouldn't you say?

e Bullets
* Bullets

e« Bullets for everyone

‘That'll be all, thanks.

Path:
Word count: 52

Last edited by tdh on September 22, 2010 at 10:56 pm

Publish

Save Draft

Status: Draft Edit
Visibility: Public Edit
["] Publish immediately Edit

Move to Trash

Categories
All Categories Most Used

™ News
O Blog

Preview
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menu 1 HE LOGO

FRONTPAGE ~ WHATWEDO  THETEAM  NEWS  BLOG  GETIN TOUCH

Custom Header
HEADER IMAGE

Vestibulum mollis mauris enim. Morbi cuismod magna ac lorem rutrum elementum.

Donec viverra auctor lobortis. Pellentesque cu est a placerat dignissim. Morbi a

enim in magna semper bibendum

Title Ipsum

Etiam scelerisque, nunc ac egestas consequat, odio nibh cuismod nulla, cget auctor
orci nibh vel nisi. Aliquam erat volutpat. Mauris vel neque sit amet nunc gravida

congue sed sit amet purus. Quisque lacus quam, cgestas ac tincidunt a, lacinia vel

velit e sed ut dui. Morbi malesuada

. Aencan facilisis nulla vitac urna tincidunt cong
nulla nec purus convallis consequat,
Vivamus id mollis quam. Morbi ac commodo nulla. In condimentum orci id nisl

volutpat bibendum. Quisque commodo hendrerit lorem quis cgestas. Maccenas quis

tortor arcu. Vivamus rutrum nunc non neque consectetur quis placerat neque

lobortis. Nam vestibulum, arcu sodales feugiar consccterur, nisl orci bibendum elit, cu
cuismod magna sapicn ut nibh. Donec semper quam scelerisque tortor dictum

gravida. In hac habitasse platca diccumst. Nam pulvinar, odio sed thoncus suscipit,

Page Template

sem diam ultrices.

header.php

Widget Areas

¥

Vestibulum mollis mauris enim

Donec viverra auctor lobortis

Morbi a enim in magna semper
bibend

0Odio nibh euismod nulla, eget auctor
orci nibh vel nisi

Quisque lacus quam

sidebar.php

Vestibulum mollis mauris enim

Donec viverra auctor lobortis

Morbi a enim in magna semper
bibendum

Odio nibh euismod nulla, eget auctor
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‘WORDPRESS.ORG

Home Showcase Extend About Docs Blog

Plugin Directory

Extend Home

Plugins
Highest Rated
= Newest

Recently Updated

Most Popular
= Developer Center
Themes

Ideas

Kvetch!

Popular Tags More »

widget (1880)
Post (1324)
plugin (1137)
admin (998)
posts (993)
sidebar (951)

comments (738)

Plugins can extend WordPress to do almost anything you can imagine. In the
directory you can find, download, rate, and comment on all the best plugins the
‘WordPress community has to offer.

11,429 PLUGINS, 118,699,974 DOWNLOADS, AND COUNTING

Search Plugins
Sort by @ Relevance () Highest Rated () Newest (O Recently Updated (O Most Popular
Featured Plugins

WP Super Cache
A very fast caching engine for WordPress that produces static html files. Download

WordPress.com Stats
You can have simple, concise stats with no additional load on your server Download
by plugging into WordPress.com's stat system.

BuddyPress
Social networking in a box. Build a social network for your company, Download
school, sports team or niche community all based on the power and flexibility of

Forums Hosting m

Welcome, tdh | Log Out

Most Popular »

« Akismet Downloaded 3,996,926 times

Contact Form 7 Downloaded 2,565,217

times

WP Super Cache Downloaded

1,532,449 times

= NextGEN Gallery Downloaded
2,328,720 times

= Allin One SEO Pack Downloaded
6,089,992 times

= WPtouch Downloaded 1,185,342 times

Newest Plugins »

« Snow Report Added September 28
« Promotion Slider Added September 28
Taxonomy Picker Added September 28
PhotoShelter Official Plugin Added
September 28

TLD30 Social Shares Added September
28

« WP-Notify Added September 28

Recently Updated »

<t
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Add an Image

From Computer From URL
Add media files from your computer

Choose files to upload Select Files Cancel Upload

Maximum upload file size: 32MB
You are using the Flash uploader. Problems? Try the B

After a file has been uploaded, you can add titles and descriptions.

- 3025837298_d65bb8da68_b

100% 4304283694_a8337af924_o.jpg Crunching...
4473059799_b0ec9246d0_b.jpg

4654934821 _e8cc81a515_b.jpg
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4976444947_9162c70cc0_b.jpg
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Hello world!

Welcome to WordPress. This is your first post. Edit or delete it, then start blogging!

NEWS BLOG GALLERY ABOUT
SEARCH THE SITE

WELCOME
Proin orci sagittis. Ut et semper dignissim pellentesque mollis sollicitudin enim rem massaut  Searchfor: ||
proin. Mollis gravida ac donec varius pharetra. Ullamcorper deserunt libero. Et consectetuer

dolor turpis lorem vel.

‘The Epic Test Blogis proudly powered by WordPress
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R cormens
Settings | Tools | Help

Help

Manage Advanced Options

O Selectall comments

O

0

(®]

O

O

0

[+] Expand all Comments

Thord Daniel Hedengren (tdh@tdh.se): Good points. Question is, how motivated
will Arrington be when he's not running his baby anymore? | know, selling a site
and ...

Franky (email AOL will use the

to boost some of

L/ the AOLNews properties. Arrington loves expanding his influence and his love fo...

. Thord Daniel Hedengren (tdh@tdh.se): I'l check the strings then and make sure
they are up to date next week. This week is dedicated to wrapping up the
‘Smashing W...

Lance Willett (email not available): There isn'ta new version in the works, but we
do make changes and bug fixes constantly. You can follow along with the
WordPr...

1 Suede Pumps (email not available): Il post the same information to my
blog, thanks for ideas and great articie.

Thord Daniel Hedengren (tdh@tdh.se): Hi Lance. Thanks for commenting. How's
the new version coming along, I'm curious to see how the new additions are
working out...

¥ Sort by Recent

14 minutes ago View Comments [Jf "] View Threads
[ToH =}
1 hour ago
Filter by search Q
2 hours ago
Filter by status
< Checked statuses are displayed
3 hours ago
2 days ago
3 days ago
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Lorem ipsum

Lorem ipsum dolor sit amet, elit velit
nulla fames, vitae tempus volutpat donec,
ut cursus id ultrices mauris, ipsum
metus duis bibendum, amet lorem
integer libero lobortis egestas sed. Varius
duis. Et nisi, nibh nullam non sed
curabitur luctus, hendrerit ut, nec ipsum,
pretium sem eget netus eu tellus velit.

The Epic Test Blog

ular tags

ﬁatte 1S cinsga caeota
crushing dinarchy doolie energumen
ephialtes eudiometer figuriste habergeon
hapless hartshorn hostility impregnability
impropriation knave misinformed moil
mornful outlaw pamphjlet pneumatics portly
portreeve precipitancy
Privation yogrmme
psychological puncher ramose renegade
retrocede stagnation unhorsed tag: tagz
tag3 thunderheaded unculpable withered
brandnew xanthopsia

& Latest from TDH.me

« Waiting for the 106" MacBook Air
+ Getting ready for Notes 2.0

= Why I'l buy the 11,6" MacBook Air
« Simple Pfolio theme tease

» I'm thrilled about the Glif

Blogroll

+ Development Blog
Documentation
= Plugins

» Suggest Ideas

= Support Forum

« Themes

= WordPress Planet

(@ Proudly powered by WordPress.
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MARIO WORL
058500 3-10 #x12TIME

« Portfolio post
Mario guarding

October 3, 2010 by Thord Daniel Hedengren Edit This
This is my caption, Mario.

Super Mario Description

The full sized image is 800 x 600 pixels
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A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

Notes Mag

News
Archives
Menu Test

Hello world!

‘Written by and published on September 17, 2008

‘Welcome to WordPress. This is your first post. Edit or delete it, then start blogging!
No related posts.

2 comments | Edit

2 Responses to “Hello world!”

Mr WordPress says:
September 17, 2008 at 4:53 pm (Edit)

Hi, this is a comment.

Add a widget in the Post Right Column widget
area, will you please?

To delete a comment, just log in and view the post's comments. There you will have the option to edit

or delete them.

admin says:
September 17, 2008 at 5:13 pm (Edit)
Howdy! This is an admin comment.
Reply
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Notes Blog Core Demo

€ 95 C A& © core.notesblog.com/members/tdhedengren/

Notes Blog Core Demo

The Demo You've Been Waiting For

Thord Daniel Hedengren @tdhedengren Search)
. Archives
active 13 seconds ago e oo
= July 2009
= June 2009
J = September 2008

August 2008

Activity Profile Messages Friends (0) Groups (0) Settings
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_. ./ hives. &)

€ 5 C A % hitp://notesblog.com/archives/ > O~ F-

Notes Blog

Core Aboutthe Project Subscribe The Book ~Contact Information

L) Core Is currently out in version 1.0.2. Get it now!
Archives

BUY MY BOOK!

You can browse the archives in any way you'd like using the links below.
— | WTOtE @ bOOK. Itis called

e . Smashing WordPress:
& { Beyond the Blog and is
Browse by Month: {2 avalable now,in il oolor
~ and everything. Among other
* August2010 things, you can leam a lot
about what you can do with
« May 2010 e\, \»  the Notes Blog Core theme.
* April 2010 Read more about Smashing
WordPress
o WordPress: Beyond the Blog
« March 2010 Uoreomie
« December 2009
« November 2009 SEARCH
« October 2009
« September 2009
« August 2009 TAG CLOUD
* July 2009 2010 A Perfect Day DA bugs Carmine Lives changelog
« June 2009 child themes core theme CSS design formatting GPL
. Febmary 2009 Howto Justin Tadlock license maintenance Media Temple:
« January 2009 Menus moving servers notesblog.com Notes
* December 2008 BIOg COre s seg e i suges
« November 2008 roadmap screenshot Sennbrink Konsult Smashing L
WordPress: Beyond the Blog statistics Status report s
© October 2008 Subscribe to Comments TDH tdhedengren.com teaser
+ September 2008 franslations Twiter uograde Widgets Reloaded
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Readlng Settings < Notes Blo: x \S b\

€ > C M % htpy/ blog.com/wp/wp-admin/options-reading.php » O~ F-
@ Notes Blog New Post v Howdy, Thord Daniel Hedengren | Log Out
Help

i Reading Settings

Front page displays

= @ Your latest posts
=] (A static page (select below)
@ Front page: — Select — s
(] Posts page: — Select — s
Blog pages show at most 10 posts
Syndication feeds show the 10 items
& most recent
@ For each article in a feed, show @ Full text
T (O Summary
Encoding for pages and feeds UTF-8 The character encoding of your site
(UTF-8 is rec ded, if you are ad there are some other encodings)

Save Changes

Thank you for creating with WordPress. | Documentation | Feedback Version 3.0.1
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Install “Notes Blog Core Theme"

Notes Blog Notes Blog Core
Theme

by tdh

Version: 1.0.2
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Simple Portfolio

WELCOME TO MY PORTFOLIO!
I welcome thee, my good man or woman, to my collection of images. And yes, this is a text widget in
the front page welcome widget area, in case you were wondering.

Mega Epic!

Search for:

FRONT PAGE ARCHIVES MAN

October 2010
September 2010

RECENT UPDATES

Here there be coffee

Mega Epic!

Hitting up a third Portfolio post
This is a Portfolio post
Portfolio post

P e
Search
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&} Dashboard

5P Posts
Media
& Links
[C] Pages

Themes

Widgets

Menus
Background
Editor

£ Plugins
& Users
T} Tools
Settings

[E0 Menus

Theme Locations

Your theme supports 1 menu. Select which
menu you would like to use.

Top Navigation
My Top Navigation Menu +

Custom Links
URL http://

Label | Menu It

Add to Menu

Pages
Most Recent  View Al Search

() Archives

(0 Page with Pings on Comments Off
(O Menu Test

My Top Navigation Menu

Menu Name My Top Navigation Menu

Delete Menu

News

Archives

Menu Test

About

Our Location

Contact Us

Links

Support

Screen Options v Help

(O Automatically add new top-level pages
PAGE
PAGE
PAGE
PAGE
PAGE
PAGE
PAGE

PAGE
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This area won't be seen unless there is something in the action hook that will power it!

Notes

A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

News

<= Older posts ‘Add a widget in the Right Column Fallback
A e k icky for n ‘widget area, will you please?
Dummy posts * Tags: boring, sticky by Thord Daniel Hedengren

'Will remove the stickiness of this one. It just won't stick, and there you have it. A truly sticky pun.

Ibore myself sometimes...

Leave a comment | Edit

Dummy posts * by Thord Daniel Hedengren
‘What shows?
Leave a comment | Edit

th Commen! ff
Dummy posts * Tags: comments, mmgks by
Title says it all, no on, no or on. Zing!
‘Comments Off | Edit
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Notes Mag

A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

News Archives MenuTest Abol Our Location  Contact Us = Links Support History

Don't waste this space!

This here is a widget area, which means you can put
anything here. A simple text widget is kind of a drag
though, so try to find something more snazzy. Or just
drop an ad here, that always works!
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Search for:

Simple Portfolio

Abo t RECENT UPDATES
u Here there be coffee
Mega Epic!

P 5 4 i . Hitting up a third Portfolio post
This is an example of a WordPress page, you could edit this to put information about This is a Portfolio post
yourself or your site so readers know where you are coming from. You can create as many FotioNo post
pages like this one or sub-pages as you like and manage all of your content inside of

WordPress.

Far right widget column - drop a widget
here!

Left widget column - drop a Middle widget column - dropa  Right widget column - drop a
widget here! widget here! widget here!

Simple Portfolio is proudly powered by WordPress






OEBPS/images/pgdn_fmt.jpeg
Page
ok





OEBPS/images/apostrophe_fmt.jpeg





OEBPS/images/m_fmt.jpeg





OEBPS/images/9780470669907-fg0602_fmt.jpeg
@ ‘WORDPRESS.ORG

Home Showcase Extend About Docs Blog

Free Themes Directory

Extend Home Notes Blog Core Theme
Plugins
Description = Stats
Themes
= Theme Authors Author: tdh
= My Themes

B S The Notes Blog Core theme is meant to -

v NTe e work both as a framework to build child

T ConEEY Us themes on, as well as a stand alone clean

theme for your perusal. Made by TDH and
deas maintained at notesblog.com. Requires

Kvetch! WordPress 2.8 or higher.

Search Themes

Tags: translation-ready, sticky-post, threaded-comments, light
Search

Forums Hosting

Welcome, tdh! | Log Out

FY1

Version: 1.0.2

Last Updated: 2010-04-20
Author Homepage »

Theme Homepage »

Average Rating Your Rating

FRhkR Kikdkki

(9 ratings)

See what others are saying...

1. .mo .po etc files
2. The Best Content Theme
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(& The Epic Test Blog | Just a )

€ 5| C| | % http://localhost:8888/wp3/ > 0O~ F-

The Epic Test Blog Jus arher WordPress e

(Search) The Epic Lorem Ipsum Post
Archives ‘ ' o
= September 2010 Lorem ipsum dolor sit amet, eleifend sodales sed urna fermentum. A mi. Et tempus
Mota massa convallis bibendum lectus dui. Feugiat sit donec at, mi nullam molestie, arcu lacus
« Site Admin lacinia placerat etiam, nunc quis donec ac semper vivamus donec, mollis ut donec tellus.
= Logout Mi amet, condimentum fringilla dolor nisl, nec molestie, phasellus orci, metus nisl

sollicitudin sed accumsan felis. Eget et viverra metus felis, libero viverra dui gravida.
Felis ridiculus sociis, odio per condimentum elementum in non. Proin aliquam aliquet
aenean felis, nec sapien cras pretium diam lacinia odio, arcu et cras erat quis aliquet,
egestas libero auctor porttitor pellentesque. Ac vehicula, enim non phasellus pede vitae,
eu wisi possimus posuere pulvinar sagittis sociosqu, nonummy feugiat, ultricies hendrerit
orci mi diam. Laoreet nonummy pede tempor suscipit. Vel vestibulum pellentesque






OEBPS/images/9780470669907-fg1115_fmt.jpeg
Dashboard

Right Now

Content Discussion
34 Posts 58 Comments
17 Pages 58 Approved
10 Categories O Pending
22 Tags O Spam

Theme Notes Blog Core Theme with 12 Widgets
You are using WordPress 3.0.1.
QuickPress

Title

Upload/insert (5] B8 A 3
Content

Tags

Save Draft Reset

All | Public | Trash  Expand | Collapse

Change Theme

Screen Options v Help

Pages Tree View

Search

About this page (1)
4. More about it (1)
Oh come on, really?!
What's this?
Support
Links
Contact Us (1)
Our Location
News )
‘Our Company
Our Staff (1)

Employment Opportunities

History
About
Menu Test

Page with Pings on Comments Off
Archives
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Whiteboard Framework Test Drive

a firee wordpress framework
. i i W
© Whiteboard Features
 Test Content
 Bold Perspective
» Bold Perspective Labs
‘This test site is built using an un-modified version of the Whiteboard framework for Wordpress.

‘We hope to design themes for the Whitcboard framework using only CSS without modifying the PHP files at all.

Don’t Work too Hard

“If you build sites using WordPress & don’t use the Whiteboard framework as a start, you're working too hard.” -PUBLIC SCHOOL,
@go2publicschool

‘Writien on August 20, 2010 at 10:39 am, by administrator

E

All posts have an automatically generated short URL by is.gd.
‘Written on August 20, 2010 at 4:49 am, by administrator
No Comments

Categories: Child Category, Framework, Whiteboard Features, Wordpress
‘Tags: Framework, Tag III, Wordpress

Small Post

Here's a small Post. Ain’t WordPress great?

‘Written on August 20, 2010 at 4:21 am, by administrator .
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.../'Q,MAMP

€ e fhp /MAMP/ English

> | 0> F-

Try MAMP PRO

MAMP & MAMP PRO powered by appsolute GmbH

phpMyAdmin @ locaihost

o (i ] (& J2SQL @Status [£)Variables [fM|Charsets gijEngines g3 Privileges & Processes @ iExport JGilmport
« information_schema (28) Actions MysaL
* mysql (23)
o test MySQL localhost €3 Server: Localhost via UNIX socket
o wpl (24) o
< w21 5 Crast now database el meeeccd
o wpd (1) N version: 10
coen 8 (Go) Cresioailal
Please select a database MysaL collation: | utf8_general_ci E MySQL charset: UTF-8 Unicode (utf8)
Interface Web server
. » Apache/2.0.63 (Unix) PHP/5.2.11 DAV/2
€ language @: (g 19 » MySQL client version: 5.1.37
@& Theme/ Style: (original _____18) » PHP extension: mysql
» Custom color: Z( Reset ) phpMyAdmin
» Font size: [ 82% E

» Version information: 3.2.4
& Documentation
8 wiki
@& Official Homepage
» [ChangeLog] [Subversion] [Lists]

phpMyAdmin

=
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/' EAdd New Page < Notes Blog -~ x ||

€ 9 C #& 1% http://notesblog.com/wp/wp-admin/post-new.php?post_type=page

L AN LR A

@ Notes Blog

Add New Page

Archives

Permalink: http:/ /notesblog.com/archives/ (_Edit

Upload/Insert = & A &

b | i | link b-quote | det ins | img | ul | ol | Ii |code | more | lookup | close tags

You can browse the archives in any way you'd like using the links below.

Word count: 10
Custom Fields
Discussion
Slug

Author

Pages

Visual HTML

Draft saved at 6:16:56 am.

v Howdy, Thord Daniel Hedengren | Log Out

Screen Options +  Help

Publish
Save Draft Preview

Status: Draft Edit
Visil

ity: Public Edit
[ Publish immediately Edit

Move to Trash

Page Attributes

Parent

(no parent) 4
Template

Default Template
Order

0

Need help? Use the Help tab in the upper right
of your screen.
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(& The Epic Test Blog | Just a )

€ 5| C| | % http://localhost:8888/wp3/ > 0O~ F-

The Epic Test Blog Jus arher WordPress e

(Search) The Epic Lorem Ipsum Post
Archives ‘ ' o
= September 2010 Lorem ipsum dolor sit amet, eleifend sodales sed urna fermentum. A mi. Et tempus
Mota massa convallis bibendum lectus dui. Feugiat sit donec at, mi nullam molestie, arcu lacus
« Site Admin lacinia placerat etiam, nunc quis donec ac semper vivamus donec, mollis ut donec tellus.
= Logout Mi amet, condimentum fringilla dolor nisl, nec molestie, phasellus orci, metus nisl

sollicitudin sed accumsan felis. Eget et viverra metus felis, libero viverra dui gravida.
Felis ridiculus sociis, odio per condimentum elementum in non. Proin aliquam aliquet
aenean felis, nec sapien cras pretium diam lacinia odio, arcu et cras erat quis aliquet,
egestas libero auctor porttitor pellentesque. Ac vehicula, enim non phasellus pede vitae,
eu wisi possimus posuere pulvinar sagittis sociosqu, nonummy feugiat, ultricies hendrerit
orci mi diam. Laoreet nonummy pede tempor suscipit. Vel vestibulum pellentesque
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Search for: | Search

Simple Portfolio =
Portfolio post

There are no comments - pitch in! | Edit






OEBPS/images/questionmark_fmt.jpeg





OEBPS/images/z_fmt.jpeg





OEBPS/images/t_fmt.jpeg





OEBPS/images/9780470669907-fg1114_fmt.jpeg
™ Use smart tabs allowing tabs being used for alignment

@ Wrap long lines (disabling this will make a scrollbar show instead)

Additional CSS Class(es)

Starting Line Number 1
Line Number Padding Automatic %
Tab Size 4

Save Changes J Reset to Defaults

Preview
Click "Save Changes" to update this preview.

91| <!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.8 Strict//EN" "| rg/TR,
02 | <html xmlns="http://www.w3.org/1999/xhtml" xml:lang="en" lang- en”>

03 | <head>

e4 <meta http-equiv="Content-Type" content="text/html; charset=UTF-8" />

05 <title>PHP Code Example</title>

96 | </head>

7 | <body>
e8 <h1>PHP Code Example</h1>

] <p>&2php echo 'Hello World!'; 23</p>
ﬁ <p>This line is highlighted.</p>

14 <div class="foobar">
his is an
example of smart
tabs.

</div>

<p><a href="http://wordpress.org/">WordPress</a></p>
body>
22| </html>

N
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3 Responses to “Hello world!”

MR WORDPRESS SAYS:
R 17, 2008 AT 4 (EDm

Hi, this is a comment.
To delete a comment, just log in and view the post's comments. There you will have the
option to edit or delete them.

BEPLY
RD DANIEL HEDENGREN SAYS:
TOBER 19, 2010 AT 9:44 AM (EDIT)
Oh, I like this comment so I'll keep it. Thanks though!

REPLY

ADMIN SAYS:

SEPTEMBER 17, 2008 AT 5:13 PM (EDIT

Howdy! This is an admin comment.

REPLY

Leave a Reply
Logged in as Thord Daniel Hedengren. Log out »

‘Submit Comment
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com/wp/wp-admin/themes.php?page=bp-tpack-options

Notes Blog Core Demo My Account ~  Notifications

Widgets

Menus
8P Compatibility
Background
Header
Editor

£ Plugins

& Users
T} Tools
Settings

Step Three
Now that the template files are in the correct location, click through your site (you can come back to this page at any point). You should see a
BuddyPress admin bar at the top of the page, try visiting some of the links in the "My Account” menu. You should find that BuddyPress pages now work
and are displayed.

If you find that the pages are not quite aligned correctly, or the content is overlapping the sidebar, you will need to tweak the template HTML. Please
follow the “fixing alignment" instructions below. If the content in your pages is aligned in the correct place then you can skip to the “Finishing Up”

section at the bottom of this page.

Fixing Alignment

By default BuddyPress templates use this HTML structure:

[HEADER]

<div 1d="container">
<div 1d="content">
[PAGE CONTENT]
</div>

<div 1d="sidebar">
[SIDEBAR CONTENT]
</div>
</div>

[FOOTER]

If BuddyPress pages are not aligned correctly then you will need to modify some of the templates to match your theme's HTML structure. The best way to
do this is to FTP to your theme's files at:

Infs notesbl. "
.

ally the <div> tags

Then open up the page.php file (if this does not exist use index.php ). Make note of the HTML template structure of the file, specif
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The Epic Test Blog

h comments dis:

Layout Test

Posted o

This is a sticky post!!! Make sure it sticks!

This should then split into other pages with layout, images, HTML tags, and other things.

Pages: 1 2 3

Posted in

Good Old Days

Posted

Where lorem ipsum ruled, was a novelty, and kicked serious ass because no one knew

Just another WordPress site

Parent page

Search

Search )

Categories

= aciform

« antiquarianism

= arrangement

« Asides

asmodeus

« broder

« buying

= CatA

« CatB

. CatC

championship

chastening

clerkship

disinclination

disinfection

dispatch

« echappee
enphagy
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X PHP Apache MySQL ave:

€ C 1% hitpy//www.wampserver.com,

R Den har scan ar pa  franska - | Vill du oversatta den? | Oversatt | | Nej |

WampServer

WampServer 2.0i [11/07/09]

changelog

- Formation PHP Niveau 1

- Formation PHP Niveau 2

- Formation Zend Framework
- Les autres formations.

3

Pour dtre préveny de 'actualité de
WampServer (et uniquement de

cela, entrez vowre adresse emal
- Ajoutez Développez dans un ),
échargez la g

ermiore version ¢ grautres versions de _identique a votre
P Apache, PHP et MySQL serveur de production.

WampsServer 2 est la nouvelle version de WAMPS. WAMFS n'est actuellement plus
développé mais les anciennes versions peuvent toujours étre téléchargées sur le
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The Epic Test Blog

Search

Layout Test
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%
aries of your content that can be used in your theme. Learn more about

Post Tags

Add New Tag Add

Separate tags with commas

Choose from the most used tags

Artists

|l | Add

Separate tags with commas

Alice Cooper Bruce Springsteen

Choose from the most used tags

Featured Image

Set featured image
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B
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[T Custom Header
Header Image

Preview

Upload Image

Remove Image

Reset Image

Help

You can upload a custom header image to be shown at the top of your site instead of the default one. On the next screen you
will be able to crop the image.
Images of exactly 920 x 200 pixels will be used as-is.

Choose an image from your computer:

Ingen fil har valts Upload

This will remove the header image. You will not be able to restore any customizations.

Remove Header Image

This will restore the original header image. You will not be able to restore any customizations.

Restore Original Header Image
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Another really interesting news story
And here is my brilliant excerpt that means you'll want to click the link, right?

This here’s a news post ya'll
Gotta love them news!

<= Older entries

_ =
here!

Left widget column - drop a Middle widget column - dropa  Right widget column - drop a
widget here! widget here! widget here!

Simple Portfolio is proudly powered by WordPress
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{&} Dashboard

sP Posts
) Media
& Links
Pages
GJ Comments
CE==un
Themes
Widgets
Menus
Background
~ Header
Editor
£ Plugins
& Users
T} Tools

Settings

Custom Header

Header Image

Preview

Upload Image

Remove Image

Reset Image

Save Changes

Help +

Notes Mag

A WORDPRESS THEME FOR YOUR ONLINE MAGAZINE NEEDS

You can upload a custom header image to be shown at the top of your site instead of the default one. On the next
screen you will be able to crop the image.
Images of exactly 480 x 120 pixels will be used as-is.

Choose an image from your computer:

Ingen fil har valts Upload

This will remove the header image. You will not be able to restore any customizations.

Remove Header Image |

This will restore the original header image. You will not be able to restore any customizations.

Restore Original Header Image
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NTERI!

Simple Portfolio is proudly powered by WordPress
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Search for:

S i m p Ie Po rtfol io ABOUT GET INTOUCH PORTFOLIO FRONT PAGE

Front Page Archives Man

Welcome to my portfolio!
I welcome thee, my good man or woman, to my collection of September 2010
images. And yes, this is a text widget in the front page welcome
widget area, in case you were wondering.

October 2010

Tweets from @tdhedengren

H
tdhedengren

Writing and laundry, what a glamourous match.
about 1 hour ago

Ubuntu 10.10 has released. Enjoy the desktop

Here there be coffee
and new unity netbook versions:

An excerpt is certainly needed for something as glamourous http: / /www.ubuntu.com/
S hours ago

as coffee!

(@Minervity Wow, that's a sneaky title if | ever

saw one! There are a ton of external batteries

that work with iPad, Mophie's no different.

7 hours ago

Get Icebird for free today only! Spread the
word.

Mega Epic! e

Two very special books.

Join the conversation
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This area won't be seen unless there is something in the action hook that will power it!

LOGO GOES IIERE Here we'll have an ad!

MENU GOES HERE
<= Older posts This is the sidebar. It'll be fully widgetized of
A second post, marked as sticky for now ..

Dummy posts * Tags: boring, sticky by Thord Daniel Hedengren
‘Will remove the stickiness of this one. It just won’t stick, and there you have it. A truly sticky pun.
Ibore myself sometimes. .
Leave a comment | Edit
mments off, Trackl

Dummy posts * by Thord Daniel Hedengren

‘What shows?

Leave a comment | Edit

B mmen Tr: i ff

Dummy posts * Tags: comments, trackbacks by Thord Daniel Hedengren

‘Title says it all, no on,no or on. Zing!

Comments Off | Edit

This post has comments off

Dummy posts * by Thord Daniel Hedcng@

No for realz! T and are on though, so what will happen? Time will
tell.

Leave a comment | Edit

Uncategorized * by Thord Daniel Hedengren
Attachment FTW, not image. (more...)
Leave a comment | Edit
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ddyPress.org — Docs

| € 9 C A © codex.buddypress.org/home/
Home About Blog Forums Developers Demo Download

Home Plugins Themes Docs Trac  SVN Repo

9 BuddyPress

BuddyPress Documentation

Home

Getting Started

Before Installing

Installing BuddyPress

Install Buddypress on a Secondary Blog
Configure BuddyPress Components

o Group settings and roles

Reporting Bugs

Frequently Asked Questions

ress Site A

Yy

BuddyPress Components

o BuddyPress Forums

Using an existing bbPress installation for your BuddyPress Forums
Modifying the BuddyPress admin bar

Installing a BP-compatible Theme

Installing BP plugins

o _bp-custom.php

Search

o
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dg. |Menus « Notes Blog — Word! x \( &\

€ > C ﬂ % | http:/, C

dmin/ php > DB- s

@ Notes Blog

@ (A0 Menus

New Post v | Howdy, Thord Daniel Hedengren | Log Out

Screen Options v Help.

] The current theme does not natively support menus, but you can use the “Custom Menu" widget to add any menus you create here to the theme's sidebar. |

Custom Links

R ttp

Pages
Most Recent View All Search

Archives

BEeeckEO, 0868 "%

Notes <em>TermControl</em>
Post meta: Image position
Swedish sort order on categories
Notes <em>Code</em>

Notes <em:>PostWidgets</em>
Notes

The JobBoard Child Theme

The Footer Notes Plugin

Contact Information

+

Menu Name  Enter menu name here

To create a custom menu, give it a name above and click Create Menu. Then choose items like pages, categories or custom
links from the left column to add to this menu.

After you have added your items, drag and drop to put them in the order you want. You can also click each item to reveal
additional configuration options.

When you have finished building your custom menu, make sure you click the Save Menu button.
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Screen Options v Help

{5} Dashboard [0 widgets

[ No Sidebars Defined

5P Posts

Media The theme you are currently using isn’t widget-aware, meaning that it has no sidebars that you are able to change. For information on making your theme
widget-aware, please follow these instructions.

& Links

(L) Pages

CJ Comments

[ Appearance w v
Themes

Widgets

Menus

Background

Header

Editor
£ Piugins
& Users
Th Tools
Settings
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Settings
General
Writing
Reading
Discussion
Media
Privacy

Permalinks

Log in/out, admin, feed and WordPress
links

Pages

Your site's WordPress Pages

Recent Comments

The most recent comments

Recent Posts

The most recent posts on your site

RSS

Entries from any RSS or Atom feed

Search

A search form for your site

Tag Cloud

‘Your most used tags in cloud format

Text

Arbitrary text or HTML

Front Page Welcome Area

The welcome area in the content column
on the front page.

Text: Welcome to my portfolio!
Title:

Welcome to my portfolio!

| welcome thee, my good man or woman, to my collection of
images. And yes, this is a text widget in the front page
welcome widget area, in case you were wondering.

4
E Automatically add paragraphs

Delete | Close
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Child Theme

only has the template files you want to change

loop-single.php  home.php

Parent Theme

with a complete set of template files

N

ABOUT ! /BOOK STRY

Iwrote abook. Itis called Smashing WordPress: Beyond the Blog and is available
from Amazon and other fine online retailers.

Yes, I'm thrilled about the new MacBook Air but you won’t get my verdict for another week or so since I'm waiting for )

my 11.6" version with everything maxed out. Stay tuned as they say in Old Media Land.
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Screen Options Help

@& § _ Edit Page
g | Page updated. View page
oy
d ' Preview Changes
Permalink: http://10.0.1.5/sss/ (_View Page

T Status: Published Edit

rt
Q pload/insert = & A {3 Visual HTML T
B || Z || |iZ|i=] | = [1) Published on: Sep 20, 2010 @ 16:10 Edit

Fomat |~ U =A@ @ 2 |H|Q ©
/< M- i i Move to Trash [ vpcate ]

This is the front page. This text is content saved on the actual Page, which in turn have the Frontpage —
& Template picked as a Template from the Page Attributes box. Very nifty.
T Now, to fill it out some more, here's a photo and some pretty latin words! Ll

Parent

Lorem Ipsum baby! s .

Lorem ipsum dolor sit amet, convallis ornare mi diam vivamus, nasq - Template

elit. Praesent vel, dolor netus. Posuere lorem adipiscing, vulputate id

Fi Template $
ipsum sed luctus fringilla, massa nesciunt scelerisque integer ut potenti R
lorem. Nec cras ornare urna, sed eget sed lacus risus mauris, varius Order

libero lacinia feugiat vel quis libero, ultricies pede gravida iaculis - 0
.
suspendisse nullam inceptos, pellentesque porta sed. Ultricies x £
S P .- Need help? Use the Help tab in the upper right

Path: of your screen.
Word count: 148 Last edited by tdh on September 20, 2010 at 4:26 pm

Featured Image
Set featured image

Custom Fields
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TuEe Loco
ot warveco e s moo emwows

HEADER IMAGE

. . Subdata area
Title Lorem Ipsum Title Des - Page menus
« Postmeta
Vestibulum mollis mauris enim. Morbi euismod magna ac lorem rutrum el - Date and i
Donec viverra auctor lobortis. Pellentesque eu est a nulla placerat dignissim. Morbi a « Authors
enim in magna semper bibendum. - Tags
* And so on
Title Ipsum NEWS & PRESS
Etiam scelerisque, nunc ac egestas consequat, odio nibh euismod nulla, eget auctor Vestibulum mollis mauris enim
= s . g 2 Morbi euismod magna ac lorem rutrum
orci nibh vel nisi. Aliquam erat volutpat. Mauris vel neque sit amet nunc gravida elomentum
congue sed sit amet purus. Quisque lacus quam, egestas ac tincidunt a, lacinia vel Don e e metor lohiorts)
velit. Aenean facilisis nulla vitac urna tincidunt congue sed ut dui. Morbi malesuada Pellartssque eu est a nulia piacerat dignissim.
nulla nec purus convallis consequar. Morbi a 7"nlm in magna semper

bibend
Etiam scelerisque, nunc ac egestas consequat

Vivamus id mollis quam. Morbi ac commodo nulla. In condimentum orci id nisl Odio nibh zllll'mw nulls, eget auctor

volutpat bibendum. Quisque commodo hendrerit lorem quis egestas. Maccenas quis orci nibh vel nisi
: ) Rliquam efat volupat. Mauris vel neque st amet

coror arcu. Vivamus rutrum nunc non neque consecterur quis placerat neque nunc gravida congue sed sit amel purus

lobortis. Nam vestibulum, arcu sodales feugiat consectetur, nisl orci bibendum elit, &t quisque lacus quam

cuismod magna sapien ut nibh. Donec semper quam scelerisque tortor dictum Egestas ac tincidunt a, lacinia vel veit

gravida. In hac habitasse platea dictumst. Nam pulvinar, odio sed rhoncus suscipit,
sem diam uleri
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Lifestream Feeds (Refresh All Feeds)

€ (rue) (npause) (ecte
) ID Description
o1 tdh.me
http:/ /tdh.me/feed/
o 2 h YouTube
tdhedengren
o 3 & Twitter
tdhedengren
0O s oo Flickr
htp:/api flickr.s feeds/photos_public. 1@N06
O s [ Foursquare
tdh@tdh.se
O s Delicious
tdhedengren
o 7 Facebook

http: feed:

@ Pause Unpause Delete

Add a Feed

Add a new feed by first selecting the type of feed:

Last Update Events Owner
September 28, 2010 10 tdh
4:20pm

September 28, 2010 31  tdh
4:20pm

September 28, 2010 136 tdh
4:20pm

September 28, 2010 20 tdh
4:20pm

September 28, 2010 25 tdh
4:20pm

September 28, 2010 0 tdh
4:14pm

September 28, 2010 31 tdh

4:20pm

(& Amazon 8 BackType B slip.fm H slip.tv

- Brightkite @ coComment @ Codaset & DailyBooth
W deviantART o Digg &) piigo ¥ eBay

[E3 Facebook @@ Flickr ® FoodFeed [ Foursquare
git GitHub g GoodReads £ Google Reader @ Gowalla

[2) Blog

o™ Delicious
© Eventful
Generic

b Hulu
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8 0 ./ 2 beta.spelbloggen.se/membe % | |

€ 5 C A © betaspelbloggen.se/members/ wla

Betaspelbloggen  MyAccount ¥ MyBlogs v  Notifications

% 2lhlu oy | Mot Tosum Ankiwr Asikt Bilder Video SOk Prenumerera ”
p gg Sortera PS3 360 Wil PC MAC 3DS NDS PSP IPHONE IPAD MOBIL WEBB & n [g |

Members Directory

o) Spelbloggen o> |

Search anything...

All Members (19) Order By: [ Alphabetical 3

Spelbloggen pi Facebook |

Du gillar detta. Sluta gilla |
Viewing member 1 to 1 (of 1 members) |
222 personer gillar Spelbloggen. |
Thord Daniel Hedengren

active 3 minutes ago

i Maimo
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[ Component Setup « Betaspe' */ 5,0d5da kommer till vilda vas: %\ | |

€ 9 C A © beta.spelbloggen.se/groups/create/step/group-settings/ DA §

Betaspelbloggen  MyAccount v MyBlogs v  Notifications ¥ Admin Options
% 2“1[0 en Notiser Testat Artiklar Asikt Bilder Video Sok Prenumerera |
p gg Sortera PS3 360 Wil PC MAC 3DS NDS PSP IPHONE IPAD MOBIL WEBB a0 |

Create a Group Groups Directory

1. Details 2. Settings 3. Avatar 4. Invites

Spelbloggen pi Facebook
Du gillar detta. Sluta gilla
Privacy Options |

222 personer gillar Spelbloggen. |

@ Enable discussion forum

@ This is a public group

* Any site member can join this group.
o This group will be listed in the groups directory and in search results.
¢ Group content and activity will be visible to any site member.

e b | A,

¢ Only users who request membership and are accepted can join the group.
* This group will be listed in the groups directory and in search results.
* Group content and activity will only be visible to members of the group.

O This is a hidden group
i Stockholm
¢ Only users who are invited can join the group.
o This group will not be listed in the groups directory or search results.
* Group content and activity will only be visible to members of the group.

(Nextstep )
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Plugin's Homepage
Plugin rt Forum

Donation

Any small donation would be
highly appreciated.

Miscellaneous

Elliott's WP Plugins
Donncha's WP Plugins

Statistics

* 0 spam comments blocked

out of 0 human comments. 0%

of your comments are spam!

WordPress Hashcash

This is an antispam plugin that eradicates spam signups on WordPress sites. It works because your
visitors must use obfuscated javascript to submit a proof-of-work that indicates they opened your
website in a web browser, not a robot. You can read more about it on the WordPress Hashcash
plugin page of my site.

Standard Options

Moderation: Moderate &
The default is to place spam comments into the akismet/moderation queue. Otherwise, the delete option will

immediately discard spam comments.

Key Expiry: 604800
Default is one week, or 604800 seconds.

Your current key is 1838354341.
Additional options:

Validate IP Address &
Checks if the IP address of the trackback sender is equal to the IP address of the webserver the trackback URL
is referring to.

Validate URL &
Retrieves the web page located at the URL included in the trackback to check if it contains a link to your blog. If
it does not, it is spam!






